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## SUBJECT

Instruction in MOD 400 System Usage for Application Programmers

SOFTWARE SUPPORTED
See the MOD 400 Guide to Software Documentation for information about ＊Executive Releases supported by this manual．
$\cdots$－－$\%$


ORDER NUMBER

This manual has been wisitten for the applications programmer. Its purpose is to provide the information needed to use GCOS 6 MOD 400 system services to write and run application programs.

The reader is assumed to have basic knowledge of application development and processing, and some programming experience in one of the three languages supported. The languages supported are COBOL, BASIC, or FORTRAN.

The major topics presented in this manual are:

- Terminal startup and user access procedures
- File management
- Screen Editor conventions, directives, and user procedures
- Line Editor conventions, directives, and user procedures
- COBOL, BASIC, and EORTRAN compile, link, and execute procedures
- Program debug utility user procedures

USER COMMENTS FORMS are included at the back of this manual. These forms are to be used to record any corrections, changes, or additions that will make this manual more useful.

Honeywell dibclanme the implied warpanties of merchantability and fitmeat for w particular purpose and makee no expreco warrantien except ae may be stated in the written agreement whth and for ite cuatomer.

In no event te Koneywell liable to anyone for ony indirect. ypecigl or consequental damages. The informaton and specifications in this document are oubject to change withoutnotice.

- Networking overview and processing capabilities
- Patch utility user procedures
- File backup and recovery procedures
- Memory dump interpretation procedures.

After reading this manual, the applications programmer should be familiar with MOD 400 system services and be able to write, debug, and run application programs.

The notation conventions used in this manual follow. The first set of conventions applies to directive syntax as a whole; the second set applies to flow chart symbols; the third set applies to heading hierarchy; and the fourth set applies to user keyins.

Syntax Conyention
UPPERCASE CHARACTERS
lowercase characters

Brackets

Braces

Elowchart Symbols
Symbol


Meaning
Reserved keyword or symbol. Enter as shown.

Variable field. Replace by a usersupplied value.

Include none or one of the enclosed options.

Include one of the enclosed options.

## Meaning

Process. Represents performance of a computer operation(s)

Online storage. Represents information stored on diskette, cartridge disk, or storage module

Printed card. Represents card input


Beading＿Bisparchy
The following conventions are used to indicate the relative levels of topic headings used in this manual．

Level 1 （highest
Level 2
Level 3
Level 4

ALL CAPLTALS．UNDERLINED Initial capitals．Underlined ALL CAPITALS，NOT UNDERLINED
Initial Capitals，Not Underlined

## User Keyins




Indicates user input to the system

$$
5-x+2
$$



$$
\therefore シ ャ: . .
$$



$$
\begin{aligned}
& 3
\end{aligned}
$$

$$
\begin{aligned}
& 8
\end{aligned}
$$

## MANUAL DIRECTORY

The following publications constitute the GCOS 6 MOD 400 manual set. Refer to the "Software/Manual Directory" of the Guide to Software Documentation for the current revision number and addenda (if any) of relevant release-specific publications.

Manuals are obtained by submitting a Honeywell Publications Order Form to the following address:

Honeywell Information Systems Inc. 47 Harvard Street Westwood, MA 02090

Attn: Publications Services
Honeywell software reference manuals are periodically updated to support enhancements and improvements to the software. Before ordering any manuals, you should refer to the guide to Software Documentation to obtain information concerning the specific edition of the manual that supports the software currently in use at your installation. If you use the four-character base publication number to order a document, you will receive the latest edition of the manual. The Publications Distribution Center can provide specific editions of a publication only when supplied with the seven- or eight-character order number listed in the Guide to Software pocumentation.

Honeywell applications software packages, such as INFO 6, TOTAL 6, and TPS 6, provide specialized services. Contact your Honeywell representative for information concerning the availability of applications software and supporting documentation.
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GCOS 6 MOD 400 System Building and Administration
GCOS 6 MOD 400 System Concepts
GCOS 6 MOD 400 System User's Guide
GCOS 6 MOD 400 System Programmer's Guide Volume I
GCOS 6 MOD 400 System Programmer's Guide Volume II
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Level 6 to Level 6 File Transmission Facility User's Guide
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Base
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Number
C265 Programable Facility/327l User's Guide
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DM6 TP Development Reference
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In addition, the following publications provide supplementary information:

AS22 Level 6 Models $6 / 34,6 / 36$, and $6 / 43$ Minicomputer Handbook
AT97 Level 6 Communications Eandbook
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CDI 8
FQ41 Level 6 MOD 400/600 Online Test and Verification Operator's Guide Writable Control Store User's Guide

Users should be aware that a Software Release Bulletin accompanies each software product ordered from Honeywell. You should consult the Software Release Bulletin before using the software. Contact your Honeywell representative if a copy of the Software Release Builetin is not available.
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## APPLICATION DEVELOPMENT COMPQNENTS

The components that support applications development are:
Screen Editor -- A full screen, interactive program development, text editing, and documentation preparation system that allows a user to enter an entire screen of data into a work file. The ability to manipulate full screens of data at once makes text editing faster and reduces $1 / 0$ processing.

Line Eaitor - An interactive program development, text editing, and documentation preparation system that works on data a line at a time.

COBOL, BASIC, and FORTRAN Run-time Services -- A total system of language processors including, compile, link, and execute modules that validate and process COBOL, BASIC, and FORTRAN programs.

Forms Processor -- A software component that permits a programmer to define terminal screen layouts, as well as control characteristics of the data transmitted between the terminal and program variable storage.

Multi-User Debugger -- $A$ software diagnostic tool used to debug programs.

Figure 1-1 illustrates the family of application development components.

The Screen Editor, Line Editor, COBOL, BASIC, and FORTRAN run-time services, and the Multi-User Debugger are described in this manual. Forms Processing is described in the pisplay Formatting and control manual. The MOD 400 Executive is described in the MOD 400 . System Concepts manual.


Figure 1-1. Application Development Components
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Section 2
SYSTEM ACCESS

This section describes MOD 400 user access procedures.

## USER ACCESS PROCEDURES

When you are at a user terminal, access to the system depends on the way your terminal is described to and recognized by the system.

Access to the system requires:

1. Physical connection between your terminal and the central processor
2. Logical connection between you (the user) and the operating system.

In some cases, the Executive performs the second step for you automatically after you have made the physical connection.

CONNECTING THE TERMINAL TO THE CENTRAL PROCESSOR
You can connect your terminal to the central processor by two methods, depending on the type of terminal you have: a directconnect terminal or a dialup terminal.

## Direct-Connect Terminal

For a direct-connect terminal, place the POWER ON/OFF switch in the ON position. This is sufficient to connect the terminal to the central processor.

## Dialup Terminal

A telephone line connects a dialup terminal to the central processor. Use the following steps to make the connection:

1. Turn the terminal POWER ON/OFF switch to the ON position.
2. Lift the receiver, press the button marked TALK/CLEAR, and listen for a dial tone.
3. Use the telephone number provided by the system operator for the dialup line to call into the central processcr.
4. Press the button marked DATA when you hear a high-pitched tone (this tone lets you know that the connection has been made). Hang up the receiver.

If you are unable to make a connection, hang up the receiver and begin again at Step 2.

## CONNECTING A USER TO THE EXECUTIVE

After you have made the physical connection between your terminal and the central processor, you can make the logical connection that identifies and establishes you as a user known to the Executive. The procedure you use depends on whether your terminal is defined as a login terminal or a non-login terminal. If your terminal is a non-login terminal, turn to "Non-Login Terminal" later in this section.

Login Terminal
A login terminal is one that requires you to use the LOGIN command to connect to the Executive. If the system you want to access incorporates user registration, you may be required to be registered as a user in order to $\log$ in. The system administrator can register you, or may allow an unregistered user to log in under the user identification USER.

Login terminals can allow a full login or an abbreviated login, or generate an automatic login. Which of these is acceptable to a given terminal is determined by the system startup procedure. See your system operator to determine which type your terminal requires before using it. After you have
logged in, your access to system facilities is governed by control arguments entered in the LOGIN command or, under user registration, in your user profile.

MANUAL LOGIN TERMINAL
When the connection to the system has been made at a manual login terminal, a message-of-the-day and the login prompter message:

LOGIN
followed by the system icientification and the current date and time appears at the terminal. If the terminal (and your user profile) allow it, you may enter a full login line, such as:
.L JONES
to gain access to the system. (Check with the system operator for the correct format of your full login line.) In a user registration system, you may then be required to enter your password in response to the prompter message:

## PASSWORD?

If you enter the login line and password correctly, the system responds with a ready message and you can begin to enter commands. (Typing errors can be corrected when they are made. See Appendix A for instruction on correcting errors.)

ABBREVIATED LOGIN TERMINAL
Some terminals and some user profiles allow login only by abbreviation. Most systems have defined one or more abbreviations that are available to users at any terminal, and may have defined terminal-specific abbreviations in addition. Check with the system administrator for the abbreviations that can be used at your terminal.

If you wish to login by an abbreviation, after the login prompter message has been issued, enter a one-character login abbreviation, such as:

## S

In a user registration system, you may then be required to enter your password in response to the prompter message:

PASSWORD?
If you have entered the correct abbreviation and password, the system will respond with a ready message and you can begin to enter commands.

At a terminal that generates an automatic login, there is no login prompt. The login process occurs automatically after connecting to the central processor. After the message-of-the-day (if there is one) and the ready message are displayed, you can begin to enter commands.

## Non-Login Terminal

A terminal can be configured as a non-login terminal. At a non-login terminal, you can start entering data immediately after making a connection with the system. It is recommended that the first command you enter is the Ready on (RDN) command. If the system responds with the message:

RDY:
you can continue with the session. If the system does not respond to this command (or to any other command), you must request the operator to activate a task group for that terminal. After the task group is activated, your access to system facilities is governed by the control arguments specified in the task group activation command.

Example:
You have made a connection with the system. Your task group is \$H. The first command you enter is:

## RDN

to activate a prompter message to signal you that the previous comand is complete and the system is ready to accept another command.

The system responds with:
RDY:
Enter the command to list your working directory:
LWD
The system responds (in this case) with:
"ZSYS51
RDY:

To find out what files are under this directory, enter:

```
Ls is
```

and the system responds with a listing of the files. Figure 2-1 shows a sample listing.

## PROCEDURES AND CONVENTIONS AFTER ACCESS

It may be necessary to request operator intervention or interrupt a running task while at your terminal. The procedures and conventions used to perform these actions are described in the following paragraphs.

Sending Messages to the Operator if 3 ie
To send a message from your terminal to the system operator (e.g., when your terminal is remote from the operator terminal), you can enter the Message (MSG) command described under "Working With Files". For example, if you want to abort the current batch request, you could enter:

MSG "PLEASE ABORT BATCI REQDEST"
Interrupting (Breaking) a Task
You can interrupt or break a running task to reenter commands, temporarily halt the task, or terminate it.

To effect a break from the user terminal, press the BREAK (BRK) key. The system then issues the break prompter message:

> **BREAK**

Your response may be any one of the following:

1. Enter any command (see the Commands manual). This may be followed by another command or by one of the responses described in steps 2 through 4. If the entered command is not Start (SR), Logoff (BYE), New Procedure (NEW_PROC), Unwind (UW), or Program Interrupt (PI) (described later), the lead task again enters break mode and issues another **BREAK** message requesting another response.

DIRECTORY: ^ZSYS51
TIME: 1980/09/25 0724:27


Figure 2-1. Directory Listing
2. Enter one of the following break mode responses to the **BREAK** message:
a. Start (SR). This resumes execution of the suspended task as though the break had not been made.
b. Unwind (UW). This releases all tasks and you return to command level.
c. Logoff (BYE). This aborts and deletes the current task group request.
d. New Process (NEW_PROC). This aborts all task requests in the task group except for the lead task, then restarts the task group, using the same arguments as specified in the initial task group request.

Any of these commands terminates the current break; i.e., there will be no other **BREAK** message after they are executed.
3. Enter Unwind (UW). All tasks will be terminated and you return to command level.

If the terminated task was invoked following a break, the lead task reenters break mode, issues another **BREAK** prompter message, and awaits a response.
4. Enter Program Interrupt (PI). The task interrupted is currently suspended.

For Linker and Editor, suppress output and return to directive input level. The PI command suppresses output resulting only from the Linker MAP directive.

The PI command is meaningful only to the Linker and Editor running in a task group whose lead task is the Command processor. The commands described in steps 1,2 , and 3 may be used with the Linker and Editor.

Example:
You issue a List Names (LS) command and the output begins to appear on the screen at your terminal. You want this output to be printed on the line printer. You should immediately press the Break (BRK) key and take one of the following steps:

1. Enter:

## FO FPTOO

to change the output destination to the line printer; then enter the $S R$ command to resume execution of the LS command. The output that had already appeared at the terminal will not appear on the hard-copy printout.
2. Enter the UW command to terminate the current LS task; or enter:

## FO ILPTOO

to change the output destination to the line printer; then enter the LS command to restart the LS program from the beginning.



## Section 3 <br> FILE CONVENTIONS

This section presents MOD 400 file conventions as well as a procedural scenario titled "Working With Files". This scenario provides a detailed explanation of frequently used file system commands and procedures.

## OVERVIEN

A file is a logical unit of data composed of a collection of records. The principal external devices available for storing files are: - ' $\cdot$

- Disk devices (diskettes, cartridge disks, cartridge module disks, and mass storage units)
- Magnetic tape units.

These external devices are referred to as volumes (e.g., diskette volume, tape volume).

Various conventions to identify and locate files have been established for their effective control when stored on disk and magnetic tape. The conventions facilitate the orderly and efficient use of the stored data.

Unit record devices (such as card readers, card punches, and printers) also use the file concepts. However, since unit record devices cannot be used to store files, there is less need to
establish conventions for identification and location. A unit record file is simply the data that is read or written at any one time.

## DISK EILE CONVENTIONS

Users must be able to specify an access path to any given file on a disk volume that contains multiple files. Files must, therefore, be organized on the volume in some predictable fashion. MOD 400 provides a set of volume organization conventions by which the system can locate any element that resides on the volume.

The principal elements of this organization, aside from the files themselves, are directories. The access path to any given element on a volume is known as a pathname.

## Directories

Files on disk devices reside within a tree-structured hierarchy. The basic elements of this hierarchy are files known as directories. The directories are used to point to the location of data files, which are the endpoints of the tree structure.

A directory on a disk volume functions like a catalog. It contains the names and starting locations (sectors on the volume) of files or other directories (or both). The elements whose names are in the directory are said to be contained in or subordinate to the directory; therefore, the organization of a disk volume is a multilevel structure. The complexity of the access path to any given element in the structure depends on the number of directories between the root and the desired element.

A directory structure is illustrated in Figure 3-1. The base directory on a volume is termed a root directory. In Figure 3-1, the root directory is VOLOL. The root directory VOLOL points to two subordinate directories DIR1 and DIR2. The directories DIR1 and DIR2, in turn, point to the data files (filea, FILEB, EILEC, and FILED).


Figure 3-1. Example of Disk File Directory Structure
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The following paragraphs describe the root directory and other special types of directories.

## ROOT DIRECTORY

There is a tree structure for each disk mounted at any given time. At the base of each tree structure is a directory known as the root directory. This is the directory that ultimately contains every element that resides on the volume either immediately or indirectly subordinate to it.

The root directory name is the same as the volume identifier of the volume on which it resides. The directory VOLOL in figure 3-1 is a root directory.

SYSTEM ROOT DIRECTORY
One or more disk root directories can be known to the system at any time during its operation. One of these, the system root directory, is required at all times. The volume used by the operator to initialize the system establishes the system root directory. This volume also normally contains system programs, commands, and other routinely used elements. It must contain a number of directories and files that the system needs to perform its functions. These are described in the System Buidding and Administration manual.

USER ROOT DIRECTORIES
The File System can recognize one or more user root directories. These are root directories of volumes created and used for the installation's own particular needs. They may contain user application programs and their associated data files, application program source and object unit files, listing files, or anything else that you want to store, either temporarily or permanently.

## INTERMEDIATE DIRECTORIES

When a volume is first created, it contains only a root directory, You can create, within this directory, any additional directories required to satisfy the needs of your installation. Consider, for example, a volume that is to contain data used by two application projects, each of which has several people associated with it. Each of these people has one or more files of interest to him. The volume has been initialized and contains a root directory name. Two directories can be created subordinate to the root directory, each identified by the project name. Then, subordinate to these directories, a directory can be created for each person associated with each project.

The data files are all contained within the personal directories. This sample intermediate directory structure is illustrated in Figure 3-2.


Figure 3-2. Sample Directory Structure

When the need for a user-created directory no longer exists, the directory can be deleted from the File System, making the space it occupied, as well as the space occupied by its attributes in the immediately superior directory, available for reuse. A directory must be empty before it can be deleted; all directories and files subordinate to the one to be deleted must have been previously deleted by explicit commands.

## WORKING DIRECTORY

The File System always starts at a root directory when it performs an operation on a disk file or a directory. At times the search for an element residing on a disk volume may traverse a number of intermediate directory levels before locating the desired element; the file system must be supplied with the names of all the branch points it must pass on the way. The files of interest to a user doing work on the system are frequently all contained in a single directory specific to the task being performed; this directory can be three, four, or more levels deep into the structure. It would be convenient to be able to refer to files in relation to a directory at some arbitrary level in the hierarchy rather than in relation to the root directory. The File System allows this to be done by recognizing a special kind of directory known as a working directory.

A working directory establishes a reference point that enables you to specify the name of a file or another directory in terms of its position relative to that directory. If the access path of the working directory is made known to the file System,
and if the desired element is contained in that directory, the element can be specified by just its name. The File System concatenates this name with the names of the elements of the working directory's access path to form the complete access path to the element.

## LOCATIONS OF DISK DIRECTORIES AND FILES

The file System has total control over the physical location of space allocated to directories and files; you need never be concerned about where on a volume a directory or file resides. When a volume is first initialized, space is allocated to elements in essentially the order in which they are created. But after the volume has been in use for some time, elements may have been deleted and the space they occupied made reusable. Hence, when a new element is created, it is allocated the first available space ever though that space may eventually be too small to contain the file. If more space is needed for even a single extent of a file, it will be obtained from another free area. Thus, there is not necessarily any relationship between a file's extents and contiguous free disk sectors.

## Naming Conventions

Each disk file and directory name in the File System can consist of the following ASCII characters: uppercase alphabetics (A through 2), digits (0 through 9), underscore (_), hyphen (-), and period(.). If lowercase alphabetic characters are used, they are converted to their uppercase counterparts.

The first character of any name must be an alphabetic. The underscore can be used to join two or more words that are to be interpreted as a single name (e.g., DATE_TIME). A period followed by one or more alphabetic or numeric characters after a file name is normally interpreted as a suffix to a file name. This convention is followed, for example, by a compiler when it generates a file that is to be subsequently listed; the compiler identifies this file by creating a name of the form "FILE.L".

The name of a root directory or a volume identifier can consist of from one to six characters. The names of other directories and files can comprise from 1 to 12 characters. The length of a file name must be such that any system-supplied suffix does not result in a name of more than 12 characters.

UNIQUENESS OF NAMES
Within the system at any given time, the access path to every element must be unique. This leads to the following rules:

- Only one volume with a given volume_id can be mounted at any given time. (The system will inform you of an attempt to mount a volume having the same name as one already mounted.)
- Within a given directory, every immediately subordinate directory name must be unique. (The Create Directory command will inform you of an attempt to add a duplicate directory name.)
- Within a given directory, every file name must be unique. (The Create File command will inform you of an attempt to add a duplicate file name.)


## PATHNAME

The access path to any File System entity (directory or file) begins with a root directory name and proceeds through zero or more subdirectory levels to the desired entity. The series of directory names (and a file name if a file is the target entity) is known as the entity's pathname. The total length of any pathname, including all hierarchical symbols, cannot exceed 57 characters, except that a working directory pathname cannot exceed 51 characters.

Symbols Used in Pathnames
The following symbols are used to construct pathnames.

- Circumflex ( ${ }^{\wedge}$ ). Used exclusively to identify the name of a disk volume root directory. The circumflex is used in two forms. In one form it directly precedes the root directory name (e.g., "VOLOll). In the other it directly precedes a greater-than symbol (>) to refer to the root directory of the current working directory (e.g., - $>$ DIR1 $>$ FILEA) .
- Greater than (>). Indicates movement in the hierarchy away from the root directory. The symbol is used to connect two directory names or a directory name and a file name. It can also be the first character of a pathname, in which case the element whose name follows it is immediately subordinate to the root directory of the system volume. Each occurrence of the greater-than ( $\rangle$ ) symbol denotes a change of one hierarchical level; the name to the right of the symbol is immediately subordinate to the name on the left. Reading a pathname from left to right thus indicates movement through the tree structure in a direction away from the root directory. If the root directory "VOLOll contains a directory name DIRI, the pathname of DIR1 is:
*VOL011>DIR1

If the directory named DIRI in turn contains a file named FILEA, then the pathname of FILEA is:

^VOLO11>DIRI $>$ FILEA

$$
3-6
$$
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- Less than (<). Used at the beginning of a pathname to indicate movement from the working directory in a direction toward the root directory. Consecutive symbols can be used to indicate changes of more than one level; each occurrence represents a one level change. When followed by elements of a relative pathname, those elements represent changes of direction away from the root directory. One or more of these symbols may precede only a relative pathname.
- ASCII "space" character. Used to indicate the end of a pathname. When represented in memory, a pathname must end with a space character.

The last (or only) element in a pathname is the name of the entity upon which action is to be taken. This element can be a device name, directory name, or file name, depending on the function to be performed. In the Create Directory command, for example, a pathname specifies the name of a directory to be created. The last element of this pathname is interpreted by the command as a directory name; any names preceding the final name are names of superior directories leading to it. An analogous situation occurs in the create file command, except that in this case the final pathname element is the name of a file to be created.

## Absolute and Relative Pathnames

A full pathname contains all necessary elements to describe a unique access path to a File System entity, regardiess of the type and location of the device on which it resides. The File System uses this form in referring to a directory or file. However, it is frequently unnecessary to specify all of these elements; the file System can supply some of them when the missing elements are known to it and the abbreviated pathnames are used in the appropriate context. An understanding of these conditions and contexts requires an understanding of absolute and relative pathnames.

## Absolute Pathname

An absolute pathname is one that begins with a circumflex (") or a greater-than symbol (>). (A pathname that begins with a circumflex is a full pathname. This form is used to locate directories and files that reside on a device other than that on which the system volume, the volume from which the system was initialized, is mounted.)

When an absolute pathname begins with a greater-than symbol, the first element named in the pathname is assumed to be immediately subordinate to the system volume root directory. Thus, if the system volume name is SYSOl and the pathname given is >DIRI>FILEA, the full pathname becomes ^SYSOI>DIRI>FILEA.

Another volume, USERI, can also contain a >DIRI>EILEA access path and can be known to the File system; the two access paths are made unique by requiring that the root directory be specified when referring to the second volume. The full pathname of this file on the second volume is thus "USERI>DIRI>FILEA.

## Relative Pathname

A relative pathname is one that begins with a file or directory name or less-than symbol (<). When a relative pathname begins with an element name, the first (or only) name in the pathname identifies a directory or file immediately subordinate to the working directory. When the relative pathname begins with one (or more) less-than symbols, the first (or only) name in the pathname identifies a directory or file immediately subordinate to the directory reached by moving from the working directory toward the root the number of levels indicated by the less-than symbol(s).

A relative pathname can consist of one or more elements. If a relative pathname contains more than one element, each element except the last must be a directory name, the first immediately subordinate to the current working directory level, the second immediately subordinate to the first, and so on. The last or only element can be either a directory name or a file name, depending on the function being performed, as described previously.

A simple name is a special case of the relative pathname. It consists of only one element: the name of the desired entry in the working directory.

If a reference is to be made to a file or directory that is on the same volume but not subordinate to the working directory, there are two alternative ways of making this reference: by using an absolute pathname, or by using any of the forms of relative pathname described previously.

Figure 3-3 shows some relative pathnames and the full pathnames they represent when the working directory pathname is:
>PROJI>USERA
MAGNETIC TAPE EILE CONVENTIONS


The magnetic tape file conventions include tape file organization, tape file naming conventions, and tape file pathnames.


## Tape Eileorganization*

Magnetic tape supports only the sequential file organization. Fixed- or variable-length records may be used. Records cannot be inserted, deleted, or modified, but they can be appended to the file. The tape can be positioned forward or backward any number of records.

The unit of transfer between memory and a tape file is a block. Block size varies depending on the number of records and whether the records are fixed or variable in length.

A block can be treated as one logical record called an "undefined" record. An undefined record is read or written without being blocked, unblocked, or otherwise altered by data management. Spanned records (i.e., those that span two or more blocks) are supported. (No record positioning is allowed with spanned records.)

A labeled tape is one that conforms to the current tape standard for volume and file labels issued by the American National Standard Institute. The following types of labeled tapes are supported:

- Single-volume, single-file
- Multivolume, single-file
- Single-volume, multifile
- Multivolume, multifile.

The following types of unlabeled tapes are supported:

- Single-volume, single-file
- Single-volume, multifile.


## Magnetic Tape, File and Volume Names

Each tape file and volume name in the File System can consist of the following ASCII characters:

- Uppercase alphabetics (A through 2)
- Exclamation mark (!)
- Double quotation marks (")
- Percent sign (\%)
- Ampersand (\&)
- Single quotation mark (')
- Left parenthesis ()
- Right parenthesis ())
- Asterisk (*)
- Plus sign (+)
- Comma ( 1 )
- Hyphen (-)
- Period (.)
- Slash (/)

[^0]$$
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- Colon (:)
- Semicolon (;).
- Less-than sign (<)
- Equal sign (=)
- Question mark (?)
- Underscore (_).

The underscore (_) can be used as a substitute for a space. If a lowercase alphabetic character is used, it is converted to its uppercase counterpart.

Any of these characters can be used as the first character of a file or volume name.

The name of a tape volume can be from one through six characters; tape file names can be from l through 17 characters.

Magnetic Tape Deyice Pathname_construction
A magnetic tape volume must be dedicated to a single user. Therefore, the device pathname convention must always be used when referring to magnetic tape volumes or files. The general form of a tape device file pathname is:
... !dev_name [>vol_id [>filename] ]
where dev_name is the symbolic name defined for the tape device at system building, vol_id is the name of the tape volume, and filename is the name of the file on the volume. Tape devices are always reserved for exclusive use (i.e.. the reserving task group has read and write access; other users are not allowed to share the files).

## Automatic Tape Volume Recognition

Automatic volume recognition dynamically notes the mounting of a tape volume. This feature allows the File System to record the volume identification in a device table, thus making every tape volume accessible to the File System software.

UNIT-RECORD_DEVICE EILE CONVENTIONS

- Unit-record devices (e.g., card readers, card punches, printers) are used only for reading/writing data; they are not used for data storage and thus do not require conventions for file identification and location.

Refer to a unit-record device by entering a pathname consisting of an exclamation mark (!) followed by the symbolic device name defined during system building. The format is:
!dev_name
where dev_name is the symbolic device name of the unit record device.

The following information addresses selected commands and procedures that you may use frequently, including:

- Using file pathname conventions
- Controlling your files and directories
- Interrupting execution
- Controliing your output

Controlling printing

- Communicating with other users
- Performing batch processing.

The examples that follow provide full details on performing these functions. Note that some examples do not list all optional control arguments for the commands described. See the Commends manual for a complete description of all commands and their arguments. For information on using Execution Command Files, see Appendix $F$.

## COMMAND PROCESSOR

You communicate with the system through command lines entered at a terminal or read from a command file. Your command lines are read and interpreted by a system software component called the Command Processor.

## Standerd. $/ 0$ Files

Four files are always associated with the Command Processor:

- Command-in
- User-in
- User-out
- Error-out.

The command-in file is the file from which the Command Processor takes its input. The command-in file is normally associated with (or assigned to) your terminal. However, it can be reassigned, temporarily, to another device or file, and subsequentiy reassigned to your terminal.

A command function reads its own input during execution from the user-in file (normally assigned to your terminal). The directives submitted to the Editor following entry of the Editor command, for example, are submitted through user-in. A task group normally writes its output to the user-out file (normally assigned to your terminal). The user-out file can be reassigned to another device or file (see "Controlling Output"). This reassignment remains in effect until another reassignment occurs.

$$
z,=1 \quad=t
$$

The Command Processor, and any commands it invokes, writes any errors detected to the error-out file. The error-out file is the same as the initial user-out file; it cannot be reassigned by a command or command argument.

You can determine the full pathnames associated with each of these files by issuing a Status Group (STG) command at your terminal.

## Command Level

The system indicates that it is at command level by issuing a ready (RDY) message at your terminal. This assumes that you have not disabled the ready message by a previously issued Ready Off (RDF) command; if you have, the system still comes to command level, but you are not informed. You can activate the ready prompt at any time by issuing a Ready On (RDN) command.

When executing a command function, you can return to command level in one of two ways: $\quad$ 'vg win

- After a command function terminates, the system returns to command level and awaits the entry of another command. This command can be any function you wish to execute or it can be a BYE command, indicating that you have no further work to do and you want to terminate the current session.
- You can interrupt execution of an invoked command by pressing the Break or Interrupt key at your terminal. See "Interrupting Execution" below.


## CONTROLLING YOUR OPERATING ENVIRONMENT

The following paragraphs describe the commands and procedures that you may find most useful as an interactive system user. Once at command level, you can perform a wide variety of system operations using these commands and special system procedures. Selected examples are designed to help you become familiar with using the system for applications programming. For full descriptions of all commands and their arguments, refer to the commands manual.

## Volume Control

The following commands illustrate how to create or rename a tape or disk volume.

## CREATING VOLUMES

Before you can begin to perform useful work on a previously unused tape or disk volume, you must assign it a unique name (volume identifier or vol_id) that can be recognized by the system. The vol_id designates the volume (or root) directory name of the tape or disk volume.

First you must ask the system operator to mount your diskette or tape on an available drive and notify you of the drive's symbolic peripheral device name. (The symbolic peripheral device name is the name the system uses to secognize the device.)

For example, suppose you want to create a diskette volume and name it WORK. Send the following message to the system operator (see "Communicating with Other Users" later in this section):

MSG MODNT DISKETTE AND NOTIPY ME OE DEVICE NAME
The operator issues the Status System (STS) operator command to determine which devices are available:

STS
and the system responds:

|  | SYMPD NAME | channel | $\underset{\text { TYPE }}{\text { DEVICE }}$ | $\begin{aligned} & \text { VOLUME } \\ & \text { ID } \end{aligned}$ | usage | available PHYSICAL | SECTORS LOGICAL | VOL/FILE SET NAME | MEMBER NUMBER |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| B | Rсмоо | 2800 | 2380 | - DMPVL | 0 | 46504 | 5813 |  | + |
| в | RCMO1 | 2880 | 2380 | OPEN | 0 | 51704 | 6463 |  | - |
| 8 | FCMOI | 2880 | 2385 | - SYSTST | 0 | 172792 | 21599 | 4 |  |
| B | MSM01 | 1880 | 2361 |  | D |  |  | * | - |
| B | RCDOO | 1400 | 2332 | ${ }^{\text {a mine }}$ | 0 | 9465 | 1182 |  |  |
| B | FCDOO | 1400 | 2333 |  | 0 | 0 | 0 |  |  |
| 8 | RCDO1 | 1480 | 2332 | ${ }^{\text {arde }}$ | 0 | 1216 | 152 |  |  |
| B | FCDO1 | 1480 | 2333 | ${ }^{\text {a }}$ - ${ }^{\text {cho }}$ | 0 | 19560 | 2445 |  |  |
| B | FCDO2 | 1500 | 2333 | - FCDO2 | 0 | 11960 | 1495 | * ${ }_{\text {- }}^{\text {¢ }}$ |  |
| B | RCDO3 | 1580 | 2332 |  | D |  |  |  |  |
| B | FCD03 | 1580 | 2333 | $\stackrel{\sim}{*}$ | D | $3 \mathrm{Sa}^{\text {a }}$ - | : | - | * |
| B | DSK00 | 0400 | 2030 | - | D | - |  |  |  |

The operator then mounts a diskette on the available drive, DSK00, and sends you the following message:

VOLUME MOUNTED ON DSKOO
You can now use the Create Volume (CV) command to assign a unique vol_id to your new disk volume, using the following form of the command:

```
CT LDSKOO -ET WORE
```

where WORK is the vol_id you want to assign.
Using the -FT argument initializes all data structures on the volume and establishes WORK as the root directory name; the root directory pathname for this volume is "WORK.

$$
3-14
$$

If disk volumes having the same vol_id are used, one of the volumes must be renamed before the system will accept it. (A tape volume cannot be renamed.) The command:

CV !DSROODOLD -RN NEW UMBENENVEN !
renames the volume OLD using the -RN control argument; the new volume name is NEW.

## Directory Control

You can create an unlimited number of directories to organize your files. The following commands illustrate how to change your working directory, and create, rename, or delete directories.

CHANGING YOUR WORKING DIRECTORY
The system provides you with tools to keep you aware of your location within the directory and file structure at any moment. You can also request a list of the files and directories under any directory to which you have list access.

To list.your working directory, use the List Working Directory (LWD) command:

- FND
^SYSVLA>UDD>PROGS>LOWELL
The system responds with the absolute pathname of your working directory. If you want to change to some other directory, use the CWD (Change Working Directory) command. For example:
$\therefore$ CWD ASYSVLASUDDPPROGS $>$ JONES.
RDY:
LWD
"SYSVLA>UDD $>$ PROGS $>$ JONES
The name of uour new working directory is JONES. Any number of users can work in the same directory at one time, as long as each user has list access to move there.

It is usually more convenient to use the relative pathnames of directories. For example, you can change your working directory to LOWELL by typing: $\because \vee$

CWD

When going from a directory to a subdirectory, the system requires you to specify the directory name (there may be more than one directory subordinate to your working directory).

However, when moving up in the file structure, there is no ambiguity. You can move up one or more directory levels by entering one or more "<" signs:

## CWD <br> RDY:

TLND:
aSYSVLA $\$ UDDDPROGS
If CWD is entered with no arguments, the system returns you to your home directory (your initial working directory):

LwD:
©SYSVLA CUDD $>$ PROGS $>$ JONES
RDY:
Cand
RDY:
"EWDi
"SYSVLA>ODD>PROGS>LOWELL
CREATING DIRECTORIES
You can create a directory using the Create Directory (CD) command. For example, you may want to put a COBOL program and a BASIC program under separate subdirectories below your home directory (your initial working directory). You first create the directories:

CI COBOT CLIR
RDY:
CD SASIE-DIR
You can now create your programs in subdirectories subordinate to your home directory (or create them elsewhere and copy them into the directories COBOL_DIR and BASIC_DIR).

As another example, suppose that you have just created, formatted, and named the disk volume WORR, as described under "Creating Volumes". You would like to create two directories, named SHEPARD and COOK, immediately subordinate to the root directory "WORK.

Before creating your two directories, you enter a CWD command to change your working directory to "WORK:

CHDE "WORE:
(Note that this step is optional; you need not change your working directory to the volume "WORK to create subordinate directories or files. You can create directories or files from any location in the File System tree structure by supplying the appropriate absolute or relative pathname of the file or directory you wish to create. However, for the sake of simplicity, only simple pathnames are used here.)

To create the directory SHEPARD, enter the command:
CD SHEPARD
This directory now resides immediately subordinate to the root directory "WORR.

To create the directory COOK, enter the command: "CDCOOR $\quad \because= \pm$ its

This directory now resides, along with SHEPARD, immediately subordinate to the root directory "WORK. Figure 3-4 illustrates this directory tree structure.


Figure 3-4. Location of Directories SHEPARD and COOK

RENAMING DIRECTORIES
You can change the name of an existing directory using the Rename (RN) command. For example, assume that within your working directory >UDDPPROGS>SMITH, there is a directory TEST. The command:

## RN TREST WORK:

changes the pathname of the affected directory from: >UDD $>$ PROGS $>$ SMITH $>$ TEST to $>$ UDD $>$ PROGS $>S M I T H>W O R K$

## DELETING DIRECTORIES

You can delete one or more directories using the Delete Directory (DD) command. For example, you may no longer need to use a directory called EXAMPLE. The command:

BM EXAMPLE

deletes the directory called EXAMPLE from your working directory. Note that you could not delete EXAMPLE if it was your working directory.

As a safety measure, the File System will not allow you to delete a nonempty directory. If you wish to delete a directory, you must first delete any subdirectories or files it contains.

## Eile Control

The following commands show you how to create, rename, delete, copy, and locate files.

CREATING FILES
You create a file in the file structure with the Create file (CF) command. For example:

CE DATAEILE
produces a sequential file called DATAFILE in your working directory, with a record size of 256 characters (the default) and a length of zero sectors. The following command:
'CF' MIMED -RST 80, MSZ 800: rem
produces a file called MIME.D in the working directory, with a record size of 80 characters and a maximum allowable size of 800 control intervals. This file is meant to be a card file; after reading the cards (see "Copying Files"), a listing reveals the following:


As another example, assume that you wish to create a file under each of the two directories, SHEPARD and COOR, shown in Figure 3-5. Your working directory is the root directory WORK. To create a file named REPORTS under the directory SHEPARD, enter the command:

CF SHEPARD $>$ REPORTS
where SHEPARD $>$ REPORTS is the relative pathname (relative to your working directory) of the file you wish to create.

The file REPORTS now resides immediately subordinate to the directory SHEPARD, as shown in Figure 3-5.


Figure 3-5. Location of Subordinate File REPORTS

Suppose you want to create a file named WORDLIST under the directory COOR. Since your working directory is still the root directory, WORR, enter the command:

CF COOK CWORDLIST
where COOK>WORDLIST is the relative pathname of the file you want to create. The file WORDLIST now resides immediately subordinate to the directory COOK, as shown in Figure 3-6.


Figure 3-6. Location of Subordinate File WORDLIST

## RENAMING FILES

Suppose that Cook wants to name his file more appropriately MATCHTM.D rather than MIME.D. The file can be renamed using the RN command:

RN MrmEDMACBTM. ${ }_{\text {a }}^{3}$
DELETING FILES
You can delete files using the Delete File (DL) command. For example, to delete the file DATAFILE in your working directory, enter:

DE DAGAETEE

## COPYING FILES

The Copy (CP) command allows you to copy files between directories, into directories from a card reader, out of directories to a printer, and between tape or disk volumes. For example, suppose Cook wants to read cards into a file MACHTM.D. From the home directory (COOK), enter:

CP !GDRQ MACHTM-D:
All peripheral devices (tapes, card readers, and printers) are referred to by their symbolic peripheral device name; e.g., "CDR ${ }^{\text {c }}$ for card reader.

When you read in cards, the card reader must be ready (the READY light must be on). While the command is being processed, your terminal locks; if the card reader is not ready or jams, the operator receives an error message. Until the card reader processes the end-of-file (EOF) card, the copy is not complete, and, if you fail to include an EOF card, the reader and your terminal remain locked. An EOF card is multipunched in column 1, rows 11,

5, 8, and 9. After copying is finished, you will receive the ready message.

Cook wants to copy an Assembly language subroutine, "REC3.A", from his home directory, *SYSVLA>UDD>PROGS>COOK, currently his working directory, to the directory "SYSVLA>UDD>PROGS>TOOLS. Note the use of the relative pathname.

CP REC3.A $\langle T O O L S$ REC3.A
The command allows you to omit the second argument if you are copying a file into your working directory. Thus, if Cook were

in the directory "SYSVLA>UDD>PROGS>TOOLS, and wanted to copy in the file "SYSVLA>UDD>PROGS>COOR>REC3.A, he needs to type only:

CP <COOK>REC3.A
8
The command copies REC3.A into TOOLS and names it REC3.A by default. You must be in the target directory to use this feature.

For another example, to copy cards onto a tape named BS001, that is already mounted, enter:

CP $!$ CDROO $!M T 900>B S 001$ WESTNAMES:

You can use the Where (WH) command to locate and display a file's full pathname. The system will search your working directory and the two system libraries, SYSLIB1 and SYSLIB2, looking for your file. If the file is found, its full pathname is displayed. If the file is not found, an error message is displayed. You may find this command useful if you know the simple pathname of a file but want to know its absolute pathname, or, to determine if the file you want to locate exists.

## LISTING FILES AND DIRECTORIES

You can list the contents of any directory that you have at least list access to by using the List Names (LS) command.

For example, Cook lists the contents of his working directory by entering:
[s
DIRECTORY: "SYSVLl>UDD>PROGS>COOK


To determine the starting sector of the file for file dumping purposes; the record length is the number of characters per line. Listing Cook's file with the - BF argument would produce this information.

$$
\begin{gathered}
5 C-5 \\
3-21
\end{gathered}
$$

DIRECTORY: *SYSVLI>UDD>PROGS>COOK
START_UP.EC S 8
TOTAL SECTORS 8
$4{ }^{\circ} \quad 0$

- The -DIR argument of the command will list only directories subordinate to your working directory.

With no arguments, the LS command lists all files and directories subordinate to your working directory.

To stop output (scrolling) during execution of a list command, press the space bar on your terminal keyboard. To resume scrolling, enter "@" on the same line, followed by a carriage return.

Interrupting Execution
You can interrupt the execution of any command or program, at any time, by pressing the terminal break (BRK) key. This signals the processor to interrupt execution. You can now enter any system command. To resume execution of the command or program, enter the Start (SR) command for programs or the Program Interrupt (PI) command for system software, such as the Editor or Linker.

If you do not want to resume execution after a break, you can use the Unwind (UW) command to return to command level, or a New Process (NEW_PROC) command to restart your task group; i.e., return it to the state existing immediately after login.

For example, assume you are editing a large file, and you accidentally press the BRR key while listing the file. To resume listing your file as if no break had occurred, you could issue an SR command, or you could save your work in the Editor and resume processing in edit mode by issuing a PI command. You can also enter the UW command if you want to close all your files, return to system command level, and proceed with other work. Your final option would be to issue a NEW_PROC command that would return you to command level in your home directory.

## Controlling Output

Normally, all output goes to your terminal. (At login, for example, all four I/O files, user-in, user-out, command-in, and error-out, are assigned to your terminal.) If you are producing a large output, you may want to redirect it elsewhere. The following paragraphs describe how to direct your output to a file or to a printer.
I y in : - -

DIRECTING OUTPUT TO A FILE
120 3nsw:
To direct output to a file (which need not have been previously created) using the FO (File Out) command, enter:
'FO FIEEA:
All normal system output (such as a response to an LS command) will go to FILEA, which is your new user-out file. Error messages and the ready message that go to the error-out file cannot be redirected and will continue to appear at your terminal. Thus, if you entered an LS command, the system would write the listing to FILEA and respond at your terminal with only the ready message. However, input directed to your terminal is unaffected by the FO command.

DIRECTING OUTPUT TO A PRINTER
If you are performing functions that will lead to many pages of output, you can direct output to a printer. The command:

FO IIPTOO
directs all subsequent output to LPTOO (assuming that you have access to the printer). Note that while you are using the printer, no one else can use it. In a multi-user system you may wish to avoid tying up the printer. (See "Deferred Printing" for information on printing large files.)

REDIRECTING OUTPUT TO YOUR TERMINAL
After you have finished directing output to a printer, you should redirect output to your terminal. Enter the FO command with no arguments:
(The default is to redirect output to your terminal.)

## Printing control

You can print files at your terminal or you can request deferred printing. If you use the Print (PR) command, output appears on your terminal (i.e., output goes to the user-out file). This is inconvenient, however, if you are printing large files. For large files, you have the option of using deferred printing. The system will store your print request in a first-in, first-out queue.

$$
\begin{aligned}
& +5-\{ \\
& 3-23
\end{aligned}
$$

PRINTING FILES AT YOUR TERMINAL
If you want to print a file at your terminal, issue a PR command

## PRe ETEEREST

$$
\begin{array}{ccc}
z & y \\
-r^{r} & \text { er. }
\end{array}
$$

Remember that not all files are meant to be listed at a terminal. Some files are print files; some are not. Examples of print files are listings from the Linker and compilers, and batch output files. In print files, the first character of each line is a print control character, instructing the printer how many spaces to skip between lines and when to skip to the top of a form. When printing a nonprint file, use the -SP argument of the Print command. This argument instructs the printer to print the figst character of each line, and to skip one space between lines.

DEFERRED PRINTING

To print large files, use the Deferred Print (DP) command. The DP command frees you from the need to reserve a printer and allows more efficient use of your system's printer resources. The request is queued on a first-in, first-out basis in one or more print queues.

Arguments of the DP command allow you to address your print output. If you are not at the printer, the person who is can separate printouts and route them to personnel. The Destination ( 0 DS) argument accepts a string of up to 13 characters that appear as the first line of the address page. You can include blanks in the string if you enclose the string in quotes. The Header (HE) argument accepts a string of up to 26 characters that appear as the second line of the address page. For example:

produces the following printer output:
An address page, with a header label and destination label; one blank page; one or more pages containing the file; one blank page; and an end page, containing accounting information (e.g., the cost of the print job).

If you do not include a header and destination label, the default is the user name for the header label, and the account name for the address label.

Your request is automatically entered in the queue. In this example, Shepard's print request will not be executed until it reaches the head of print queue three.

Deferred print requests are queued on disk and are not lost when the system is restarted.

## Program Execution

Most of the programs you write will require some type of input and output. Before you execute a program, you must provide information that tells the program where your input will come from and where your output will go. The GET and REMOVE commands allow you to reserve files and devices for program input and output, and, after program execution, to cancel those reservations.

GET performs two functions. First, it reserves a file or device for use by the executing program. This reservation may set exclusive access or some degree of shared access (see "Reserving Files or Devices"). Secondly, GET establishes a relationship between pathnames and the logical file numbers (LFNs) by which you can gain access to files and devices.*

Once program execution has terminated, you can use the REMOVE command to cancel file/device reservations and the LFNs that your program assigned with the GET command.

For example, if you are compiling the COBOL program CARDIN, CARDIN uses two files, a card reader (from which input will be read) and a disk file (to which output will go). The program refers to these two files by internal file names (IFNs) OA and OC, which correspond (map) to logical file numbers (LFNs) 1 and 3.**

After linking your object unit into a bound unit, you must use the GET command to reserve an input file (a card reader) and an output file (a disk file).

To reserve the card reader, specify: .x.
GET :CDROO -LFN 1 .

[^1]To reserve the disk file, specify:
GET COBOL_DIR
In this example, it is assumed that the file MASTER was previously created under the directory COBOL_DIR. It is also assumed that the directory COBOL_DIR is subordinate to your working directory. (The GET command could have directed program output to any file, not necessarily one named MASTER.)

If you have already loaded the card reader, you can now exem cute CARDIN by entering the simple pathname (since the bound unit CARDIN is in your working directory):

CARDIN
The program reads cards into the file MASTER. Once the program terminates, remove the device and file reservations:

REMOVE !CDROA -LFN I:
RDY:
REMOVE COBOL_DIR ${ }^{\text {MASTER }}$-LEN. 3

## Reserying Files or Devices

You can use the GET command to reserve a file or device for use by your task group. When you reserve a file, you can specify whether other users will be allowed some form of concurrent access.

For example, when you reserve a disk file, you can specify that all users can read the file while you have it reserved, but that only you can alter (write to) it. To do this, enter:

GET EILEB -LFN 1 -SEARE R.
If a directory is reserved exclusively for you (using the -Share $N$ argument), then all subdirectories and files are also reserved exclusively. Thus, entering:

GET `VOL04 -SHARE N
reserves the entire volume vOL04 for your exclusive use. Note that the system always reserves tapes exclusively for your use when you reserve them.
-Communicating With Other Users
You can send messages to the system operator and send (or receive) mail to other system users by using the Message (MSG) or MAIL commands. Messages sent to the operator are displayed immediately on the operator terminal; mail is not displayed until the receiver enters the MAIL command.

To send a message to the operator, you might enter the following request:
"MSG "PLEASE MOUNT "VOLA"
You must enclose your message in quotation marks (or apostrophes) if it contains embedded blanks.

To send mail to another person, you might enter:
MAIL LOWELE
where LOWELL is the person_id of the receiver. The system will respond:

INPUT:
You can then enter the text of your message. Terminate the message by entering a period (.) or the letter $Q$ followed by a carriage return. Your message is queued in Lowell's mailbox until Lowell issues a MAIL command to display mail.

To mail a file that might be a program or a long message for many users, use the filename argument of the MAIL command:

This command mails the file HEX_AS.A to Lowell. Long messages should not be sent to users at a VIP terminal.

NOTE
Before you can receive mail, either you or your
system operator must have previously created the
mailbox directory and the necessary mailboxes, and
have set access controls on these mailboxes. See
the system User's Guide for details.

## ABSENTEE PROCESSING

MOD 400 offers both interactive and absentee (batch) processing. As an absentee user, you submit requests against the system batch task group (\$). Absentee processing allows you to perform multiprocessing on the system, i.e., you can process interactive tasks while the system processes one or more of your absentee requests simultaneously. All system software components are available to you as an absentee user.

The system operator creates the batch task group against which all users place requests on a queued first-in, first-out basis. To enter a request into the batch queue, use the Enter Batch Request (EBR) command. The EBR command requires you to
specify a command-in file containing commands to be executed in the batch task group. Normally, you create this file on disk in your working directory before entering your batch request.

For example, suppose you want to compile, link, and execute an application program called PAYROLL in batch mode. You have previously created the command-in file PAYR_IN in your working directory "ZSYSOIDIW. PAYR_IN is the file from which the Command Processor will read its commands.

The file PAYR IN contains the following commands: "9u $\mathrm{c}^{+}$

```
COBOLA PAYROLL -LO
LINKER PAYROLL
LIB 2SYSO2>ZCART
LINK PAYROLL
MAP;QT
GET DEPT4 -LFN 2
GET OUTPUT -LFN 3
PAYROLL
BYE
```

Your commandin file can contain any combination of legitimate commands. such as compile/link/execute sequences, including any necessary file control commands (GET, REMOVE); or file print/dump comands. The commands must appear in the file as if they were being executed from your terminal.

Any time after you create the file PAYR_IN, you can enter a batch request against it, by specifying: $\quad \because$ :c $=$

EBR RAYR_IM -WD *2SYSOI>IW
Output from the COBOL program PAYROLL that would normally appear at your terminal is written to a file named PAYR_IN.AO.



# Section 4 <br> SCREEN EDITOR 



The Screen Editor (also referred to as SCORPEO in the software) is a full screen, interactive text editing, and documentation preparation tool. You can manipulate full screens of data at once making text editing faster and simpler by using the features of a video display terminal.

This section describes the Screen Editor capabilities as well as the directives used to create, modify, and save files.

In this section, cursor position is designated by a shading.

## QVERVIEW

The Screen Editor creates andor alters character text in a file. If you are creating a source unit file, the statements can be written in FORTRAN, COBOL, BASIC, Pascal, RPG, or Assembly language. See the appropriate language manual for details.

You control editing by using a combination of directives, function keys, and labeled keys.

You can edit files created by the Line Editor with the Screen Editor. The Line Editor is described in Section 5.

All editing is done in a temporary work area called a buffer. This buffer references a pair of temporary workfiles.

When you invoke the Screen Editor, a buffer and associated work files are automatically created for you. To save the Screen Editor output, you must write the contents of the buffer to a file.

NOTE
During a single execution of the Screen Editor, you can read only one file. You must write the contents of the buffer out to another file or to the same file. To edit a second file, you must reinvoke the Screen Editor (see "Calling the Screen Editor" later in this section).

## SCREEN EDITOR PROCESSING

You control Screen Editor processing by specifying directives, or using function keys or labeled keys. The subsections that follow describe the following screen Editor processing functions.

- Terminal and Reyboard Requirements -- Defines the terminals and keyboards supported.
- Suffix Conventions -- Describes file naming conventions.
- Calling the Screen Editor -- Describes the command used to invoke the Screen Editor.
- Screen Description -- Defines and illustrates the three regions of the screen.
- Creating a File -- Describes the procedure for creating a file.
- Changing an Existing File -- Describes the procedure for modifying a file.
- Interrupting Screen Editor Processing -- Describes the procedures used to stop Screen Editor processing.
- Entering Screen Editor Directives -- Defines the rules for entering Screen Editor directives.
- Directive Format -* Defines the rules for specifying directive formats.
- Designating Lines -- Describes the procedure used for locating, adding, and deleting lines from a file.
- Special Characters -- Defines the characters used to specify a processing function.
- Directive Set -- Defines each directive in alphabetical order by directive name. Provides the information necessary for using the directives to create and modify files.
- Function Key Descriptions -- Defines each function key in alphabetical order by function name. Describes function key use in creating and modifying files.
- Labeled Key Descriptions -- Describes each labeled key as it is used by the Screen Editor in creating and modifying files.


## TERMINAL AND KEYBOARD REOUIREMENTS

The Screen Editor can be used with the following asynchronous terminal types:


It is recommended that the baud rate of the terminal is at least 1200 baud.
nmmet

## SCREEN EDITOR SUFEIX CONVENTIONS

When you create a source unit, you should append the appropriate suffix identification character to the name of the file that will contain the source unit. The suffix designates the type of programming language that constitutes the source unit. The suffix must be . $C$ for COBOL programs, . $F$ for FORTRAN programs, . B for BASIC programs, . PS for Pascal programs, and. A or . $P$ for Assembly language programs.

When you specify the file names of Screen Editor input and output files (when calling the Screen Editor, and in selected directives), you must designate the complete file name, including the suffix that denotes the contents of the file (.C for COBOL, . F for FCRTRAN, . B for BASIC, . PS for Pascal, and . A.or . P for Assembly language programs). The Screen Editor does not append a suffix to its input and output files.

## LOADING THE SCREEN EDITOR

To load the Screen Editor when running under the menu subsystem, select the SCORPEO option from one of the selection menus that contains it, and press TRANSMIT.

To load the Screen Editor by a command line, enter the SCORPEO command.


None or any number of the following control arguments may be entered:
[path]
Pathname of the file you wish to edit. Can be any valid form of pathname. If you are creating a new file without any initial input from another file, do not enter a pathname. If you specify path, the first 17 lines of the file will fill the window (text region).
$\left\{\begin{array}{l}- \text { LINES } \\ -\mathrm{L}\end{array}\right\}$ nnnnn
Approximate number of lines the Screen Editor should hold in main memory during the current editing session. nnnnn is a positive decimal value. If you specify less than 100 lines, a value of 100 lines is used.

Default: 200 lines.
Once you have loaded the Screen Editor, a screen such as that described in figure 4-1 or Figure 4-2 is displayed. If you are creating a file (you invoked the Screen Editor without a pathname), the screen shown in Figure 4-1 is displayed. If you are modifying (editing) a previously created file, a screen similar to that shown in Figure $4-2$ is displayed.

## Description of the Screen

The display on the terminal used by the Screen Editor is broken down into three distinct areas called "regions". Each region is described in detail in the following paragraphs. Refer to Figure 4-1 and Figure 4-2 for the location of each region.


## DIRECTIVE:

Figure 4-1 Sample Screen for Creating a File

$\because$ fun
*VOL $1>$ DIR ${ }^{2}$ INVTNRY
LEFT MARGIN = OO1 CURRENT LINE $=0001$ MODIEIED
**********TOP OF FILE ************************** TOP OF FILE ****************

(17 lanes of text are displayed here)


## STATUS REGION

The status region of the screen is that area at the top of the screen that shows the status of the file.

When you are creating a file, the information displayed in the status region is: the cursent position of the left margin and the current line number (as shown in Figure 4-1).

When you are editing a file, the information displayed is: the full pathname of the file you are editing, the flag "MODIFIED" (if modified), and the current position of the left margin (as shown in Figure 4-2).

## TEXT REGION

The text region of the screen is the large area in the middle of the display where you actually create and modify the text. The text region is also called the "window." The window is 18 lines long and from 80 to 256 characters wide. (You control the width of the text with the Window Width directive described later in this section.) The maximum record length of a file is 256 characters.

When the first 17 lines of a file appear in the window, you will see at the top of the window a line designated as TOP OF FILE. This line is called the control line. You can use this line to verify that you are at the beginning of the file and to position the cursor when you want to insert text before the first line of your file. This line does not appear within your file.

At the bottom of the window is a line of dashes and vertical bars. This line is called the tab designator line. The position of the vertical bars indicates the current tab stops. To change these tab stops, use the Language Type directive or the TAB SET/TAB CLR key (both are described later in this section).

DIRECTIVE REGION
The directive region is at the bottom of the screen just under the tab stop designator line. The cursor is positioned here when you press the HOME key to enter directives to the Screen Editor. Screen Editor directives are described later in this section.

Immediately below the directive region is the area where you can view system messages.

Creating a Sounce unit
To create a source unit, perform the following steps. Directives, function keys, and labeled keys are described later in this section.

1. Change the working directory to a user volume by specifying the Change Working Directory command (see the commands manual) or by using the CWD form.
2. Call the Screen Editor (see "Calling the Screen Editor" earlier in this section).
3. Enter the source unit text.
4. Make changes, if necessary, by entering the appropriate directives, by using the function keys or the labeled keys, or by typing over existing text.
5. Write the contents of the buffer to a file by using the Write directive.
6. Exit from the Screen Editor by entering the Quit directive.

Changing_an Existing Source Unit
To change an existing source unit, perform the following steps. (You can change a source unit that was created using the Line Editor, described in Section 5 and in Appendix A, with the Screen Editor.) Directives, function keys, and labeled keys are described later in this section.

1. Change the working directory to a user volume by specifying the Change Working Directory command (see the commands manual) or by using the CWD form.
2. Call the Screen Editor (see "Calling the Screen Editor" earlier in this section) optionally specifying the pathname of the source file you wish to modify.
3. If you did not specify a file pathname when you called the Screen Editor, use the Read directive to read into the buffer the source unit you wish to edit.
4. Use the appropriate Screen Editor directives, function keys, and labeled keys or simply type over existing text to modify the source unit.
5. Write the contents of the buffer to the file from which the lines were read or to a different file by using the Write directive.
6. Exit from the Screen Editor using the Quit directive.

## Internuping Screen Editor Processing

You can interrupt Screen Editor processing by either:

- Pressing the QUIT function key.

Pressing the QUIT function key is the perferred way to terminate processing. If no modified buffer exists (i.e., the user has not changed a line in the file, or has not written a newly created file), then the Screen Editor terminates when the QUIT function key is pressed. If a modified buffer exists, then a question "Modified buffer exists. Do you still wish to quit? (Answer yes of no.)" is displayed and you make a choice (yes $=$ teminate; no $=$ resume). Thus, the system does not process the QUIT function key, but the Screen Editor does in a very specific way, as described here.

- Pressing the INTERRUPT or BREAK key on your terminal.
- Entering $\Delta$ CABgroup-id on the operator terminal, where group-id is the two character task group name of the group containing the Screen Editor task.

A **BREAK** message is displayed on the 25 th line of your teminal when the system interrupts the screen Editor. At this point, there are four actions you can take: : :-if. o

1. Enter any user command found in the commands manual.
2. Enter the Start (SR) command. The Screen Editor resumes processing as if it had not been interrupted. All of the changes to the file you were editing at the time of the interrupt are intact.
3. Enter the Unwind (UW) command. The Screen Editor terminates processing and the system returns to command level. None of the changes made to the file since the last write directive are saved. . . . $\because \because y^{\prime \prime}$

Using UW causes the Screen Editor to terminate unconditionally. $>$
4. Enter the New Process (NEW_PROC) command. The current task group is aborted and then restarted using the same arguments specified when you logged in. None of the changes you made to the file since the last write directive are saved.

## ENTERING SCREEN EDITOR DIRECTIVES

To enter any of the Screen Editor directives, press the HOME key to position the cursor in the directive region of the screen. See the description of the HOME key later in this section under "Labeled Keys." After entering the directive and its arguments (if any), press the RETURN key to execute the directive.

If you have entered a directive line and you decide not to use the directive before you press the RETURN key, you can cancel the directive by pressing the Cursor Up ( ) labeled key. (This key is described in detail later in this section.) The cursor is placed in the text region at the location on which the cursor was positioned before you pressed the HOME key.

## Screen Editor Directive Format Conyentions

Most Screen Editor directives consist of only a directive name, a directive name preceded by one or two line numbers, a directive name optionally preceded by one or two line numbers and followed by text, or only a line number. You cannot specify a directive line longer than 70 characters. You can specify only one directive on a line. Directive formats are:

FORMAT 1:
line_number $\quad . .3$
FORMAT 2:
dirname
FORMAT 3: .. $-\because$
line_number dirname
FORMAT 4:
line_number pline_number dirname
FORMAT 5:
dirname text . .
FORMAT 6:
line_number dirname text
FORMAT 7:
line_number, line_number dirname text

1. If a directive includes text, you must leave at least one space between the directive name and the text.
2. If you specify two line numbers in a directive line, separate them by a comma (,); do not use any spaces.

## designating Lines

You can locate each line in the buffer by entering a decimal number that indicates the file-relative position of the line within the buffer. The first line in the buffer is line 1 ; subsequent lines are numbered sequentially in ascending order.

Screen Editor directives may cause lines to be added to or deleted from the buffer. Each time this occurs, all succeeding lines are renumbered. For example, if line 15 is deleted, line 16 becomes 15, and each subsequent line number is decremented by 1.

If you specify a line that is not in the buffer, an error message is displayed.

BLOCK DESCRIPTION
The BLock function key defines a "block," or subset of the buffer upon which some action will be taken.

You define a block by positioning the cursor on the desired starting position and pressing the BLOCK function key. Next, you position the cursor on the ending position and again press the BLOCK function key. It is not necessary to set the starting position of the block first. The starting block position is always considered to be the block definition closest to the beginning of the buffer. The ending block position is always considered to be the block definition closer to the end (last line) of the buffer.

A block is defined by its location, i.e., the line and column numbers of its starting and ending points. For example, if you define a block beginning in line 1 , column 1 , and ending in line 10, column 80, and then you delete lines 5 through 10, the resulting block begins at line 1 , column 1 , and ends at the "old" line 16 (now the "new" line 10).

Once you define a block, it can be acted upon. You perform actions on a block using the Move Block, Copy Block, Erase Block, and Delete Block function keys, and the write Block and Change Block directives. These function keys and directives are described later in this section.


When defining a block for a Move Block or Copy Block directive, it is possible to split a line. A line split occurs when you try to insert or delete a block other than at the endpoints of a line. If you do this, the lines are truncated (if you insert) or concatenated (if you delete). Spaces are considered trivial characters and are truncated without a warning message. If concatenation causes an overflow of the maximum line length, the overflowing characters are truncated.

The DELETE BLOCK function key always deletes all the text in the block. If both the block start and block end positions are split lines, the two split lines at the end of each block are concarenated. The result is the display of one line where the block definition had been previously. For example:

The following lines are in the window with the block start and end positions denoted by shaded rectangles.

THIS IS AN EXAMPLE TO SHOW WHAT RAPPENS
WHEN THE TEXT IS DELETED BY USING
THE DELETE BLOCR FUNCTION KEY WITH SPLIT LINES.
Pressing the DELETE BLOCK function key results in the following:

THIS IS AN EXAMPLE WITH SPLIT LINES.
Use of the COPY BLOCK function key has a possibility of two different split lines. The left portion of the line to which you are copying (up to the cursor position) is concatenated to the block start position. The right portion of the line on which you are copying is concatenated to the block end position. The result is the same as if you inserted characters. For example:

The following lines are in the window with the block start and end positions designated by shaded rectangles. The position at which you want to copy is designated by an arrow.
this is an example of copy block functionality.
THE DEFINED BLOCK WILL BE COPIED AT THE CURSOR POSITION. THIS LINE IS THE START OF THE COPY BLOCR.
ALL THE TEXT IN THE BLOCK WILL BE COPIED
TO THE COPY POSITION. THIS SHOWS THAT THE BLOCR WILL NOT BE DELETED.

Pressing the COPY BLOCK function key produces the following:
this is an example of the copy block.
ALL THE TEXT IN THE BLOCK WILL BE COPIED
TO THE COPY POSITION. THIS SHOWS COPY BLOCR FUNCTIONALITY. THE DEFINED BLOCK WILL BE COPIED AT THE CURSOR POSITION. THIS LINE IS THE START OF THE COPY BLOCR. ALL the text in the block will be copied TO THE COPY POSITION. THIS SHOWS THAT THE BLOCK WILL NOT BE DELETED.

The MOVE BLOCR function key operates the same with split lines as does the COPY BLOCR with a DELETE BLOCK. The split lines are the same as shown previously, except that the block is deleted from its previous position and the left portion of the block start line is concatenated to the right portion of the block end line. Using the same example as used in the COPY BLOCK example above, pressing the MOVE BLOCK function key results in the following:

THIS IS AN EXAMPLE OF THE COPY BLOCR.

- ALL THE TEXT IN THE BLOCR WILL BE COPIED
- TO THE COPY POSITION. THIS SHOWS COPY BLOCK FUNCTIONALITY.

THE DEFINED BLOCR WILL BE COPIED AT THE CURSOR POSITION. THIS LINE IS THE START OF THAT THE BLOCR WILL NOT BE DELETED.

The Write Block directive writes a split line as a line by itself. For example assume you defined a block as shown:

MOVE PAY TO OUT_PAY.
MOVE CREDIT_UNION TO OUTPUT_CU.
MOVE FED_TAXES TO OUTPUT_FED_TAX.
Using the Write Block directive result in the following:
TO OUT_PAY.

MOVE FED_TAXES
The Change Block directive is not affected by split lines.

## SPECIAL CHARACTERS

When the following ASCII characters are included in search_expressions or change_expressions, they have special meanings. All special characters can be used only in search_expressions, except the \& special character, which can only be used in change_expressions.

Character

## Description

Request expressions that contain any number (or none) of the preceding character(s). If this character is the first character of a regular expression, it has no special meaning.

When designated as the first character of an expression, request lines that begin with the specified expression (excluding the character ${ }^{\wedge}$ ).

When specified as the last character of an expression, request lines that end with the specified expression (excluding the character \$).

Can be any character on a line; specify one per character (e.g., .. means any two characters on any

re
\& Can only be used in the change_expression of a change directive to indicate that the strings of characters preceding and following \& are to be concatenated to the target string of the search.
! C
Request that the following character be interpreted not as a special character (e.g., ! C* means match an asterisk). Specify the "C" in upper case.
[n]x Request a repeat factor ([n]) of the specified character (x). $x$ can be any character including "." (e.g., [25]. matches any 25 columns characters).

## Summary of Screen Editor Directives

Table 4-1 lists each Screen Editor directive mnemonic, summarizes its function, and designates the directive name under which it is more fully described.

## SCREEN EDITOR DIRECTIVES

Screen Editor directives are described in detail on the following pages. In the examples, numbers in parentheses are references to line numbers and do not appear in memory or in the text.

 9.4I

'

Table 4-1. Sumary of Screen Editor Directives

| Directive Mnemonic | $\therefore \quad$ Function | Directive Name |
| :---: | :---: | :---: |
| BL | Display last line of buffer. | Bottom Line |
| C | Change one character string to another character string. | Change |
| - Ca | Change all occurrences of a character string in the buffer to another character string. | Change All |
| $C B$ | Change all occurrences of a character string in a block to another character string. | Change Block |
| line <br> number | Display a line of text. | Display |
| Lic. | Convert all upper case characters in a block to lower case. | Lower Case |
| LM | Display the left margin of the buffer. | Left Margin |
| LT | Set tabs stops for the specified programming language. | Language Type |
| 0 | Conditionally terminate execution of the Screen Editor. | Quit |
| R | Read text from the specified file to the buffer. | Read |
| RM | Display the right margin of the buffer. | Right Margin |
| $s$ | Search the buffer for the specified character string. | Search |
| SB | Search the buffer for the specified character string from the current cursor position backward to line 1. | Search Backward |
| sc | Change the number of lines to scroll. | Scroll Change |

Table 4-1 (cont) Summary of Screen Editor Directives

| Directive Mnemonic | Function | Directive Name |
| :---: | :---: | :---: |
| SF | Search the buffer for the specified character string from the current cursor position forward to the last line of the buffer. | Search Forward |
| TB | Do not suppress trailing blanks when text is written to a file. | Trailing Blanks |
| TL | Display line 1 of the buffer. | Top Line |
| UC | Convert all lower case characters in a block to upper case. | Upper Case |
| v | Display the current version of the Screen Editor. | Version |
| W | Write the contents of the buffer to a file. | Write |
| WB | Write the specified block of text in the buffer to a file. | Write Block |
| WW | Set the window width to the specified value. | Window Width |

## BOTTOM LINE

## BOTTOM ITNE (BOTNOM-LINE OR BL)

Display the last line of the buffer at the top of the current window.

The cursor is positioned on the last line (the bottom line) of the file in the same column in which it was positioned before it was moved to the directive line.

FORMAT:
$\left\{\begin{array}{l}\text { BOTTOM_LINE } \\ \mathrm{BL}\end{array}\right\}$
Example:
BL
Display the last line of the buffer at the top of the current window.

$$
\begin{aligned}
& \cdots \\
\cdots & \because z
\end{aligned}
$$

## CHANGE

## CHANGE (CHANGE OR C)

Search the buffer for the specified search_expression and replace the first occurrence of the search_expression with the change_expression.

Searching begins at the current cursor position. Searching proceeds in a forward direction until the end of the file is reached, and, if necessary, resumes at the top of the file and proceeds forward to the current cursor position.

The search_expression must be found wholly on a line of the file to be considered a matched string.

When the directive has completed execution and a match was found, the cursor rests on the first character of the changed expression. The changed line is displayed as the first line in the window.

If a match was not found, the message "SEARCH FAILED" is displayed.

It is not necessary to repeat the search_expression for subsequent identical changes. Simply entering the first two delimiters and the change_expression changes the next occurrence of the search_expression to the change_expression.

FORMAT:


ARGUMENTS:

$$
\text { : } 0 \text { 为 }
$$

> (Delimiter) Can be any character. You must use the same character in each of the three locations where a delimiter is required. If using a delimiter that is a character within the search_expression or the change_expression, you must use the special character "!c" before the character within the text. It is recommended that you use a delimiter that is not within the search_expression or the change_expression.
search_expression
Character string for which the Screen Editor is searching. The first occurrence of this character string will be replaced with the character string specified in the change_expression.
change_expression


Character string that will replace the first occurrence of the argument "search_expression."

Example 1:
C "ABC"DEF"
Change the next occurrence in the file of $A B C$ to DEF.
Example 2:
C M"DEF*
Change the next occurrence of the previously defined search_expression $A B C$ to DEF.

Example 3:

Change the next line to DEF.
Example 4:
C ${ }^{n n}$
Delete the next occurrence of the previously designated search_expression.

## CHANGE ALL

CHANGE ALL (CHANGE ALL OR.CA)
Search the buffer for all occurrences of the specified character string and replace all occurrences of the character string with another specified character string.

Each occurrence of the search_expression must be found wholly on a line of the file to be considered a match string.

After this directive is executed, the cursor is positioned on the first character of the last changed character string. The changed line is displayed as the first line of the window.

FORMAT:

$$
[n[, m]]\left\{\begin{array}{l}
C H A N G E \_A L L \\
C A
\end{array}\right\} \text { "search_expression"change_expression" }
$$

## ARGUMENTS:

```
\because[n[,m]]
Starting line number ( \(n\) ) and ending line number ( \(m\) ) between which the specified search_expression is changed. If you specify both starting and ending line numbers, all occurrences of the specified search_expression found between the line numbers are changed. If you specify only a starting line number, only those occurrences of the search_expression from the specified line number to end of the buffer are changed. If you do not specify line numbers, the search for the search_expression begins at the current cursor position. Searching proceeds in a forward direction until the end of file is reached and resumes at the top of the file until all occurrences of the search_expression are replaced. When the change is completed, the cursor rests on the last changed expression.
(Delimiter) Can be any character. You must use the same character in the three locations where a delimiter is required. If using a delimiter that is a character within the search_expression or change_expression, you must use the special character "!c" before the character within the text. It is recommended that you use a delimiter that is not within the search_expression or the change_expression.
\[
\begin{aligned}
& 3+\cdots A \\
& 4-19
\end{aligned}
\]

\section*{search_expression}

Character string for which the Screen Editor is searching. Each occurrence of this string according to the line number values specified by \(n\) or 이 (see above) will be replaced with the character string specified in the "change_expression" argument.
change_expression
Character string that will replace each occurrence of the search_expression。

Example 1:
CA "ABC"DEF"
Change all occurrences in the buffer of \(A B C\) to \(D E F\).
Example 2:
\[
5.10 \mathrm{CA} \text { "ABC"DEF" E-swir }
\]

Between (and including) lines 5 to 10 of \(A B C\) to DEF, change all occurrences

Example 3:
5 CA "ABC"DEF"
Between (and including) line 5 and the last line of the buffer, change all occurrences of \(A B C\) to DEF.


\section*{}

\section*{CHANGE BLOCK}

\section*{CHANGE BLOCK (CHANGEBLOCK OR CB)}

Search the current block for all occurrences of the specified expression and replace each occurrence of the expression with another specified expression.

Before using this directive, you must define the block of text you wish to change (see the description of the Block function key under "Function Keys" later in this section).

See "Block Description" earlier in this section for details on blocks.

FORMAT:
\(\left\{\begin{array}{l}\text { CHANGE_BLOCK } \\ \mathrm{CB}\end{array}\right\}\) "search_expression"change_expression"
ARGUMENTS:
-
(Delimiter) Can be any character. You must use the same character in the three locations where a delimiter is required. If using a delimiter that is a character within the search_expression or change_expression, you must use the special character ":C" before the character within the text. It is recommended that you use a delimiter that is not within the search_expression or the change_expression.
search_expression
Character string for which the Screen Editor is searching. Each occurrence of this string within the defined block will be replaced with the character string specified in the "change_expression" argument.
change_expression
Character string that will replace each occurrence of the search_expression.

\section*{CHANGE BLOCK}

\section*{Example:}

You have previously defined a block as tain \(C:=A-B, D:=C-B, E:=D-C\),

Enter the directive
\(\therefore \quad \because 5:\)
cs n, ";
\(k\). c
\(\because\)

When the directive is executed, the resulting block is:
\(C:=A-B ; D:=C-B ; E:=D-C ;\)

\section*{DISPLAY}

Display a specified line of text．
After executing the Display directive，a new page（window）of text is displayed．The specified line of text appears as the first line of the new window．

The cursor is positioned on the new line in the same column in which it was positioned before you executed the directive．

FORMAT：
line＿number
ARGUMENT：
line＿number
Line number（decimal）of the text you wish displayed． The line number must be a positive integer whose maximum value is 65535．The specified line will appear at the top of the window．

Example：
學
54
Display line 35 of the buffer on the first line of the window．

\section*{LANGUAGE TYPE}

\section*{LANGUAGE_TYPE (LANGUAGE TYPE OR_LT)}

Set tabs stops for the specified programming language.
FORMAT:
```

$\cdots\left\{\begin{array}{l}\text { LANGUAGE_TYPE } \\ \text { LTT }\end{array}\right\} \quad$ [language]

```

ARGUMENT:
language

\title{
Programming language in which you are creating or editing your source file. Specify the language as shown below to set the appropriate tab stops:
}

Language Tab Stops (Column)
(default) 11 , then every 10 columns
Assembly or A 11 , then every 10 columns
COBOL or \(C\). \(8,12,21\), then every 10 columns through column 61, 73

FORTRAN or \(F\)

PASCAL or \(P\)
BASIC or B
7. 11, 21, then every 10 columns through column 61,73

11, then every 10 columns
11, then every 10 columns

If you do not specify "language," the tab stops are set as specified in the default tab stops above.

Example:
LT COBOL
Set tab stops at columns \(8,12,21\), and then every 10 columns. The tab stop line at the bottom of the text region is changed accordingly.

\section*{LEFT MARGIN}

\section*{LEFT MARGIN (LEFT_MARGIN OR_LM)}

5un

Display the left margin of the buffer in the current window.
The left margin is always set to the first character of each line.

The cursor is positioned in column l on the line on which it was positioned before you executed the directive.

See the Window Left fuction key description later in this section.

FORMAT:



Display the first 80 columns of text in the current window.
\[
\begin{aligned}
& 3
\end{aligned}
\]

\section*{LOWER CASE}

LOWER CASE (LOWER CASE OR LCI
Convert all upper case characters in a previously defined block to lower case characters.

If you specify characters within apostrophes ('), those characters are not converted.

You must have previously defined a block before you can use this directive. See the Block function key description later in this section for information on defining blocks.

FORMAT:


Example:
Assume you have defined the following block:
THIS PROGRAM CALCULATES THE WEEKLY 'GROSS' AND 'NET' PAY
Enter the Lower Case directive:
LC
The block now reads:
this program calculates the weekly 'GROSS' and 'NET' pay

\section*{QUIT}

\section*{QUIT（QUIT OR Q）}

Terminate the current screen editing session and close the file associated with it．

You must specify the Quit directive at the end of a screen editing session．
－Quit is executed conditionally．If you have modified a file and enter the Quit directive without having saved（written）the file（see the write directive later in this section），you are warned that a modified file exists．If you want to save the edited text，answer＂NO＂or＂N＂to the prompt＂Modified buffers exist．Do you wish to quit？（Answer yes or no．）＂，and enter a Write directive to save the file．Now enter the Quit directive． If you do not wish to save the modified text，answer＂YES＂or＂Y＂ to the prompt．

The QUIT function key operates exactly as the quit directive． FORMAT：


Example：

Terminate the current screen editing session．
: * 告

なもあす。
\(r\)
\(\square\)


\section*{READ}

\section*{READ (READ OR_B)}

Place the contents of the specified file into the buffer.
The cursor is positioned in column 1 of the first line of the file.

If you have not specified the pathname of the file when you called the screen Editor (see "Calling the Screen Editor" earlier in this section), use this directive first to read in the file you wish to edit.

You may only use the Read directive once during the current screen editing session (i.e., you may only edit one file at a time).

File concurrency for the specified file is exclusive read ant, exclusive write.
1. During the read, all tab characters are replaced with the appropriate number of blanks according to the currently defined tan stops. If this occurs, the "MODIFIED" status is displayed. When the file is saved (written), it will contain no tab characters.
2. During the read, if any hexadecimal sequence contains a non-ASCII character (i.e., hexadecimal characters 00 to 19 and 80 to FF), each non-ASCII character is replaced by the ASCII period (.) character, and the "MODIFIED" status is displayed.

FORMAT:
\[
\left\{\begin{array}{l}
R E A D \\
R
\end{array}\right\} \quad \text { path }
\]

ARGUMENT:
path
Pathname of the file to be read. Can be any valid form of pathrame.

Example:

\section*{\(R\) FILEA}

Read the contents of the file FILEA into the buffer.

\section*{RIGHT MARGIN}

\section*{RIGHT MARGIN（RIGHT MARGIN OR RM）}

Display the right margin of the buffer in the current buffer．

The current window is moved to the right so that column 80 of the display coincides with the column that is the current window width．

The cursor is positioned in the last column of the line on which it was positioned before you executed the directive．

Use this directive to view text beyond column 80 ．
See the Window Right function key described later in this section．

FORMAT：
\(\left\{\begin{array}{l}\text { RIGHT＿MARGIN } \\ \text { RM }\end{array}\right\}\)
Example：

RM
Display the right margin of the buffer in the current window．

\section*{SCROLL CHANGE}

SCROLL CHANGE (SCROLL CHANGE OR SC)
Change the number of lines that move through the text region (window) when you press the Window Up or Window Down function keys. (The Window 0p and window Down function keys are described under "Function Keys" later in this section.)

FORMAT:

\(\left\{\begin{array}{l}\text { SCRORL_mANGE } \\ \text { SC }\end{array}\right\} \quad\) [lines]
ARGUMENT:
[lines]
Number of lines to move the current window. Can be any positive decimal integer. If a boundary (top or bottom line) occurs before the specified number of lines are scrolled, the boundary is displayed and scrolling stops. This value cemains in effect until explicitly changed by another Scroll Change directive.

Default: 18 lines.
Example:
If the current window displays the lines
```

\#\#\#!%*.

```
(1)
(2)
(3)
(4)
(5)
-
-
(18)
and you enter the directive line SC 4 and press the Window Down Eunction key, the current window will display:
(5)
(6)
(7)

\section*{SEARCH}

\section*{SEARCH (SEARCH OR SI}

Search the buffer for the specified search_expression (character string).

The cursor is positioned on the first character of the matched search_expression. The line containing the match is displayed on the first line of the window.

If you have previously defined a search_expression, simply entering the directive followed by the two identical delimiters will search for the next occurrence of the search_expression.

Searching begins at the current cursor position, continues to the end of the file, and, if no match is found, begins at the top of the buffer (line 1 of the file) and continues to the current cursor position.

If no match is found, the message "SEARCH FAILED" is displayed at the terminal.

FORMAT:
\[
[n[, m]]\left\{\begin{array}{l}
S E A R C H \\
S
\end{array}\right\} \quad \text { "search_expression" }
\]

ARGUMENTS:
[n]
Line number at which to begin the search. If you do not specify \(n\), search begins at the current cursor position. [, m]

Line number at which to end the search. If you do not specify \(m\) and have specified \(n\), search ends at the last line of the file.
*
(Delimiter) Can be any character. You must use the same character in the two locations where a delimiter is required. If using a delimiter that is a character within the search_expression, you must use the special character "!C" before the character within the text. It is recommended that you use a delimiter that is not within the search_expression.
\[
54-31
\]

\section*{SEARCY}

\section*{search_expression}

String of characters that is the object of the search.

\section*{Example 1:}

S "ABC"
\(+i .3\)
Search for the first occurrence after the current cursor position of the string ABC.

Example 2:
\(s / A B^{n C} C /\)
Search for the first occurrence after the current cursor position of the character string \(A B^{\prime \prime} C\).

Example 3:
5 BAB
Search for the first occurrence after the current cursor position of A. Since the first non-blank character after the difective ( \(B\) ) is used as the delimiter, the search_expression is that character string found between the first and second occurrence of the character \(B\).

Example 4:
1
\(S\) N"
Search for the next occurrence of the previously defined search_expression.

\section*{SEARCH BACKWARD}

SEARCH BACKWARD (SEARCH_BACKWARD OR SB)
Search the buffer from the current cursor position back to line 1 for the specified search_expression.

The cursor is positioned on the first character of the matched search_expression. The line containing the match is displayed on the first line of the window.

If you have previously defined a search_expression, simply entering the directive followed by the two identical delimiters will search for the next occurrence of the search_expression.

Searching begins at the current cursor position and continues backwards, from right to left, toward line 1 of the buffer until a match is found. If no match is found, the message "SEARCH FAILED" is displayed.

FORMAT:
```

\ddots

* · - =
{$$
\begin{array}{l}{\mathrm{ SEARCH_BACKWARD }}\\{\textrm{SB}}\end{array}
$$},{\mp@code{}}

```

ARGUMENTS:
"
(Delimiter) Can be any character. You must use the same character in the two locations where a delimiter is required. If using a delimiter that is a character within the search_expression, you must use the special character "!C" before the character within the text. It is recommended that you use a delimiter that is not within the search_expression .
search_expression
String of characters that is the object of the search.

\section*{Example 1:}

\section*{SB "ABC"}

Search for the first occurrence before the current cursor position of the string ABC.

Example 2:

\section*{SB \({ }^{n A B!C " C "}\)}

Search for the first occurrence before the current cursor position of the string \(A B^{n} C\).


\section*{SB BAB}

> Search for the first occursence before the current cursor position of A. Since the first non=blank character after the directive ( \(B\) ) is used as the delimiter, the search_expression is that character string found between the first and second occurrence of the character \(B\).


\section*{SEARCH FORWARD}

\section*{SEARCH FORWARD (SEARCH_FORWARD_OR_SE)}

Search the buffer from the current cursor position to the end of the buffer for the specified search_expression.

The cursor is positioned on the first character of the matched search_expression. The line containing the match is displayed on the first line of the window.

If you have previously defined a search_expression, simply entering the directive followed by the two identical delimiters will search for the next occurrence of the search_expression.

Searching begins at the current cursor position and continues foward, from left to right, toward the last line of the buffer until a match is found. If no match is found, the message "SEARCH FAILED" is displayed.
 \(\left\{\begin{array}{cc}\text { SEARCH_FORWARD } \\ \text { SF }\end{array}\right\} \quad\) "search_expression"

ARGUMENTS:
*
```

    (Delimiter) Can be any character. You must use the same
    character in the two locations where a delimiter is
    required. If using a delimiter that is a character
        within the search_expression, you must use the special
        character "!C" before the character within the text. It
        is recommended that you use a delimiter that is not
        within the search_expression.
    search_expression
    ```
        String of characters that is the object of the search.

\section*{SEARCH FORWARD}

Example 1:
SF "ABC"
Search for the first occurrence after the current cursor position of the character string \(A B C\).

Example 2:
SF XAB"CX
Search for the first occurrence after the current cursor position of the character string \(A B^{\prime C} C\).

Example 3:

\section*{SE BAB}

Search for the first occurrence after the current cursor position of A. Since the first non-blank character after the directive ( \(B\) ) is used as the delimiter, the search_expression is that character string found between the first and second occurrence of the character \(B\).

Example 4:
SF **
Search for the next occurrence of the previously defined search_expression.

TOP LINE

TOP IINE (TOP IINE OR TIN
Display the first line (line l) of the buffer at the top of the current window.

The cursor is positioned on line 1 in the column in which it was positioned before you executed the directive.

FORMAT:
\begin{tabular}{|c|c|}
\hline \(\left\{\begin{array}{l}\text { TOP_LINE } \\ \text { TL }\end{array}\right\}\) & \\
\hline
\end{tabular}

Example:
TL
Display the first line of the buffer at the top of the window.
\(?\)


\section*{TRAILING BLANKS}

\section*{TRAILING BLANKS (TRAILING-BLANKS OR TBL}

Do not suppress trailing blanks on the lines within the buffer when text is written to a file.

A line with trailing blanks is a line in which some number of characters (at least one) at the end of a line are spaces. If you do not specify this directive, these spaces are lost (discarded) when the line is written to a file. If you do specify this directive, the Screen Editor preserves them.

Once entered, this directive remains in effect until the end of the Screen Editor session.

FORMAT:

?

TB
Do not suppress trailing blanks when you write the buffer to a file.

\section*{UPPER CASE}

\section*{UPPER CASE (UPPER_CASE_OR_UC)}

Convert all lower case characters in a previously defined block to upper case characters.

If you specify characters within apostrophes (1), these characters are not converted.

You must have previously defined a block before you can use this directive. See the Block function key description later in this section for information on defining blocks.

FORMAT:


Example:
Assume you have defined the following block:
This program calculates the weekly gross and net pay
Enter the Upper Case directive:
UC
The block now reads:
THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY

\section*{VERSION}

\section*{VERSION (VERSION OR_V)}

Display the current Screen Editor version number.
This directive is informational only; the displayed version number appears in the message region of the screen.

FORMAT:
```

|VERSION

```

Example: -:

\section*{V}

Display the current Screen Editor version number. For example, the message may read

SCORPEO 09/04/1121
where 09 is the month, 04 is the day, and 1121 is the time associated with the date the SCORPEO bound unit was created.

\title{
WINDOW WIDTH
}

\section*{WINDOW WIDTH (WINDOW_WIDTH OR_WW)}
\[
\therefore \text { 汸 }
\]

Set the window width for the window.
The width of a window is a measure of how far the right margin of the text can be. The Right_Margin directive positions the right margin to the window's width. The Window Right function key moves the window until the window width is column 80 of the display.

The Window Width directive defines the widest part of the records of a file that can be seen by moving the window to the right. It is independent of the record length of the input file. No data is lost when the window width is smaller than the length of the lines read from a file. However, the parts of the lines that are "beyond" the window width cannot be seen until the window wicth is made wider.

When you call the Screen Editor (see "Loading the Screen Editor" earlier in this section), the window width is initialized to 256 characters.

FORMAT:
\(\left\{\begin{array}{l}\text { WINDOW_WIDTH } \\ \text { WW }\end{array}\right\}\) [length]
ARGUMENT: - \(\because:=\) an uy
[length]
Maximum length in characters (bytes) of the window. specify a decimal digit from 1 to 256.

Default: 80 characters.
Example:
WW 132
Set the window width to 132 characters.
\(\qquad\)

\[
\begin{gathered}
\ddot{2}-\cdots t \\
4-41
\end{gathered}
\]

\section*{WRITE}
‥ \(\because \cdots!r_{u}\)

\section*{WRITE (WRITE OR_W)}

Save the specified lines of the buffer in a file.
If you specify a file pathname of a file which already contains text, that text is overwritten.

NOTE
If you write text out to a file other than the file which you are editing, the file of reference changes to the pathname specified in this directive.

FORMAT:
\[
[\mathrm{n}[, \mathrm{~m}]] \quad\left\{\begin{array}{l}
\text { WRITE } \\
\mathrm{W}
\end{array}\right\} \quad \text { [path] }
\]

ARGUMENTS:
None or any number of the following control arguments may be entered:
[ \(n[, m]\) ]
き
The starting line number \((n)\) and the ending line number (m) of the text to be placed into a file. If you do not specify starting and ending line numbers, all lines in the buffer are written to the file. If you specify only a starting line number, all lines in the buffer beginning with that line to the end are written to the file.

If you do not specify a pathname, do not specify line numbers.

\section*{[path]}

Pathname of the file that is to contain the specified lines of text. Can be any valid form of pathname. If you do not specify a file pathname, the text is placed in the current file whose name you specified when you called the Screen Editor or when you read in a file (see the Read directive earlier in this section). This file is called the file of reference. If you specify a file pathname of a file that does not currently exist, the file is created for you. If the file does not exist, the Screen Editor creates a variable sequential file of control interval size of 512 bytes and a maximum record size of 256 bytes. If you do not specify path, the default pathname used is the current file reference.

Example 1:

\section*{18}

W "VOLI \(>\) DIR \(>\) INVNTRY ます

Write the contents of the buffer to a file whose pathname is -VOLI>DIR>INVNTRY.

Example 2:
Assume you called the Screen Editor as follows
\(\therefore \quad\) SCORPEO ^VOLI \(>\) DIR \(>\) INVNTRY
After editing the file, you wish to write all lines back to the same file. Enter the directive

\section*{Example 3:}
\(10,20 \mathrm{~W}\) "VOLI>DIR>INV_NEW \(* *\)
Write the contents of lines 10 through 20 to the file named "VOLI \(1>\) DIR \(>\) INV_NEW.

\section*{WRITE BLOCK}

\section*{WRITE BLOCK (WRITE BLOCK OR WB)}
:
Wirte the specified block of text into a file.
You must have previously defined a block of text using the Block function key (described later in this section under. "Eunction Keys")。

You cannot write a block of text to the file you are currently editing (i.e., the file of reference).

If you specify a file pathname of a file which already contains text, that text is overwritten.

NOTE
If you write text out to a file other than the file which you are editing, the file of reference changes to the pathname specified in this directive.

Use this directive to "save" a piece (block) of the buffer in a file。

See "Block Description" earlier in this section for details on blocks.

FORMAT:
\(\left\{\begin{array}{l}\text { WRITE_BLOCK } \\ \text { WB }\end{array}\right\}\) path
ARGUMENT:
path
Pathname of the file that is to contain the block of text. Can be any valid form of pathname. You must specify a pathname different from the pathname of the file whose name you specified when you called the Screen Editor or when you read in a file (see the Read directive earlier in this section). If you specify a file pathname of a file that does not currently exist, the file is created for you. If the file curcently exists, the new text overwrites the file's current contents. Do not specify the current file of reference.

\section*{Example:}

Assume you have already defined a block of text such as:
CONST
\[
\begin{aligned}
& \text { FEDTAX }=0.05 ; \\
& \text { STATAXLO }=0.04 ; \\
& \text { STATAXHI }=0.07 ;
\end{aligned}
\]

You want to write this block of text to a file named *VOLI>DIR>RAY whose contents are:

PROGRAM PAY (INPUT,OUTPUT);
(*THIS PROGRAM CALCULATES THE WEERLY GROSS AND NET PAY OF AN UNDETERMINED NUMBER OF EMPLOYEES*)

By entering the directive line
WB "VOLI>DIR>PAY
the contents of the file "VOLI>DIR>PAY are now:
CONST
FEDTAX \(=0.05\);
STATAXLO \(=0.04 ;\)
STATAXHI \(=0.07\);

\section*{EUNCTION KEYS}

On the general purpose keyboard, the function keys are on the top row and are numbered F1, F2, etc. On data entry and word processing keyboards the keys are inscribed with other text. When a function code is pressed, the Screen Editor performs the action associated with that key. Each Screen Editor function key may have two definitions: one for normal (unshifted) depression, and one for depression with the SHIFT key.

The keyboard design differs, depending on the kind of keyboard you have. Figures 4-3, 4-4, and 4-5 summarize screen Editor function keys and associates them with their proper function key by keyboard. Labeled keys are discussed later in this section. \(s, \quad\) xaz te


Figure 4-3. Screen Editor Template for 780X General Purpose Asynchronous keyboard


Figure 4-4. Screen Editor Template for 7300 General Purpose Asysnchronous Keyboard


Figure 4-5. Screen Editor Template for 7300 word Processing Keyboard
\[
4-47
\]

C215-00

\section*{Eunction Key Descriptions}

The following function key descriptions are alphabetized by key name for quick reference. Refer to Eigures 4-3, 4-4, and 4-5 for locations of function keys by keyboard type.


\section*{APPEND LINE}

Append a new line after the line on which the cursor is positioned.

The "new" line appears as a blank line on which you may enter text. You must position the cursor in the text region of the screen for the Append Line function key to take effect. ェ:

To insert a line before the first line of text (line \(l\) in the file), position the cursor on the control line, and press the Append Line function key. Enter the new text on the blank line that is displayed.

You cannot insert lines before the Screen Editor control line.

The Append Line function key performs the same actions as the INS LINE labeled key described later in this section.

Example:

THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
Press the Append Line function key and the text appears as follows:


\section*{BACKWORD WORD}

\section*{BACKWARD WORD}
gosition the cursor from its current position to the first character of the previous word. A word is considered a string of characters delimited by blanks.

If the cursor is positioned in the middle of a word, it is repositioned to the beginning of that word.

If the cursor is positioned on the first word of a line, it is repositioned to the first character of the last word of the previous line.

Example l:
The current cursor position is: in
THIS PROGRAM CALCULATES THE WEERLY GROSS AND NET PAY
Press the Backward Word function key. The cursor is now I positioned as follows:

THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
Example 2:
The current cursor position is:
THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY OF AN UNDETERMINED NUMBER OF EMPLOYEES.

Press the Backward Word function key. The cursor is now positioned as follows:

THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET EAY OF AN UNDETERMINED NUMBER OF EMPLOYEES.

\section*{BLOCK}

Designate the first and last positions of a block of text.
Position the cursor on the character that is the first character of a block of text on which you wish to perform some action. Press the Block function key: this defines the beginning of the block. Position the cursor on the last character of the text you are defining as a block of text. Press the Block function key again: this defines the end of the block. The beginning and end of a block can be defined in any order.

A block is defined by its location, ie., the line and column numbers of its starting and ending points. For example, if you define a block beginning in line 1 , column 1 , and ending in line 10, column 80, and then you delete lines 5 through 10 , the resulting block begins at line 1 , column 1 , and ends at the "old" line 16 (now the "new" line 10).

The definition of a block remains in effect until you use it, or cancel the block by pressing the Erase Block function key (described later in this section).

You may only define one block at a time.
You must define a block before using any of the block function keys (Erase Block, Delete Block, Copy Block, and Move Block: all are described later in this section), or any of the block directives (Write Block and Copy Block) defined earlier in this section.

Example:
Locate the block of text you wish to define:
THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
Position the cursor on the character that is the first character of the block you wish to define, in this case "T". . Press the Block function key.

Next, position the cursor on the character that is the last character of the block you wish to define, in this case "Y". Press the Block function key.

The block you have just defined is:
THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY

\section*{COPY BLOCK}

\section*{COPY BLOCS}

Copy a defined block of text to a specified position.
The text of the defined block is retained in its original position and it is replicated at the current cursor position.

You must have previously defined a block before attempting to copy it. See the Block function key description and "Block Description" for information on defining blocks.

Example:
The previously defined block is:
WEERLY NET PAY
You wish to copy the block into the position specified by the arrow:
```

THIS PROCEDURE CALCULATES THE WEEKLY GROSS PAY
OF AN UNDETERMINED NUMBER OF EMPLOYEES

```

Position the cursor on the second space character on the line beginning with AND. Press the Copy Block key.

The text now reads:
.
THIS PROCEDURE CALCULATES
THE WEEKLY GROSS PAY
AND WEEKLY NET PAY
OF AN UNDETERMINED NUMBER OF EMPLOYEES

The block of text remains in its original position and is copied into the new position.
\[
\therefore:
\]

\section*{\(\dot{y}\) \\ DELETE BLOCK}

\section*{DELETE BLOCK}

Delete the previousiy defined block of text.
You must have previously defined a block before attempting to delete it. See the Block function key description for information on defining blocks.

You do not need to position the cursor on the originally defined block to delete it.

The definition of the block is erased after using Delete, Block function key.

See "Block Description" earlier in this section for details on blocks.

Example:
Assume you have previously defined the block designated by the shaded rectangles:

THIS IS AN EXAMPLE TO SHOW WHAT HAPPENS WHEN TEXT IS DELETED BY USING THE DELETE BLOCR FUNCTION KEYSWITH SPLIT LINES.

Press the Delete Block function key. The text now reads:
THIS IS AN EXAMPLE WITH SPLIT LINES.

\section*{ERASE BLOCK}

\section*{ERASE BLOCK}

Cancel the definition of the previously defined block.
You must have previously defined a block (or have partially … defined a block) before attempting to erase it. See the Block function key description for information on defining blocks.

There is no effect on the text within the defined block; only the block definition is cancelled.

You do not need to position the cursor on the originally defined block to erase it. .s...

Assume you have previously defined the following block: AND WEEKLY NET PAY

Press the Erase Block function key to cancel the definition of this block.
 (13\%

\section*{EORWARD WORD}

\author{
\(\check{r}\) -
}
*
Position the cursor on the first character of the next word after the current cursor position.

A word is considered a string of characters delimited by spaces.

If the cursor is on the last word of a line, the cursor is positioned on the first character of the first word of the following line.

\section*{Example:}

The current position of the cursor is: \(\pi\)

SWT : = STAIAXLO * GROSSPAY;
Press the Forward word function key. The new cursor position is:

SWT : = STATAXLO W GROSSPAY;

\(\because \therefore \therefore\) 易


- A

\section*{MOVE BLOCK}

\section*{MOVE BLOCK}

Move a previously defined block of text to a specified position.

The block is deleted from its original position.
You must have previously defined a block before attempting to move it. See the Block function key description for information on defining blocks.

The definition of the block is erased when you use this function key.

See "Block Description" earlier in this section for details on blocks.

Example:
The previously defined block is:
THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
You wish to move the block into the position specified by the arsow


Position the cursor on the space where you want the first character of the block to appear:

\section*{**}

OF AN UNDETERMINED NUMBER OF EMPLOYEES.
Press the Move Block function key. The text now reads:

TEIS PROGRAM CALCULATES THE WEERLY GROSS AND NET PAY OF AN UNDETERMINED NUMBER OF EMPLOYEES.

The block of text is deleted from its original position.

\section*{WINDOW DOWN}

Move the current window toward the last line of the buffer by the number of lines specified in the scroll amount (see the Scroll Change directive earlier in this section for information on scroll amounts).
\(\therefore\) Scrolling stops at the last line in the buffer.
If you append lines to the last line in the buffer, the window is automatically moved down to accommodate the appended lines.

Example:
Assume the scroll amount is set at 5 and the text in the window appears as:
(10) IF TOTWRKI <= STRTIME \(\therefore \cdots+20\)
(11) THEN
(12) SUBGROSS := RATE * TOTWRRI;
(13) SUBGROSS : = SUBGROSS * PENNYRND;
(14) SUBGROSS := ROUND (SUBGROSS);
(15) SUBGROSS := SUBGROSS " PENNYRND;
(28) END

Press the Window Down function key. The current window now displays:
(15) SUBGROSS : = SUBGROSS " PENNYRND;


\section*{WINDOW LEFT}

\section*{WINDOW LEFT}

Move the current window 40 columns to the left (toward the left margin) of the buffer.

Use this function key when you have entered text beyond column 80 and you wish to view text entered before column 1 of the cursent window.

If the current window is already at the left margin (displays column 1), no action is taken.

Example:
Assume the following phrase begins in column 81:
ENTERED BEFORE COLUMN 1 OF TGE CURRENT WINDOW
Press the Window Left function key. The text that begins 40 characters before column 81 now appears in the window:

BEYOND COLUMN 80 AND YOU WISH TO VIEW TEXT ENTERED BEFORE COL

\section*{WINDOW RIGHT}

WINDOW RIGHT 3

Move the current window 40 columns to the right (toward the right margin) of the buffer.

Use this function key when you have entered text beyond column 80 and you wish to view text entered beyond the last column of the current window.

If you enter text beyond column 80 of the current window, the window automatically moves 40 columns to the right.

If the current window already displays the text at the right margin, no action is taken. \(\quad \because \quad \therefore \quad \therefore \quad\) :

Example:
Assume the following window begins in column l:
USE THIS FUNCTION KEY WHEN YOU HAVE ENTERED TEXT BEYOND
Press the Window Right function key. The text that begins 40 characters beyond the first column of the current window is now displayed:

RED TEXT BEYOND COLUMN 80 AND YOU WISB TO VIEW TEXT ENTERED B

\section*{WINDOW UP}

\section*{WINDOW UP}

Move the current window toward the first line of the buffer by the number of lines specified as the scroll amount (see the Scroll Change directive described earlier in this section for information on scroll amounts).

Scrolling stops at the first line of the buffer.
Example:
Assume the scroll amount is set at 5 and the text in the * current window appears as:
(15) SUBGROSS \(:=\) SUBGROSS " PENNYRND; u.:
(32) FWT : = FWT " PENNYRND; loj 9nJ
(33) WRITE (FWT :9:2);

Press the Window up function key. The current window now displays:
(10) IF TOTWRKI <= STRTIME
(11) THEN
(12) SUBGROSS \(:=\) RATE * TOTWRKI;
(13) SUBGROSS \(:=\) SUBGROSS * PENNYRND;
(14) SUBGROSS \(:=\) ROUND (SUBGROSS):
(15) SUBGROSS := SUBGROSS " PENNYRND;
(28) END

\section*{LABELED_KEYS}

Labeled keys perform the functions described on the key. Depending on the type of terminal you are using you may or may not have these labeled keys. If your terminal does not have the listed labeled key, one of the function keys performs the same action. Function keys are described earlier in this section. Labeled keys are listed alphabetically on the following pages. Those labeled keys that have corresponding function keys are identified in the labeled key description.

NOTE
The labeled keys AUTO LF (Automatic Line Feed) and LOCAL may cause unpredictable results during a screen editing session.

AUTO LF will cause an automatic line feed each time you press carriage return. The Screen Editor then performs another line feed/carriage return. This results in double spacing and loss of the correct cursor position.

LOCAL allows you to move the cursor on the screen without interrupting processing. Using this key causes the loss of the correct cursor position unless the cursor is repositioned to its original location before you exit from local mode.

Use of either of these keys is not recommended during screen editing sessions.

\section*{BACKSPACE}

Move the cursor one position (character) to the left.
If the cursor is positioned on the leftmost column showing on the screen, pressing BACRSPACE has no effect.

If the current window does not display the left margin and the cursor is positioned in column 1 of the current window, pressing the BACRSPACE key automatically moves the window 40 columns to the left.

Example:
Assume the cursor is resting on a line of text as follows:
tHIS PROGRAM CALCULATES TEE WEEKLY GROSS AND NET PAY
Press the BACKSPACE labeled key. The cursor is now positioned as follows: \(\because \because\),

THIS PROGRAM CALCULATES TBE WEEKLY GROSS AND NET PAY

\title{
CARRIAGE RETURN
}

CR
CARRIAGE RETURN
\(\stackrel{ }{*}\)

ENTER
NEW LINE RETURN

Move the cursor from its current position to the leftmost column (column l) of the succeeding line.

Scrolling occurs, bringing the leftmost column into the window, if necesary.

If the cursor is positioned on the last line of the window, the window automatically moves to display the next nine lines in the buffer.

Example:
Assume the cursor is positioned as follows: \(3 \pi\)
IF TOTWRK1 < = STRTIME
THEN
SUBGROSS := RATE * TOTWRKI; SUBGROSS := SUBGROSS * PENNYRND;

Press CARRIAGE RETURN. The cursor is now positioned as follows:
```

IF TOTWRKI <= STRTIME
THEN
SUBGROSS := RATE * TOTWRKl;
SUBGROSS := SUBGROSS * PENNYRND;

```

\section*{CLEAR/RESET}
\[
\therefore
\]

\section*{CLEAR/RESET}
i. Cancel the character string just entered on the line. NOTE

If transmission errors occur or if some other type of data corruption occurs on the screen, pressing the CLEAR/RESET key redisplays the entire screen (the three regions).

Example:
: Assume you have just entered the following line and the cursor is positioned as shown:

THISS PROOGRAM CALUCLATE 得
Rather than using function keys and labeled keys to correct the errors, press the CLEAR/RESET key. The line of text is cancelled, and the cursor is positioned at the beginning of the same line.




\section*{CTL TAB}

CTRL TAB

CTH TAB
CTRL TAB
Move the cursor back one tab stop from its current position according to the cursently defined tab stops.

Example:
With the default tab stops set, the current cursor position is:

THIS PROGRA解 CALCULATES THE WEERLY GROSS AND NET PAY
Press the CTL TAB sequence. The cursor is now positioned as follows:

HIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY

\section*{1 CURSOR DOWN}

\section*{CURSOR DOWN ( \(\downarrow\) )}

Move the cursor down one line (row) leaving the cursor in the same column.

If the cursor is positioned on the last line of the window, pressing the Cursor Down labeled key positions the cursor on the first line of the window. The column is unchanged.

\section*{Exampie:}

Assume the cursor is positioned as follows:
IF TOTWRKI <= STRTIME
TREN
SDBGROSS := RATE * TOTWRRI;
SUBGROSS := SUBGROSS * PENNYRND;
Press the Cursor Down labeled key. The cursor is now positioned as follows:

IF TOTWRKI <= STRTIME
THEN
SUBGROSS := RATE * TOTWRKI;
SUBGROSS : \(=\) SUBGROSS * PENNYRND; :-

\section*{CURSOR LEFT}

\section*{CURSQR_LEPT \(1 * 1\)}

Move the cursor one position (character) to the left.
If the cursor is positioned on the leftmost column on the screen, pressing the Cursor Left labeled key moves the cursor to the rightmost character on the screen of the preceding line.

If the cursor is positioned in the leftmost column of line 1 of the cursent window, pressing the Cursor Left labeled key moves the cursor to the rightmost column of the last line displayed in the window.

Example:
\(\because \Rightarrow\)
Assume the cursor is positioned as follows:
IF TOTWRKI <= STRTIME
THEN
SUBGRUSS : \(=\) RATE * TOTWRKI;
SUBGROSS := SUBGROSS * PENNYRND;
Press the Cursor Left labeled key. The cursor is now positioned as follows:

IF TOTWRKI <= STRTIME
THEN
SUBGEIOSS := RATE * TOTWRKI;
SUBGROSS := SUBGROSS * PENNYRND;

\section*{CURSOR RIGHT}

\section*{CURSOR RIGHT \((\rightarrow 1\)}

Move the cursor one position (character) to the right of its current position.

If the cursor is positioned on the rightmost column on the screen, pressing the Cursor Right labeled key moves the cursor to the leftmost character on the screen of the succeeding line.

If the cursor is in the rightmost column of the last line in the window, pressing the Cursor Right key positions the cursor in column 1 of the first line in the window.

Example:
Assume the cursor is positioned as follows: at
IF TOTWRKI <= STRTIME THEN
SUBGROSS := RATE * TOTWRRI; SUBGROSS := SUBGROSS * PENNYRND;

Press the Cursor Right labeled key. The cursor is now positioned as follows:
```

IF TOTWRKI <= STRTIME
THEN
SUBGROSS := RATEF* TOTWRR1; * vm*n *
SUBGROSS := SUBGROSS * PENNYRND; *: %

```

\section*{CURSOR UP}

CURSOR UP ( \(\uparrow\) (
Move the cursor up one line leaving the cursor in the same colums.

If the cursor is positioned on the first line of the window, pressing the Cursor up key positions the cursor on the last line of the window. The column is unchanged.

If the cursor is positioned in the Directive Region of the screen, pressing the Cursor Up key returns the cursor to the position in which it was before you pressed the HOME key. (The HOME key is described later in this section.)

Example:
Assume the cursor is positioned as follows: gras s.rean
IF TOTWRKI \(<\) STRTIME
THEN
? * \(\%\)
SUBGROSS : \(=\) RATE * TOTWRKI;
SUBGROSS \({ }^{*}=\) SUBGROSS * PENNYRND; *:
Press the Cursor Up labeled key. The cursor is now positioned as follows:

IF TOTWRKI <= STRTIME
THEN
SUBGROSS 3: = RATE * TOTWRKI; SUBGROSS := SUBGROSS * PENNYRND;

\section*{DEL CHAR}

\section*{DEL CHAR}

Delete the character on which the cursor is positioned.
To delete a character, position the cursor on the unwanted character and press the DEL CHAR labeled key. The line that contained the deleted character is now one character shorter in length. All characters following the deleted character are moved one position to the left so that the first character following the deleted character is adjacent to the character preceding the deleted character.

The REPEAT key may be used to delete multiple characters quickly.

The DEL CHAR labeled key performs the same action as the Delete Character function key described earlier in this section.

Example:
Assume the text reads as follows: \(\because \quad \therefore\)
THIS PROOGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
Position the cursor on the unwanted character:
THIS PROOGRAM CALCULATES THE WEERLY GROSS AND NET PAY
Press the DEL CHAR labeled key. The text now reads:
THIS PROGRAM CALCULATES THE WEERLY GROSS AND NET PAY

\section*{DEL LINE}

\section*{DEL LINE}

Delete the line on which the cursor is resting.
After the line is deleted, the cursor is positioned in the same column but on the line that immediately followed the deleted line.
```

Example: *: ~** * * ***
Assume the cursor is resting on the line as follows:
IF TOTWRRI <= STRTIME
THEN *.j \#\#htax in
EIB
SUBGROSS := RATE * TOTWRRI;
SUBGROSS := SUBGROSS * PENNYRND; ....- ...- --
Press the DEL LINE labeled key. The text now reads as
follows:
IF TOTWRR1<< STRTIME : ztt?= +x@* s,* M
THEN
\#UBGROSS : R RATE * TOTWRRI;
SUBGROSS := SUBGROSS * PENNYRND;
zT0% orfy noby:804

```







\section*{ERASE EOL}

\section*{ERASE EOL}

鳥思

Delete any text from (and including) the current cursor position to the end of the line.

To erase characters from the current cursor position to the end of the line, position the cursor on the first character of the text you want to erase, and press the ERASE EOL labeled key.

The cursor is positioned on the same line in the same column in which it was positioned when you pressed the ERASE EOL key.

Example:
Assume the text reads as follows and you have positioned the cursor as shown:

THIS PROGRAM CALCULATES THE GROSS AND NET PAY OF AN OF AN UNDETERMINED NUMBER OF EMPLOYEES.

Press the ERASE EOL labeled key. The text now reads:
THIS PROGRAM CALCULATES THE GROSS AND NET PAY OF.
AN UNDETERMINED NUMBER OF EMPLOYEES.

\section*{HOME}

\section*{HOME}

Move the cursor to the directive input line of the screen.
When you press the HOME key, the system "remembers" the eursor position before it is positioned to the directive input line. The "remembered" cursor position is the cursor position used for any cursor position related directives.

Example:
Assume the cursor is positioned as follows:
THIS PROGRAM CALCULATES TEE WEEKLY GROSS AND NET PAY
press the HOME labeled key. The cursor position is remembered and is repositioned to the directive input line as follows:

DIRECTIVE: \(ร\)


\section*{INS CHAR}

Insert a number of characters to the left of some point in a buffer.

To insert characters, position the cursor to the character that should immediately follow the character(s) that you are inserting. Press the INS CHAR labeled key. The flag "INSERT" appears in the status region to alert you that you are in insert mode. Enter the new characters.

Every character to the right of the current cursor position (including the character on which the cursor is resting) will be moved one space to the right for the insertion of each insert character you enter.

To end character insertion, press the INS CHAR labeled key a second time. The "INSERT" flag is removed from the status region. Any characters you enter now will write over the existing text.

To insert characters at the end of a line, position the cursor to the location you wish to begin the insert and simply enter the characters. It is not necessary to use the INS CHAR labeled key to enter characters at the end of a line.

Pressing the RETURN or LINE FEED key while in insert character mode creates a new line. The characters from the cursor position to the end of the line are placed on that new line. If you press RETURN, the repositioned characters will start in column 3 of the new line. If you press LINE FEED, the new line is blank filled up to the cursor position. The characters begin at the cursor position on the new line. An example of pressing RETURN in insert character mode is:

THIS IS A SPLIT LINE.
Press RETURN. The result is:
THIS IS A
SPLIT LINE.
An example of pressing LINE FEED in insert character mode is: THIS IS A SPLIT LINE.

\section*{INS CARR}

Press LINE FEED．The result is：
THIS IS A
\[
\therefore \text { SPLIT LINE. }
\]

The REPEAT key can be used to insert multiple characters of the same value．

If inserting characters in a line causes the maximum line length to be exceeded，those characters in the rightmost columns of the line are lost．

Example：
Position the cursor to the right of the position where you want to insert characters．For example：

NETPAY ：\(=\) GROSSPAY－FICA；
Press the INS CHAR labeled key．Enter the characters you wish to insert．The new line of text（after insertion）now reads：

NETPAY ：＝GROSSPAY－EFT－SWT－PICA；
Press the INS CHAR labeled key again to leave insert mode．
```

\therefore\mp@code{Tr}

```


~ジら, +..
\[
\begin{aligned}
& 4-76 \\
& 2
\end{aligned}
\]

C215－00

\section*{LINE FEED}

\section*{LINE EEED}

Move the cursor down one line from its current position and leave the cursor in the same column.

If the cursor is positioned on the last line of the window, pressing the Line Feed labeled key moves the window down 9 lines.

Example:
Assume the cursor is positioned as follows:
IF TOTWRK1 <= STRTIME
THEN
SUBGROSS := RATE * TOTWRKl; SUBGROSS := SUBGROSS * PENNYRND;

Press the LINE FEED labeled key. The cursor is now positioned as follows:
```

IF TOTWRK1 <= STRTIME
THEN
SUBGROSS := RATE * TOTWRKl;
SUBGROSS := SUBGROSS * PENNYRND;

```

TAB

\section*{LAB}

STL I
CTRL I
Move the cursor from its current position to the next tab stop to the right on that line according to the current tab stop definition.

The key sequences CTL I or CTRL I perform the same actions as the TAB key.

With the default tab stops set, the current cursor position is:

THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
Press the TAB labeled key. The cursor is now positioned as follows:

THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY


\section*{TAB CLR}

\section*{TABCLR}
\(\therefore\) :ntion
- -5
ic
\(3 \%\)
Cancel (clear) the tab stop definition in a specified column.
Position the cursor in the column containing the tab stop and press the TAB CLR labeled key.

Example:
Assume you have set tab stops as shown by the designated cursor positions:

THIS PROGRAM CALCULATES THE WEEKLY GROSS AND NET PAY
Positioning the cursor in the column containing the tab stop you wish to cancel (say, the first cursor position) cancels the definition of that tab stop.

\section*{TAB SET}

\section*{TAB SET}

Set a tab stop in a specified column.
Position the cursor in the desired column and press the TAB
SET labeled key.

Example:
Assume this line begins in column l. At each designated cursor position, you have pressed the TAB SET labeled key.

THIS PROGRAM CALCUEATES THE WEEKLY GROSS AND NET PAY Tab stops are now set at columns 9 and 19.
\(\checkmark\)
1
\(\smile\)
\(\pm\)
צ' ר!
\(\checkmark\)



\title{
Section 5 LINE EDITOR
}
\begin{tabular}{|c|c|}
\hline \(\because 3\) & \multirow[t]{2}{*}{ご} \\
\hline & \\
\hline
\end{tabular}

This section describes Line Editor functions and the Line Editor directive set. For procedural information on using Line Editor directives to create and edit files, see Appendix A; sample user dialogs with the Line Editor are provided.

\section*{OVERVIEN}

The Line Editor creates andor alters character text that constitutes files; the files usually are source unit files. The statements in a source unit file can be written in FORTRAN, Pascal, COBOL, BASIC, or Assembly language. Throughout this section, it is assumed that source unit files are being edited.

Editing is controlled by directives entered to the Line Editor through the device specified in the in_path argument of the Enter Batch Request (EBR) or Enter Group Request (EGR) command. This device can be reassigned in the command that loads the Line Editor.

All editing is done in a temporary work area called the current buffer. When the Line Editor is invoked, the Line Editor creates a current buffer. To save Line Editor output, you must write the source unit contents of the current buffer to a file.

During a single execution of the Line Editor, the Line Editor can operate in input and/or edit mode. In input mode, you can create a source unit and/or add one or more specified lines to an existing source unit. In edit mode, you can locate and change single characters, words, or a string of characters, read the contents of a file into the current buffer so that the line(s) can be edited, write lines from the current buffer to a file, and terminate execution of the Line Editor.

\section*{NOTES}
1. During a single execution of the Line Editor, you can create and/or change any number of files. You must delete the contents of the current buffer before you begin to edit another file, unless you want that file to comprise the same information that was in the previous file(s).
2. At any time during execution of the Line Editor you can request a message that will indicate whether input or edit mode is in effect. Each time !? is entered, the following message is issued:
\(\left\{\begin{array}{l}\text { INPUT } \\ \text { EDIT }\end{array}\right\}^{\text {MODE }}\)
Line Editor processing can be interrupted by either:
- Pressing the QUIT, INTERRUPT, or BREAK key on your terminal
- Entering \(\Delta C \Delta B g r o u p-i d\) on the operator terminal, where groupoid is the two-character group identification code associated with the group containing the task to be interrupted.

A **BREAK** message appears on your terminal when the system interrupts the Line Editor. If the Program Interrupt (PI) command is entered, output is suppressed and the task returns to directive input level. See the commands manual for a detailed description of the break function.

Each Line Editor directive's name and function is listed in Table 5-1. They are described in detail in "Input Mode Description and Directives", "Edit Mode Description and Directives", and "Advanced Usage of the Line Editor." Directives described in the input and edit mode subsections operate within the current buffer.

During program preparation, it is convenient to identify output file(s) with the name of the input file.

When you create a source unit, you should append the appropriate suffix identification character to the name of the file that will contain the source unit. The suffix designates the type of text that constitutes the source unit. The suffix must be .C for COBOL programs, . F for FORTRAN programs,. . B for BASIC programs, . PS for Pascal programs, and. A for Assembly language programs.

When you specify the file names of Line Editor input and output files (in Line Editor directives), the editor requires that you designate the complete file name, including the suffix that denotes the contents of the file (.C for COBOL, F for FORTRAN, . B for BASIC, .PS for Pascal programs, and . A for Assembly language programs). The Line Editor does not append a suffix to its input and output files.

\section*{IINE EDITOR DIRECTIVE FORMAT CONVENTIONS}

Most Line Editor directives consist of only a directive name, a directive name preceded by one or two addresses, or a directive name optionally preceded by one or two addresses and followed by text and termination escape characters (!F) that designate the end of the directive and cause the Line Editor to switch from input mode to edit mode. These formats are illustrated here. Note that if a directive includes text, the text may be specified beginning immediately after the directive name (see Format 4) or beginning on the next line (see Format 5).

FORMAT 1:

> dirname

FORMAT 2:
adr dirname
FORMAT 3:
\(\operatorname{adr}_{-}\left\{\begin{array}{l}i \\ i\end{array}\right\} \begin{aligned} & \text { adr } r_{2} \\ & \text { dirname }\end{aligned}\)
FORMAT 4:
\[
\left[\operatorname{adr}_{1}\left[\{;\}^{\mathrm{adr}} \mathrm{a}_{2}\right]\right] \text { dirname }[\text { text }]!F
\]

FORMAT 5:
\(\left[\operatorname{adr}\left[\left\{\begin{array}{l}i \\ 1\end{array}\right\}^{a d r_{2}}\right]\right]\) dirname
\[
\operatorname{mol} \leq 5
\]
[text]
F.

-
\({ }^{\circ}\)

ARGUMENTS:
is 4.
dirname
Valid Line Editor directive.
adr adr
Valid addresses for the current buffer.

\section*{text}

Any text.

\section*{NOTES}
1. Spaces are not permitted, except in the following circumstances:
a. Spaces are permitted in expressions constituting addresses.
b. A space is permitted after the Execute, Read, and Write directive names (these directives are described later in this section).
2. One or two addresses may be specified without a directive name; if no directive name is specified, the last (or only) adiressed line will be printed (see "Print Directive").

When a single address is specified, the LIne Editor locates the specified line in the current buffer. When two addresses are specified within a single directive, the Line Editor locates a specified series of lines in the current buffer; the lines that are located depend on whether the addresses are separated by a comma or a semicolon (see "Referencing a Series of Lines"). If a Line Editor directive format designates that either a single address or a pair of addresses may be entered, you can enter that directive and omit one or both addresses; their default value(s) will be used. Address default values are described later in this section under each directive's argument descriptions.

Multiple Line Editor directives can be entered on a single line; it is not necessary to separate each directive with a delimiter, but one or more spaces can be specified, as illustrated below:

Directives not separated by delimiters:

\section*{dirnamedirname}

Second directive \({ }^{\mathbf{i}}\) First directive

Directives separated by delimiters: ©̈ 己
dirname dirname adr dirname

A comment can be included at the end of a directive line (i.e., at the end of the last or only directive); the comment must be preceded by a quotation mark ("), as illustrated:
adr dirname dirname"comment
To include a comment after an input mode directive, specify the comment after the terminator ! \(F\); otherwise, the comment is included as text. - A x

If a terminal is the directive input device, press RETURN at the end of each line.

\section*{Methods of Specifying Addresses}

Each address can be specified by one of the following methods or by a combination of these methods:
- Number of line
- Position of line relative to the "current" line
- Contents of line.

\section*{DESIGNATING A LINE NUMBER AS AN ADDRESS}

Each line in the current buffer can be located by a decimal number that indicates the current position of the line within the buffer.* The first line in the buffer is line l; subsequent lines are numbered sequentially in ascending order. Multiple decimal numbers separated by plus or minus signs can be specified to represent a line number.

Example:
\[
\begin{aligned}
& 10 \\
& 5+5
\end{aligned}
\]

Each of the expressions above request line number 10 . The last line can be referenced by its line number or by the character \(\$\).

If an address designates a line that is not in the current buffer, an error message is issued.

Line Editor directives may cause lines to be added to or deleted from the current buffer. Each time this occurs, all succeeding lines are renumbered. For example, if line 15 is deleted, line 16 becomes 15 , and each subsequent line number is decremented by 1.

DESIGNATING THE POSITION OF A LINE RELATIVE TO THE "CURRENT" LINE AS AN ADDRESS

Most Line Editor directives affect either the current line or a line a designated number of positions from the current line. If the last line Editor directive entered was an Input directive (i.e., input mode was in effect), the curfent line is the last line added or read by the Line Editor (regardless of whether the condition specified in the directive was met). If the last line Editor directive entered was an Edit directive (edit mode was in effect), the current line is the last line of text edited. The current line can be located by specifying a period (.).

NOTE
If you do not know which line is the current line, you can obtain a display of the line number of the current line by specifying the Print Line Number directive, which is described under "Advanced Usage of the Line Editor" later in this section.

\footnotetext{
*To determine the line number of a specified line in the current buffer, enter the print Line Number directive; to determine the line number and contents of specified line(s) in the buffer, enter the print with Line Number directive. (These directives are described under "Advanced Usage of the Line Editor", later in this section.)
}

You can locate lines relative to the current line by specifying an address that consists of a period followed by one or more signed decimal numbers. For example, the address . +1 specifies the line immediately following the current line, the adaress . -1 specifies the line immediately preceding the current line, and . \(+5+5-3\) specifies the seventh line after the current line.

When specifying an increment to the current line number, you can omit the plus ( + ) sign; e.g., . 5 is interpreted as .+5. When specifying a decrement to the current line number, you can omit the period; e.g., -3 is interpreted as . -3 , and \(.5+5-3\) is interpreted as .+7.

DESIGNATING CONTENTS OF LINE AS AN ADDRESS
You can designate that the Line Editor locate the first line that contains a specified character or a specified sequence of characters by designating those characters in an expression as an address. An expression comprises one or more ASCII characters, which must be delimited by slashes (e.g., /ASCII characters/).

The Line Editor will search the lines in the current buffer until it finds the first occurrence of the specified expression; unless specified otherwise,* the expression can be in any position within the line. The Line Editor searches from the line immediately following the current line (i.e., . +1) through the last line in the buffer; if a line containing the specified expression is not found, the Line Editor then searches line 1 to the current line. In the directive format:
/BBB/dirname
the address is the expression BBB. The Line Editor searches as many lines as necessary for the first occurrence of BBB. The contents of the source unit being searched are listed below. (The numbers within parentheses represent line numbers.)
(1) \(A A A\)
(2) BBB
(3) CCC (current line)

(4) BBB

The specified directive causes the Line Editor to locate line number 4, since this is the first line after the current line that contains the expression BBB.

\footnotetext{
*If a circumflex ( \({ }^{\wedge}\) ) is designated as the first character of the expression, the expression must be the first expression on the line; if \(\$\) is designated as the last character of the expression, the expression must be the last expression on the line. Use of these special characters is described in the following paragraphs.
}

When the following ASCII characters are included in expressions, they have special meanings:
\begin{tabular}{|c|c|}
\hline character & Description \\
\hline \begin{tabular}{l}
line feed \\
(hex OA) \\
(see Note 3)
\end{tabular} & \begin{tabular}{l}
Requests expressions that contain any number (or none) of the immediately preceding character(s). \\
When designated as the first character of an expression, requests lines that begin with the specified expression (excluding the character "). \\
When specified as the last character of an expression, requests lines that end with the specified expression (excluding the character \$). \\
Can be any character on any line; specify one period per character (e.g.. .. means any two characters on any line). \\
Can be used in the string expression of a Substitute directive to indicate that the strings of characters preceding and following \& are to be concatenated to the target string of the search. See the description of the substitute directive later in this section. \\
The occurrence of a line feed in the string exprese sion determines the point in the resulting line at which the line is to be split into two lines. See the Substitute directive for further details.
\end{tabular} \\
\hline \begin{tabular}{l}
1. \\
2.
\end{tabular} & \begin{tabular}{l}
NOTES \\
special meanings of the above characters, (which delimits an expression) and !? (which uses display of the mode currently in fect), can be removed by preceding the speal character with ! \(C\). For example, IC!? uses \(1 ?\) to be interpreted as text rather an as request for display of the mode that in effect. \\
characters . and \(\$\) can be specified as ne numbers or as special characters in pressions; the Line Editor can interpret eir meaning from the way they are used.
\end{tabular} \\
\hline
\end{tabular}


Following are some examples of expressions specified as addresses in Line Editor directives. Following each expression is a description of the line/character(s) in the current buffer for which the Line Editor will search. In each case, the Line Editor searches the lines sequentially, starting with the line immediately following the current line to the end of the file, and then from line one through the current line.

\section*{Expression}

\section*{Description}
/A/ Locates the first line that contains the expression A in any position in that line.
/ABC/ . Locates the first line that contains the expression \(A B C\) in any position on that line.
\(/ A B * C / \quad\) Locates the first line that contains the expression \(A C\) or \(A\) followed by any number of \(B ' s\) and a \(C\).
\begin{tabular}{|c|c|}
\hline /IN..TO/ & Locates a line that contains IN and TO separated by any two characters. \\
\hline /IN.*TO/ & Locates a line that contains IN and \(T O\), in that order, with any or no characters between those two words. \\
\hline \(/{ }^{\text {a }} \mathrm{ABC} /\) & Locates a line that begins with the expression \(A B C\). \\
\hline /ABC\$/ & Locates a line that ends with the expression ABC. \\
\hline /ABC!C\$/ & Locates a line that contains the expression \(A B C \$\). \(A B C \$\) can be in any character positions, since the character \(\$\) was preceded by ! \(C\). \\
\hline
\end{tabular}
/^ABC.*DEF\$/ Locates a line that begins with \(A B C\) and ends with DEF; there may be any number of characters between ABC and DEF.
/.*/ Locates any Line.
The Line Editor remembers the last specified expression. That expression can be reinvoked in a subsequent Line Editor directive by specifying a null expression (e.g.. //).

Examples:
/ABC/dirname
Expression \(A B C\) specified as address
2dirname
Second line in buffer specified as address
//dirname
Specifies \(A B C\) as an address, since \(A B C\) was last specified expression

An address can be specified as an expression followed by one or more signed decimal integers. Each of the following three expressions requests the second line after the line that contains \(A B C\).
```

/ABC/2
/ABC/+2

```
\(/ \mathrm{ABC} /+5-3\)

An address can be formed by combining any of these methods. If a compound address contains a line number, the line number must be the first element of the address.

The first element of the compound address determines the starting location from which the Line Editor will search for the designated expression. If the first element is a line number, the Line Editor searches for the expression starting with the line that immediately follows the specified line number. (Ordinarily, the Line Editor searches starting with the line that immediately follows the current line.)

Example 1:
\[
10 / \mathrm{ABC} /
\]

The Line Editor searches the lines in the current buffer for the characters \(A B C\), starting with line ll. :

Example 2:
i
\(-8 / \mathrm{ABC}\) / . . .
The Line Editor searches the lines in the current buffer for the characters \(A B C\), starting eight lines before the current line.

Example 3:
a": /ABC//DEF/
The Line Editor searches for the first line containing DEF that occurs after the first line containing \(A B C\).

Each expression in a compound address can be followed by a signed decimal integer.

Example 4:
\[
/ A B C /-10 / D E F / 5
\]

The Line Editor searches for the first occurrence of the character string DEF that is within 10 lines before the first line that contains \(A B C\). After \(D E F\) is found, the current line is the fifth line after the line containing the match for DEF.

\section*{Referencing a series of inimes}

A Line Editor directive that permits two addresses to be specified causes the Line Editor to locate a series of lines in the buffer. The addresses can be separated by a comma or a semicolon. If the second address is relative to the current line (plus or minus), both the addresses and the plus or minus sign determine which lines will be located by the Line Editor: otherwise, only the addresses are relevant.

If the addresses are separated by a comma, the Line Editor locates the line at the first address through the line at the second address, inclusive.. The current line remains unchanged until the directive is executed; the current line then becomes the line specified by the second address.

If the addresses are separated by a semicolon, the line located by the first address becomes the current line and the value of the second address is calculated.

Example 1:
\[
1,5 \text { dirname }
\]

These addresses specify lines 1 through 5, inclusive. After the directive is executed, line 5 becomes the current line.

1.\$dirname

These addresses specify line \(l\) through the last line in the buffer, inclusive. After the directive is executed, the last line becomes the current line.

. 1 / \(/ \mathrm{ABC} /\)
These addresses specify the line immediately following the current line through the first line that contains \(A B C\). The first line that contains \(A B C\) then becomes the current line.

Example 4:
.1.,2dirnamé
The contents of a sample source unit are following. The numbers within parentheses represent line numbers.
(1) ABC
(2) DEF (current line)
(3) GHI
(4) ABC
(5) XYZ
(6) ABC

Srit
These addresses specify the line immediately following the current line through the second line after the current line. The Line Editor locates lines 3 and 4. Line 4 becomes the current line.

Example 5:
. \(1 ; 2\) dirname
These addresses are the same as those in Example 4, but they are separated by a semicolon. If the contents of the sample source unit are the same as in Example 4, this directive causes the Line Editor to locate lines 3, 4, and 5. This first address specifies the line immediately after the current line, i.e., line 3 . Line 3 then becomes the current line. The second address specifies that the Line Editor locate through the second line after the (new) current line, i.e., lines 4 and 5.

The same series of lines can be requested by specifying their addresses in more than one way, using different delimiters.

Example 6:
\[
\begin{aligned}
& / \mathrm{ABC} / / \mathrm{ABC} /+3 \text { dirname } \\
& / \mathrm{ABC} / ;+3 \mathrm{dirname}
\end{aligned}
\]

The contents of a sample source unit follows. The numbers within parentheses represent line numbers.
(1) ABC
(2) DDD (current line)
(3) EEE
(4) FFF
(5) GGG
(6) HHH
\(\because 1\) The first series of addresses specifies that the Line Editor locate the first line that contains \(A B C\) (line l) through the third line after that line (Iines. 2,3 , and 4). Line 4 becomes the current line.

The second series of addresses specifies that the Line Editor locate the first line that contains \(A B C\) (line l), make that line the current line, and then reference three lines from the "new" current line (lines 2, 3, and 4). Line 4 becomes the current line.

The Line Editor command loads the Line Editor. Upon loading, a message indicating the current Line Editor release number is sent to the error-out file.

To load the Line Editor, enter the ED command.
FORMAT:
ED[3SILENT] [ctl_arg]
ARGOMENTS:
[?SILENT]
Optional entry point that suppresses the welcome message. [ctl_arg]

None of any number of the following control arguments may be entered:
-IN path

> File from which Line Editor directives are to be read. -In path in the Line Editor command line cesults in the user-in file being changed to "path" or the contents of "path" being copied to buffer (EXEC). Execution starts with the first line of (EXEC). Default: Directives are obtained from the current user-in file.
\(\left\{\begin{array}{l}- \text { LINE LEN } \operatorname{mn} \\ -\mathrm{LL} \mathrm{n}\end{array}\right\}\)
Alter the line length to be acted upon by the Line Editor and can be any value from 20 to 256. Default: nn equals 80.
\[
\left\{\begin{array}{l}
-\mathrm{PROMPT} \\
-\mathrm{PT}
\end{array}\right\}
\]

Print the prompt characters E? (in edit mode) or I?
(in input mode) on the user-in file upon completion of the previous Line Editor directive; no carriage return follows. If the user-in is other than a terminal-like device, this argument is ignored.
```

                                    *S... an
    ```

\(\left\{\begin{array}{l}\text {-NO_BLANK_SUPPRESS } \\ -\mathrm{NBS}\end{array}\right\}\)
No blank suppression; i.e., the Line Editor does not suppress trailing blanks on the input line (for one invocation only). Subsequent invocations without -NBS will suppress trailing blanks.

Alter the initial size of the work file to the size in the user-supplied value of \(n n\), where \(n\) is a decimal integer comprising up to four characters and designates the number of 256 -byte control intervals. If an output file is created, it is initialized to the same size.

Default: 4.
\(\left\{\begin{array}{l}\text {-ARGS strings } \\ \text {-ARG strings }\end{array}\right\}\)
Up to nine character strings that are numbered sequentially and may be passed to the Line Editor in the "Change Origin of Text During Edit Mode" (!B) Line Editor directive. Each argument following the -ARG keyword is copied to buffer (ARGn). \(n\) denotes the position of the argument following the -ARG and can be any value from one through nine. If specified, this argument and its strings must be entered last.

\section*{\(\left\{\begin{array}{l}-S A F E \text { name } \\ \text {-SF name }\end{array}\right\}\)}

Permanent work files called name.EDWKl and name.EDWK2
- contain the latest copy of the current buffer. Name can be from one to six characters. Abnormal termination causes the work files to be closed in their current state and saved for later use, and normal termination releases them. To reuse the work files, invoke the Line Editor without -SAFE or with -SAFE and a different name. Default: Work files are temporary files and are released under all conditions.
\(\left\{\begin{array}{l}-S I Z E n n \\ -S Z n n\end{array}\right\}\)
. \(\rightarrow\) Define the number of 1024 -byte words to be used for dynamic storage in memory, nn can be any value from 1 to 64. The formula for calculating the number of lines possible is ( \(2 * n n K / L L+6\) ) -3 , where \(K\) is 1024 and LL is the line length value (or 80 by default).

Default: 1.

\section*{SUMMARY OF LINE EDITOR_DIRECTIVES AND_ESCAPE_SEOUENCES}

Table \(5 \times 1\) lists each Line Editor directive name and escape sequence, summarizes its function, and designates the topic in this section under which the directive/escape sequence is described. The topics refer to the following level headings:
- "Input Mode Description and Directives" (input mode)
- "Edit Mode Description and Directives" (edit mode)
- "Advanced Usage of the Line Editor"
-"General Advanced Line Editor Directives" (advanced usage -o general)
-"Auxiliary Buffer Directives and Escape Sequences" (advanced usage -- auxiliary buffers)
-"Line Editor Debugging Directives" (advanced usage - debugging)
-"Line Editor Programming Directives" (advanced usage -programming).

Table 5-1. Summary of Line Editor Directives and Escape Sequences
\begin{tabular}{|c|c|c|}
\hline Directive Name/Escape Sequence & Function & \begin{tabular}{l}
Topic Under \\
Which Described
\end{tabular} \\
\hline A & Add line(s) after specified address. & Append directive (input mode) \\
\hline B & Make specified auxiliary buffer the current buffer. & Change Buffer directive (advanced usage -- auxiliary buffers) \\
\hline C & Delete specified line(s) and insert other line(s). & Change directive (input mode) \\
\hline D & Delete specified line(s) from current buffer. & Delete directive (edit mode) \\
\hline E & Execute command other than Line Editor without exiting from the Line Editor. & Execute directive (advanced usage -general) \\
\hline G & Search for specified line(s) that contain specified character string. & Global directive (advanced usage -general) \\
\hline
\end{tabular}

Table 5-1 (cont). Summary of Line Editor Directives and Escape Sequences
\begin{tabular}{|c|c|c|}
\hline Directive Name/Escape Sequence & Function & \begin{tabular}{l}
Topic Under \\
Which Described
\end{tabular} \\
\hline I & Add line (s) before a specified address. & ```
Insert directive (input
mode).
``` \\
\hline \(\begin{array}{ccc}\text { K } & & \\ & & \\ & \cdots & \\ & \cdots & \ddots\end{array}\) & Copy line (s) in current buffer to specified auxiliary buffer. Do not delete lines from current buffer. Overlay existing line(s) in auxiliary buffer. & ```
Copy directive (advanced
usage -- auxiliary
buffers)
``` \\
\hline L & Send line feed to the user-out file. & Line Feed directive (advanced usage -general) \\
\hline \(\begin{array}{ll}\text { M } & \\ & \\ & \\ & \end{array}\) & Move line(s) from current buffer to specified auxiliary buffer; delete the lines from current buffer and overlay existing line(s) in auxiliary buffer. & Move directive (advanced usage -- auxiliary buffers) \\
\hline N . & Designate different line as the current line. & New Current Line directive (advanced usage -general) \\
\hline P & Print specified line (s) in current buffer. & ```
Print directive (edit
mode)
``` \\
\hline Q & Conditionally terminate execution of Line Editor. & Quit directive (edit mode) \\
\hline R & Read text from file to current buffer. & Read directive (edit mode) \\
\hline S \(\quad . \quad\). & Substitute character string with another character string. & Substitute directive (edit mode) \\
\hline T & Display line of text on user-out file. Subsequent input/output will be on the next line. & Type directive (advanced usage -- programming) \\
\hline U & Convert specified uppercase expression to lowercase. & Lowercase directive (advanced usage -general) \\
\hline
\end{tabular}

Table 5-1 (cont). Summary of Line Editor Directives and Escape Sequences
\begin{tabular}{|c|c|c|}
\hline Directive Name/Escape Sequence & Function & Topic Under Which Described \\
\hline v & Search for specified line(s) that do not contain specified character string。 & Exclude directive (advanced usage -general) \\
\hline W \(\cdot \cdots\) & Write specified line(s) from current buffer to specified file. & Write directive (edit mode) \\
\hline x & Request status of auxiliary buffers. & Buffer status directive (advanced usage -- auxiliary buffers) \\
\hline ZDUMP & Print contents of specified line(s). & Hexadecimal dump directive (advanced usage -debugging) \\
\hline 2REGEXP & Display last specified expression. & ZREGEXP directive (advanced usage -debugging) \\
\hline ZTRACE & Display each directive line before it is executed. & ZTRACE directive (advanced usage -- debugging) \\
\hline ! B & Change origin of text to specified auxiliary buffer or execute specified auxiliary buffer. & Change origin of text during input/edit mode (advanced usage -auxiliary buffers) \\
\hline 1 C & Remove meaning of following special character. & 4 \\
\hline \(1 F\) & Terminate an input mode directive. & (Input mode) * \\
\hline ! Hxx & Interpret two following hexadecimal characters as one ASCII byte. &  \\
\hline 1K & Copy line(s) in current buffer to specified auxiliary buffer: do not delete existing line(s) in auxiliary buffer. & Copy-append directive (advanced usage -auxiliary buffers) \\
\hline
\end{tabular}

Table 5-1 (cont). Summary of Line Editor Directives and Escape Sequences
\begin{tabular}{|c|c|c|}
\hline Directive Name/Escape Sequence & Function & \begin{tabular}{l}
Topic Under \\
Which Described
\end{tabular} \\
\hline ! 1 & Send line feed to the error-out file. & Line feed directive (advanced usage -general) \\
\hline \(\begin{aligned} \text { M } & \therefore \because: \\ & \\ & \cdots\end{aligned}\) & Move line(s) from current buffer to specified auxiliary buffer; delete the line(s) from current buffer and append them to existing line(s) in auxiliary buffer. & Move-append directive (advanced usage -auxiliary buffers) \\
\hline \(!P \quad \because\) & Type line number and contents of specified line(s) in current buffer. & Print with Line Number directive (advanced usage -- general) i \\
\hline 10 & Unconditionally terminate execution of Line Editor. & Quit directive (edit mode) \\
\hline \(!\mathrm{R}: \because\) & Accept single line from terminal. & Accept Single Line from Terminal directive (advanced usage -- auxiliary buffers) \\
\hline :T & Display line of text on user-out file; subsequent input/output will be on the same line. & Type directive (advanced usage -- programming)
\[
\text { : : } 9 \text { v: }
\] \\
\hline ! \({ }^{\text {a }}\) & Convert specified lowercase expression to uppercase. & Uppercase directive (advanced usage -general) \\
\hline !? & Cause message indicating whether input or edit mode is in effect. & \(i \quad:\) \\
\hline \# & If current buffer contains data, execute specified directive(s). & If Data directive (advanced usage -programming) \\
\hline address * & If current line is specified line, execute specified directive(s). & If Line directive (advanced usage -programming) \\
\hline
\end{tabular}

Table 5-1 (cont). Summary of Line Editor Directives and Escape Sequences
\begin{tabular}{|c|c|c|}
\hline Directive Name/Escape Sequence & Function & \begin{tabular}{l}
Topic Under \\
Which Described
\end{tabular} \\
\hline "E' & Replace each occursence of specified character string with another character string. & Substitute directive (edit mode) \\
\hline addresses * & If current line is within specified lines, execute specified directive(s). & If Range directive (advanced usage -programming) \\
\hline \({ }^{\circ} \mathrm{B}\) & Release a specified auxiliary buffer. & Destroy directive (advanced usage -auxiliary buffers) \\
\hline \# & If current buffer does not contain data, execute specified directive(s). & If Empty directive (advanced usage -programming) \\
\hline address * \# & If current line is not specified line, execute specified directive(s). & If Not Line directive (advanced usage -programming) \\
\hline addresses^* & If current line is not within specified lines, execute specified directive(s). & If Not Range directive (advanced usage -programming) \\
\hline * \(\quad \therefore\) & If specified expression is within specified lines, execute specified directive(s). & Search directive (advanced usage -programming) \\
\hline ** & If specified expression is not within specified lines, execute specified directive(s). & Search Not directive (advanced usage -programming) \\
\hline : & Define location to which Line Editor can be directed for subsequent directive(s). & Label directive (advanced usage -programming) \\
\hline \#. & Type line number of specified line in current buffer. & Print Line Number directive (advanced usage -- general) \\
\hline
\end{tabular}

Table 5-1 (cont). Summary of Line Editor Directives and Escape Sequences
\begin{tabular}{|c|c|c|}
\hline Directive Name/Escape Sequence & Function & \begin{tabular}{l}
Topic Under \\
Which Described
\end{tabular} \\
\hline > & Accept subsequent directive(s) from specified location in current buf-
fer or interactively. & Go To directive (advanced usage -- programming) \\
\hline \[
?
\] & If specified line is in current buffer, execute specified directive(s). & Address Prefix directive (advanced usage -programming) \\
\hline " - & Annotate Line Editor files. & Comment directive (advanced usage -- : programming) \\
\hline
\end{tabular}

\section*{CREATING_A SOURCE UNIT}

To create a source unit, perform the following steps listed. Input mode directives are described under "Input Mode Description and Directives". Each of the directives referenced is described under "Edit Mode Description and Directives".
1. Change the working directory to a user volume by specifying the Change working Directory (CWD) command (see the commands manual).
2. Load the Line Editor. (See "Loading the Line Editor" earlier in this section.)
3. If there already are lines in the current buffer, clear the buffer by specifying: \(1, \$ D\).
4. Enter the appropriate Input directive and text to be included.
5. Make changes, if necessary, by entering the appropriate Input and/or Edit directive(s).
6. Write the contents of the current buffer to a file by using the Write directive.
7. Exit from the Line Editor by entering the Quit directive (Optional).

To change an existing source unit, perform the following steps. Input mode directives are described under "Input Mode Description and Directives". Each of the directives referenced is described under "Edit Mode Description and Directives" later in this section.
1. Change the working directory to a user volume by specifying the Change Working Directory (CWD) command (see the commands manual).
2. Load the Line Editor, if it is not already loaded. (See "Loading the Line Editor" earlier in this section.) :
3. If there already are lines in the current buffer, delete unwanted lines by specifying the Delete directive.
4. Use the Read directive to read into the current buffer the source unit to be edited.
5. Enter the appropriate Edit and/or Input directive(s).
6. Write the contents of the current buffer to the file from which the lines were read or to a different file by using the Write directive.
7. Exit from the Line Editor by entering the Quit directive (Optional).

\section*{INPUT MODE DESCRIPTION_AND DIRECTIVES}

During input mode, you can create a source unit or add lines to an existing source unit by entering through the directive input device one or more input directives.

Input directives have the following capabilities:
- Add Iines after a specified address (Append directive).
- Delete specified lines and insert other specified lines (Change directive).
- Add lines before a specified address (Insert directive).

You can create a source unit by using the Append or Insert directive. You can add lines to an existing source unit by using any or all of the above directives.

Each input directive must have one of the following formats: FCRMAT 1:
:
:F* ["comment]
\(\therefore\) のione
FORMAT 2:
\(\therefore\).
\[
\left[\begin{array}{ll}
a d r_{1} & \left.\left[\left\{\begin{array}{ll}
i & a d r_{2} \\
\eta &
\end{array}\right]\right] \text { dirname[text]!F*["comment }\right]
\end{array}\right]
\]

If directives are being entered through a terminal, the directive name can either be immediately followed by a carriage return, and then text (i.e.. the lines to be included in the source unit) or directive name can be immediately followed by text, with additional lines of text (if any) added on subsequent lines. The text can be any number of lines of ASCII characters. The maximum number of characters per line is determined by the value specified in the -LINE_LEN \(n\) argument of the ED command. The last line of text must be followed by the escape sequence \(I^{*}\) to terminate input mode; otherwise, the next Line Editor directive is interpreted as additional text. The escape sequence \(1 F\) can be entered at the end of the last line of text or in the first character position of the next line. The next directive can begin in the next character position or on the next line.

NOTES
1. To enter a blank from the operator terminal, as the first character on a line, precede it \(\therefore \quad\) with an \(!C\) sequence.
2. The characters \(1 F\) can be included as text by preceding them with ! \(C\); in this case, ! \(F\) does not designate the end of the text.

Input directives are described in detail on the following pages. In the examples, numbers in parentheses are references to line numbers and do not appear in memory or in text.

\footnotetext{
*When entering directives from a card reader, the punch for an exclamation point is 12-8-7.
}

\section*{APPEND}

\section*{APPEND (A)}
\[
r: n\}
\]

Move one or more specified lines into the current buffer after a specified address. If multiple lines are specified, they are put into the buffer in the order in which they were entered. The Append directive can be used to create a source unit or to add lines to an existing source unit.

After the Append directive is executed, the current line is the last line appended. The appended line(s) are given line numbers and subsequent lines, if any, are renumbered.

FORMAT 1:
\begin{tabular}{rl}
\(\therefore\) & {\([a d r] A\)} \\
\(\vdots\) & \(\operatorname{text}\) \\
& \(\vdots\) \\
& \\
&
\end{tabular}

FORMAT 2:
[adr]Atextif
ARGUMENT:
adr
Address of the line immediately after which the specified line(s) will be inserted.

Default: Current line. If the buffer is empty, the curcent line is line number 0 .

NOTE
If you are creating a new source unit, there is no need to specify an address.
\[
\begin{aligned}
& \text { - き } \\
& { }^{-}-8
\end{aligned}
\]

Example l, Creating a New Source Unit:
In this example, the buffer is empty.

\section*{A \\ WWW \\ XXX YYY 222 ! \(F\)}

This Append directive puts lines WWW, XXX, YYY, and ZZZ into the current buffer. Since the buffer is empty, it is not necessary to specify an address. The lines will be inserted, in the order in which they were entered, starting at line 1 . The lines put into the buffer constitute a new source unit which can then be edited and/or written to a file.

Example 2, Adding Lines to an Existing Source Unit:
/TTT/A
UUU
! \(F\)
3A
WWW
XXX
19
These Append directives put line UUU into the buffer immediately after the first line that contains TTT, and lines WWW and XXX into the buffer immediately after the third line.

The contents of the buffer are:
(1) \(T T T\)
(2) VVV

After the first Append directive is executed, the buffer will contain:
(1) \(T T T\)
(2) UUU (current line)
(3) VVV

\section*{APPEND}

After the second Append directive is executed，the buffer will contain：


\[
i_{i} *
\]

\footnotetext{
8
}

ジツ．が

\section*{CHANGE}

\section*{CHANGE (C)}
```

i
:4%

```

Delete a single line or a series of lines in the current buffer and then insert the text specified between the directive name and the insert terminator \(1 F\).

After the Change directive is executed, the current line is the last line of inserted text. The inserted ine(s) are given line numbers and subsequent lines, if any, are renumbered.

FORMAT 1:
\begin{tabular}{|c|c|}
\hline \(\left[\begin{array}{l}\text { adr }, \\ \text { text }\end{array}\left[\begin{array}{l}\text { a } \\ i\end{array}\right.\right.\) & \(\left.a d r_{2}\right][\mathrm{C}\) \\
\hline - & \(\cdots\) \\
\hline iF & - \\
\hline
\end{tabular}
\[
\begin{aligned}
& y \\
& x \times \% \\
& \text { xYy } \\
& 2 i
\end{aligned}
\]

FORMAT 2:
\[
\left[\operatorname{ad} r_{1}\left[\begin{array}{ll}
\{ \\
\{
\end{array}\right\} \quad \operatorname{adr_{2}}\right] \text { ctext! } F
\]

ABAN.

ARGUMENTS:
adr
Address of the first or only line to be deleted and replaced. Default: Current line. \(2 \ldots\)
adr
Address of the last line to be deleted and replaced. Default: Only the line identified by adr is deleted and changed.

NOTE
If both \(a d r_{1}\) and adr \(r_{2}\) are omitted, only the current line is deleted and replaced.

In the following examples, the contents of the current buffer are:
(2) AAA
(2) BBB
(3) CCC (curcent line)
(A) DDD
(5) EEE

\section*{Example 1: io: a:}

2C
xXX
YYY \(1 F\)

This Change directive deletes the second line and replaces it with lines \(X X X\) and \(X Y Y\). Subsequent lines are renumbered.

After the Change directive is executed, the buffer will contain:
(1) AAA
(2) \(X X X\)
(3) YYY (curcent line)
(4) CCC
(5) DDD
(6) EEE

Example 2:
/BBB/,.1C
XXX
YYY tuz
22Z1F
This Change directive deletes the first line that contains BBB (line 2) through the line immediately after the current line (line 4) and replaces them with lines XXX, YYY, and \(2 Z Z\), respectively.

After the Change directive is executed, the buffer will contain:
(1) \(A A A\)
(2) XXX
(3) YYY
(4) ZZZ (current line)
(5) EEE

\section*{Example 3：}
```

.,5C ..\$C
XXX or XXX
IF
IF

```

Each of the Change directives above deletes the current line through line 5 and replaces them with a single line containing XXX．

After the change directive is executed，the buffer will contain：
（1）AAA
（2）BBB
（3） \(\operatorname{XXX}\)（current line）
；

\author{
：＂＂A \\ 106
}

＂


\section*{INSERT}

\section*{INSERT (I)}

Insert one or more specified lines into the current buffer before a specified address. If multiple lines are specified, they are inserted in the order in which they were entered.

The Insert directive can be used to create a source unit or to add lines to an existing source unit.

After the Insert directive is executed, the current line is the last line inserted. The inserted line(s) are given line numbers, and subsequent lines, if any, are renumbered.

FORMAT 1:


FORMAT 2:
[adr]Itext!F
ARGUMENT:
adr
Address of the line immediately before which the specified line(s) will be inserted. Default: Current line.

NOTE
If you are creating a new source unit, there is no need to specify an address.

Example 1:
In this example, the current buffer is empty.
I
AAA
BBB
CCC
DDD

This Insert directive creates in the current buffer a new source unit comprising lines \(A A A, B B B, C C C\), and DDD, respectively. The lines can then be edited and/or written to a file.

In Examples 2, 3, and 4, the contents of the current buffer are:
(1) \(A A A\)
- ה
(2) BBB
(3) CCC
(4) DDD (cursent line)

Example 2: - ....
-2I
XXX
\(1 F\)
This Insert directive designates that a line containing XXX be inserted two lines before the current line.

After the Insert directive is executed, the current buffer will contain:
(1) \(A A A\)
(2) XXX (current line)
(3) BBB
(4) CCC
(5) DDD

Example 3:
/AAA/I H!C!FH KRK
\(!F\)

This Insert directive designates that lines \(H!F H\) and \(K K R\) be inserted into the current buffer immediately before the first line that contains AAA. Note that when \(1 F\) is part of the text, it is preceded by 16 ; when \(1 F\) delimits the last line of text, it is not preceded by ! C.

After the Insert directive is executed, the buffer will contain:
(1) \(\mathrm{H}!\mathrm{FH}\)

3 17
(2) KKK (current line)
(3) AAA
(4) BBB
(5) CCC
(6) DDD

Example 4:
```

I
XXX

```

This Insert directive designates that a line containing \(x x x\) be inserted immediately before the current line.

After the Insert directive is executed, the current buffer will contain:
(1) \(A A A\)
(2) BBB
(3) CCC
(4) XXX (current line)
(5) DDD

\(\stackrel{3}{4}\)

\section*{EDIT MODE DESCRIPTION AND DIRECTIVES}

During edit mode you can create a source unit or edit an existing source unit.

Edit mode directives have the following capabilities:
- Delete specified line(s) from the current buffer (Delete directive)
- print on the user-out file specified line(s) in the current buffer (Print directive)
- Terminate execution of the Line Editor (Quit directive)
- Read text from specified file into the current buffer (Read directive)
- Substitute a designated string of characters in specified line(s) with another specified string of characters (Substitute directive)
- Write specified line(s) from the current buffer to specified file (Write directive).

NOTES
1. To edit an existing source unit, the Read directive must be previously specified.
2. Until you are familiar with the Line Editor, enter Print directives frequently so you can determine the status of the lines being edited.
3. To save the results of an edited or newly created source unit, you must specify the Write directive before you terminate execution of the Line Editor.

Most edit mode directives have one of the following formats:
FORMAT I:
dirname ["comment]
FORMAT 2:
adr dirname["comment]
FORMAT 3:
\(\left[\begin{array}{ll}\text { adr, } & \left(\begin{array}{l}0 \\ 1\end{array}\right]\end{array}\right]\) adr \(_{2}\) dirname [" comment]

Edit mode directives are described alphabetically on the fol－ lowing pages．In the examples，numbers in parentheses are refer－ ences to infe numbers and do not appear in memory or in text．

\section*{DELETE}

DELETE (D)
Delete a single line or consecutive lines from the current buffer.

After the Delete directive is executed, each subseguent line in the buffer is renumbered, and the current line is the line that immediately follows the last line deleted or the last line in the buffer if the previous "last line" was deleted.

FORMAT:
is 3
\(\ldots\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{ll}i \\ i & \\ & \mathrm{ad} r_{2}\end{array}\right]\right]^{D}\right.\)
ARGUMENTS:
\(a d r_{1}\)
Address of the first or only line to be deleted. Default: Current line.
\(\mathrm{adr}_{2}\) 3.2 (A)

Address of the last line to be deleted. Default: Only the line identified by adr is deleted.

NOTE
If both adr, and adr \(r_{2}\) are omitted, only the current line is deleted.

In the following examples, the contents of the current buffer are:
等
(1) \(A A A\) (current line) : \(B\) :
(3) CCC a
(4) DDD
(5) EEE \(t ;\)

Example 1:
\[
1,30
\]

This Delete directive deletes lines 1 through 3. After this Delete directive is executed, the current buffer will contain:
(1) DDD (current line)
(2) EEE

\section*{Example 2:}
/CCC/D
In this Delete directive, adr is CCC and adr is not specified, so the only line that will be deleted is the first line that contains CCC. After this Delete directive is executed, the current buffer will contain:
(1) AAA
(2) BBB
(3) DDD (current line)
(4) EEE

Example 3:
. .3D
This Delete directive deletes the current line through line 3. After this Delete directive is executed, the current buffer will contain: ry int
(1) AAA
(2) DDD (cursent line) \(\quad \therefore \cdots \quad \cdots \quad \begin{array}{ll} \\ \text { (3) EEE }\end{array}\)

\section*{Example 4:}

D
This Delete directive does not include any addresses so only the current line, line number 2, is deleted. After this directive is executed, the current buffer will contain:
(1) AAA
(2) CCC (current Iine)
(3) DDD
(4) EEE
\[
5-36
\]

\section*{PRINT}

\section*{RRINT (P)}

Print a single line or consecutive lines in the current buffer. You can specify the address(es) of the line(s) to be printed, or you can request a printout of the first line that contains a specified expression. The printout is issued to the user-out file; i.e., the file designated in the -OUT out, path argument of the Enter Batch Request (EBR) or Enter Group Request (EGR) command, unless the file was reassigned in the File Out (FO) command. If the printout occurs on the operator terminal, each line of text is preceded by the group identification characters.

After the Print directive is executed, the current line is the last (or only) line printed.

FORMAT 1:
Format including directive name \(P\) :

ARGUMENTS :
ads
Address of the first or only line to be printed. The Line Editor begins its search at the second line in the current buffer.
Default: Current line.
adr
\[
5+s^{\prime \prime}!
\]

Address of the last line to be printed. Default: Only the line identified by adr \(\mathrm{r}_{\mathrm{l}}\) is printed.

NOTE
If both adr and adr are omitted and \(P\) is specified, only the current line is printed.

FORMAT 2:
Format excluding directive name \(P\) : \(\therefore\)
\(\operatorname{adr}\left[\left\{\left\}_{0}\right\}^{a d r_{2}}\right]\right.\)

\section*{PRINT}

ARGUMENTS:
\(a d r_{t}\)
If \(a d r_{2}\) is not specified, adr, designates the address of the only line to be printed.
\(a d r_{2}\)
स路)
Address of last line to be printed.
In the following examples, the contents of the current buffer are:
(1) AAABBB
(2) CCCDDD (curgent line)
(3) EEEFFF ; Ifoce
(4) GGGHHH

Example l:
1,\$P
This Print directive causes a printout of each line in the current buffer.

AAABBB
CCCDDD
EEEFFE
GGGHH
After this directive is executed, the current line is line number 4.

Example 2:

F

This Print directive causes a printout of only the current line.

CCCDDD
After this directive is executed, the current line still is line number 2.

Example 3:
4 P
This Print directive causes a printout of line number 4.
GGGHHH
After this directive is executed, the current line is line number 4.

Example 4:
0.4 P

This Print directive causes a printout of the current line (line number 2) through line number 4:

CCCDDD
EEEFFE
GGGHHH
After this directive is executed, the current line is line number 4.

Example 5:
/AAA/
This Print directive causes a printout of the first line that contains AAA.

AAABBB
After this directive is executed, the current line is line number 1.

Example 6:
3D/AAA/
This example illustrates a directive line that contains both a Delete directive and a Print directive in which only an expression is designated.

This directive line deletes line number 3 and causes a printout of the first line that contains AAA. After the directives are executed, the current buffer will contain:
(1) AAABBB
(2) CCCDDD
(3) GGGHHH

\section*{PRINT}

There will be a printout of line number 1 , and that line will be the current line.
\[
\begin{gathered}
i t= \\
\frac{1}{4}=
\end{gathered}
\]
\[
\begin{aligned}
& \because-6
\end{aligned}
\]

\[
: y+0.0 x=
\]

\section*{QUIT}

QUIT (Q OR ! C )
Exit from the Line Editor. Quit must be specified at the end of the editing session. This directive must be the last or only directive on a line. If the directive input device is a terminal, the Quit directive must be immediately followed by a carriage return.

Quit is executed conditionally or unconditionally, depending on which quit format is specified. In a conditional Quit request (Format 1), if a buffer has a pathname associated with it via a Read or Write directive and the contents of the buffer have been modified but not written to a file before the Quit directive is entered, a warning message is issued and Quit is not executed. After the message, any Line Editor directive(s), including Write, may be entered. If Write is not specified and Quit is reentered, the Quit directive is executed and changes specified in previous Line Editor directives are not saved. In an unconditional Quit request (Format 2), modified buffers are not checked before quit is executed.
```

FORMAT 1: nysu

```
    \(Q\)
FORMAT 2:
\(!0\)
Example:
. \(\therefore\). X . . Append directive, which puts specified lines
    into current buffer.
AAABBB
CCCDD Lines that will be put into current buffer.
EEEFFF
IF Designate the end of the insertion.
2D \(\cdot:\) Delete the second line of text (e.g., CCCDDD).
W FIRST Write all lines in buffer to file named FIRST.
Q Return control from the Line Editor to the
                                    Command Processor.

\section*{READ}

READ (R1
Read text from a specified file into the current buffer. The Read directive must be the only or last directive on a line. After the Read directive is executed, the current line is the last line read from the file.

FORMAT:
```

[adr]R[path] ve:!f. E: r.fo

```

ARGUMENTS:
adr
ad
Address of a line in the current buffer; the contents of the specified file will be appended after this line. Default: Last line in the buffer; if the buffer is empty, the file is appended starting at the first line in the buffer.
path
Pathname of the ASCII file to be read into the current buffer. (Methods of specifying pathnames are described in Section 2.) The pathname may be preceded by any number of blanks. Default: Pathname specified in the latest Read or Write directive associated with the current buffer. To determine which pathname was specified last, specify the Buffer status directive, which is described under "Advanced Usage of the Line Editor" later in this section. If the path argument is not specified and a pathname was not previously specified, an error message is issued.

\section*{NOTE}
!CDR or any other device name beginning with an exclamation point (!) may cause errors. The exclamation point is a Line Editor escape character. A read of ! CDRxx (R ! CDRxx) will try
\(\therefore\) to read file name DRxx because ! \(C\) is a conceal flag. Use >SPD> in place of the exclamation point (e.g., \(R>S P D>C D R X x\) ), or conceal a \(C\) (e.g., \(R\) ! (CCDRxx).

Example 1:
R START
This Read directive reads into the current buffer the contents of a file whose simple pathname is START. Since an address is not specified, the lines are read into the buffer after the last line that currently is in the buffer.

The contents of START are:
\[
\therefore \begin{aligned}
& \text { (1) } A A A \\
& \text { (2) BBB } \\
& \text { (3) CCC }
\end{aligned}
\]

If the buffer is empty, after the Read directive is executed, the current buffer will contain:
(1) AAA
(2) BBB
(3) CCC (current line)

If the buffer already contains:
(1) XXX
(2) YYY
(3) \(2 Z 2\)

After the Read directive is executed, the current buffer will contain:
(1) XXX
(2) \(Y Y Y\)
(3) 222
(4) \(A A A\)
(5) BBB
(6) CCC (current line)
:
360
Example 2:
/CCC/R NEW
This Read directive designates that the contents of the file whose simple pathname is NEW be read into the current buffer after the first line in the current buffer that contains CCC.

The contents of the current buffer are:
(1) AAA
(2) \(B B B\) (curbent line) 8
(3) CCC
(4) CCC

The contents of NEW are:
(1) xxx
(2) 222

After the Read directive is executed, the current buffer will contain:
(1) AAA
(2) BBB


Example 3:
This example illustrates the Read directive used in conjunction with Append and Write directives. The current buffer is empty.

A Puts subsequent lines into the current buffer.
AAA
BBB
CCC
!F Designates the end of the insert.
\(W\) NOW Writes the contents of the current buffer to the file whose simple pathname is NOW.
R Reads into the current buffer, after the last line in the buffer, the contents of NOW; NOW is the pathname specified in the last Write directive.

After the Read directive is executed, the current buffer will contain:
(1) AAA
(2) BBB
(3) CCC
(4) AAA
(5) BBB
(6) \(\operatorname{CCC}\) (current line)
\[
5-44
\]

\section*{SUBSTITUTE}

\section*{SUBSTITUTE (S.OR IS)}

Replace each occurrence of a specified string of characters in a single line or in a sequence of lines with another specified string of characters.

After this directive is executed, the current line is the last line located by the Line Editor.

FORMAT:
 or

ARGUMENTS:
adr
Address of the first line to be searched for the specified string of characters. The search begins at the second line in the current buffer. Default: Current line.
adr
Address of the last line to be searched for the specified string of characters. Default: adr, .

NOTE
If both adr, and adr \(r_{2}\) are omitted, only the current line is searched.
/ :-1
(Delimiter) Can be any character that is not in regexp or string. However, the same delimiter must be used in each of the three locations where a delimiter is required.

\section*{regexp}

String of characters for which the Line Editor is searching; each occurrence of this character string within the specified addresses will be replaced with the character(s) specified in the argument "string"。

Default: The last regexp specified. This can be determined by entering the ZREGEXP directive, which is described under "Line Editor Debugging Directives".
string
String of characters that will replace each occurrence of regexp.

NOTES
1. If string contains the character "\&" in any position, each occurrence of regexp to be replaced will be replaced with regexp included in string, in place of "\&". For example, if regexp is "in" and string is "\&to", each s occurrence of "in" becomes "into". To ignore the special meaning of \& \(^{n}\). precede it with ! C.
2. The occurrence of a line feed in the string expression determines the new line characters, i.e., point in the resulting line at which the line is to be split into two lines.
3. If the directive name \(!S\) is used (as illustrated in the second directive format) and the specified substitution fails, no error message is issued and execution of the command file (if any) contanues.

Example l:
S/ABGDEF/ABC linefeed DEF/ be is
This Substitute directive searches the current line and (l) replaces each occurrence of ABGDEF with \(A B C D E F\) and (2) causes the character string to be split between two lines. ABC will be on the first line, and DEF will be on the second line.

Example 2:
The contents of the current buffer are: \(\quad\)
(1) E

(3) R
(4) YOUR :" \({ }^{\circ}\)

1,35/1inefeed key//
After this Substitute directive is entered, the current buffer will contain:
(1) ENTERYOUR

In the following examples, the contents of the current buffer are:
(1) \(A A A C C C\)
(2) BBBAAA (current line)
(3) CCCBBB
(4) DDDAAA

Example 3:
2.4S/AAA/XXX/

This Substitute directive searches lines 2 through 4 and replaces each occurrence of AAA with XXX.

After this directive is executed, the current buffer will contain:
(1) \(A A A C C C\)
(2) BBBXXX
(3) CCCBBB
(4) DDDXXX (current line) \(\quad+\quad\) is:

\section*{Example 4:}
. 4 S-CCC-UUU-
This Subsitute directive searches the current line (line 2) through line number 4 and replaces each occurrence of CCC with טuט.

After this directive is executed，the current buffer will contain：

（2）BBBAAA
（3）UUUBBB
（4）DDDAAA（current line）
Example 5：
－1，／DDD／S／／\＆JJJ／
This Substitute directive searches one line before the current line（line 1 ）through the first line that contains DDD（line 4）and replaces each occurrence of DDD with DDDJJJ．

After this disective is executed，the current buffer will contain：

E
（1）\(A A A C C C\)
（2）BBBAAA
（3）CCCBBB
（4）DDDJJJAAA（current line）
Example 6：
／BBB／S／／XXX／
This Substitute directive searches the first line after the current line through the current line（line 2）and changes the first occurrence of \(B B B\) to XXX．

After this directive is executed，the current buffer will contain：
（1）AAACCC
（2）BBBAAA
（3）CCCXXX（current line）
（4）DDDAAA ，．1 j～．
\[
: \text { : }
\]

「るござ

\[
\therefore \therefore=
\]

WRITE (W)
W
Write a specified line or a series of lines in the current buffer to a specified file. If the file does not already exist, a new file is created with the specified file name. If the named file does exist and currently contains other data, the line (s) written to the file via the Write directive replace the existing contents.

To save the results of previously specified Line Editor directives, you must specify the write directive before you terminate execution of the Line Editor (i.e., Write must be specified before Quit).
tsady
The write directive must be the last directive on a line. After the Write directive is executed, the specified line (s) remain in the current buffer; a copy of them is written to the specified file.

FORMAT:
\[
\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{ll}
; \\
0
\end{array}\right\}^{a d r_{2}}\right]\right] W[\text { path }]
\]

\(a d b_{1}\)
Address of the first line to be written to a specified file. Default: First line in the current buffer.
\(a d r_{2}\)
Address of the last line to be written to a specified file. Default: Last line in the current buffer.
NOTE

If both adr, and adr are omitted, all lines in the current buffer are written to the specified file.

\section*{path}

Pathname of the file to which the specified line (s) will be written. (Methods of specifying pathnames are described in Section 2.) The pathname may be preceded by any number of spaces. Default: Pathname specified in the latest Read or Write directive associated with the current buffer. If a pathname was not previously specified, an error message is issued.

Example 1:
W IDENT
This Write directive writes all lines in the current buffer to a file whose simple pathname is IDENT.

Example 2:
This example illustrates use of a Write directive in a sample Line editor session. In this example, there is a file named EXIST that contains the following lines:
(1) AAA
(2) BBB
(3) CCC
(4) DDD

R EXIST
Read into the current buffer the contents of the file named EXIST. The current buffer will. contain:
(1) AAA
(2) BBB
(3) CCC
(4) DDD (cursent line)


Manct
1,\$S/AAA/XXX/
Search each line in the current buffer and change each occurrence of AAA to XXX. The buffer will contain:
(1) XXX
(2) BBB
(3) CCC
(4) DDD (current line)

1,3W
Write lines 1 through 3 to the file specified in the last Read or Write directive; i.e., EXIST. EXIST will contain:
(1) XXX
(2) BBB
(3) CCC

9 Terminate execution of the Line Editor. ; 5-50 C215-00

The directives descrited on the previous pages permit you to create a source unit and perform basic editing. The following subsections descrite Line Editor directives that perform general advanced Eunctions, permit usage of auxiliary buffers, perform debugging, and perform programming functions. Within each subsection the directives are summarized and then described in detail alphabecically by full airective name.

\section*{GENERAL ADVANCED IINE EDITOR DIRECTIVES}

The general advanced Line Editor directives have the following capabilities:
- Cause another specified directive to act on only those lines that do not contain a specified character string (Exclude directive)
- Permit execution of a command instead of Line Editor directives without exiting from the Line Editor (Execute directive)
- Cause another specified directive to act on only those lines that contain a specified character string (GIobal directive)
- Send line feed to user-out file and error-out file (Line Feed directive)
- Convert the specified expression to lowercase (Lowercase directive)
- Make a different line the current line (New Current Line directive)
- Print the line number of a specified line in the current buffer (Frint Line Number directive)
- Print the line number and contents of specified line(s) in the current buffer (Frint with Line Number directive)
- Convert the specified expression to uppercase (Uppercase directive).

\section*{EXCLUDE}

\section*{EXCLUDE (V)}

Exclude specified elements. The Exclude directive can be used in conjunction with Delete, Print, Print Line Number, and Print With Line Number directives so that the specified directive acts on only those lines that do not contain a specified character string.

After the Exclude directive is executed, the current line is the last line searched by the Line Editor; i.e., the line specified in adr. (see below).

FORMAT:
\[
\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{l}
i \\
i
\end{array}\right\}^{a d r_{2}}\right]\right] \vee \mathrm{Vx/regexp} /
\]
\(a d r_{1}\)
Acdress of the first line to be searched. Default: First line in the current buffer.
\(\mathrm{adr}_{2}\)
Adress of the last line to be searched. Default: Last line in the current buffer.
. .- NOTE
If both adr, and adr \({ }_{2}\) are omitted, all lines in the buffer are searched.
x
Directive name with which the Exclude directive is being isued; must be one of the following:
\[
\begin{aligned}
D- & V D \text { deletes line(s) that do not contain regexp. } \\
P= & V p \text { prints the contents of line(s) that do not contain } \\
& \text { regexp. } \\
P \text { - } & V!p \text { prints the line number(s) and contents of line(s) } \\
& \text { that do not contain regexp. } \\
= & V=\text { prints the line number(s) of line(s) that do not } \\
& \text { contain regexp. }
\end{aligned}
\]
\[
\begin{gathered}
5-52 \\
+5-5
\end{gathered}
\]
(Delimiter) Can be any character that does not occur in regexp. The same delimiter must be used before and after regexp.
regexp
\(\therefore\) String of characters for which the Line Editor will search; only lines that do not contain regexp will be acted upon by the Line Editor during execution of the. directive name specified in argument \(x\).

In the following examples, the contents of the current buffer are:
(1) JJJKKK (current line)
(2) LLLMMM
(3) NNNPPP
(4) RRRJJJ

Example 1:
1,3V!P/JJJ/
This Exclude Print with line number directive causes the Line Editor to search lines l through 3 and to print the line number and contents of each line that does not contain JJJ.

Typeout:
2 LLLMMM
3 NNNPPP
Current line: 3
Example 2:
VD*JJJ*
This Exclude Delete directive deletes each line that does not contain JJJ; since no addresses are specified, each line in the current buffer is searched.

After this directive is executed, the current buffer will contain:
(1) JJJKKK
(2) RRRIJJJ (current line)

\section*{EXECUTE}

\section*{EXECUTE (E)}

Cause execution processing. The Execute directive permits you to execute a command instead of Line Editor directives without exiting from the Line Editor; ice., you can enter any command and then continue to use the Line Editor. For example, the Execute directive can be used to designate a printer as the Line Editor output file. Otherwise, if you want a printout of Line Editor output, the printout is issued to the terminal, which is the original user-out file. If the user-out file is a line printer and a Quit directive is entered to exit from the Line Editor, the user-out file remains set to the printer.

The Execute directive must be the last directive on a line.
The current line is not affected by Execute directives.
FORMAT:
E command
ARGUMENT:
command \(: 1, \because \cos =\)
Any command (see the commands manual). \({ }^{\text {f }}\).'s."
Example:
EEO >SPD>LPTOO
This Execute directive includes a File Out (FO) command, which sets the user-out file to the line printer whose pathname is >SAD \(>\) LETO 0 .

\section*{GLOBAL}

\section*{GLOBAI (G)}

Act on only those lines that contain a specified character string and can be used in conjunction with Delete, Print, Print Line Number, and Print With Line Number directives.

After the Global directive is executed, the current line is the last line searched by the Line Editor.

FORMAT:

ARGUMENTS:
\(a d r_{1}\)
Adoress of the first line to be searched. Default: First line in the current buffer.
\(a d r_{2}\)
Address of the last Ine to be searched. Default: Last line in the current buffer.

NOTE
If both adr, and adr are omitted, all lines in the current buffer are searched.

X

Directive name with which the Global is being used; must be one of the following:
```

            D - Delete all line(s) in the specified range containing
                        regexp.
            P - Print the contents of line(s) containing regexp.
            !P - Print the line number(s) and contents of line(s)
                containing regexp (see "Frint With Line Number
                Directive" later in this section).
    = - Print the line number (s) of line(s) containing regexp (see "Print Line Number Directive" later in this section).

```

\section*{GLOBAL}
(Delimiter) Can be any character that does not occur in regexp. The same delimiter must be used before and after regexp.
\(r\) egexp
String of characters for which the Line Editor will search; only lines that contain regexp will be acted upon by the directive name specified in argument \(x\).

\section*{In the following examples, the contents of the current buffer} are:
(1) JJJKKK
(2) LLLMMM
(3) NNNPPP
(4) RRRJJJJ

Example 1:
1,3G!P/JJJ/
This Global Print with Line Number directive causes the Line Editor to search lines 1 through 3 and print the Iine number and con- tents of each line that contains JJJ.

Typeout:
1 JJJRKR
Current line: 3
Example 2:
it:ou

GD*JJJ*
This Global Delete directive deletes each line that contains JJJ; since no addresses are specified, all lines in the buffer are searched.

After this directive is executed, the current buffer will contain:
(1) LLLMMM
(2) NNNPPP (current line)

Send line feeds to the user-out file and the error-out file, respectively. After the Line feed directive is executed, the current line is unchanged. Default: none (addresses are ignored).

FORMAT:
L or :L
, 96 m

\(s^{x} 96\)

"法事":
\[
\because \because \pi
\]

805

\section*{LOWERCASE}

\section*{LOWERCASE (U)}

Convert all occurrences of a specified expression within specified addresses from uppercase to lowercase. After the Lowercase directive is executed, the current line is the last line read.

FORMAT:
\[
\left.\left[\operatorname{adr}_{1}\left[\left\{\begin{array}{l}
i \\
1
\end{array}\right\}^{\text {adr }}\right] \quad\right]\right]^{\mathrm{J} / \text { regexp/ }}
\]

ARGUMENTS:
\(a d r_{1}\)
Address of the first line to be searched. Default: Current line.
\(\mathrm{adr}_{2}\)
Address of the last line to be searched. Default: adr. . regexp

String of characters for which the Line Editor searches. Only uppercase letters (A through 2) are converted; others are not changed.

Example:
U/ADR/
This Lowercase directive searches the current line and changes each occurrence of \(A D R\) to adr. If the current line is:

ADR FIRST
after the Lowercase directive is executed, the line contains: adr FIRST

\section*{NEW CURRENT LINE_(N)}

Cause the specified line to become the new current line. The contents of the new current line are not printed after the directive is executed.

FCRMAT:
\(a d r N\)
ARGUMENT:

adr
Address of the line that is to be the new current line.
Example:
\(/ \mathrm{CCC} / \mathrm{N}\)
\(x\) ye
If the following condition exists prior to execution of the \(N\) directive:

AAP (current line)
BBE

The situation will be as follows after the \(N\) directive is executed.

AAA
BBB
CCC (current line)
DDD
\[
: 7.1 \mathrm{C} 5 \mathrm{n}: 2 \mathrm{t}
\]

\section*{PRINT LINE NUMBER}

\section*{RRINT LINE NUMBER ( \(=/(1 P)\)}

Print out the line number of a specified line in the current buffer.

The printout.is issued to the user-out file, i.e., the file. designated in the -OUT out path argument of the Enter Eatch Request (EBR) or Enter Group Request (EGR) command, unless that file was reassigned. .

After this directive is executed, the current line is the line whose line number was typed.

FORMAT:
[adr] \(=\)
ARGUMENT:
adr
```

y :

```

Address of the line whose line number is to be typed.
Default: Current line.
In the following examples the contents of the current buffer are:
(1) AAABBB (current line) :, : . . .
(2) CCCDDD
(3) CCCEEE

Example 1:


This Print Line Number directive causes a printout of the line number of the first line that contains CCC.

Printout:

\section*{2}

Current line: 2

\section*{Example 2:}

This Print Line Number directive causes a printout of the line number of the current line.

Printout:


1

Current line: 1


\(\therefore 26\)
\(\xi\)
\[
\text { A } \quad \text {. } \because \text { man }
\]
\[
\begin{aligned}
* * & \varepsilon \\
* & =
\end{aligned}
\]

\[
.350
\]
a, \(\quad \cdots\).

\section*{PRINT WITH LINE NUMBER}

\section*{PRINT_WITH LINE NUMBER (IR)}

Print out the Line number and contents of a single line or consecutive lines in the current buffer. The printout is issued to the user-out file, i.e.. the file designated in the out out path argument of the Enter Eatch Request or Enter Group Request command, unless the file was reassigned. If the printout occurs on a terminal, each line of text is preceded by the group identification characters.

After this directive is executed, the current line is the last line whose line number and contents were typed.

FORMAT:
\[
\left[a d r_{1}\left[\left\{\begin{array}{l}
i \\
1,
\end{array}\right\}^{a d r_{2}}\right]\right]^{!P}
\]

ARGUMENTS:
adr \(r_{1}\)
Address of the first line whose line number and contents are to be typed. Default: Current line.
\(\mathrm{adr}_{2}\)
Address of the last line whose line number and contents are to be typed. Default: Address specified for adr, .

NOTE
If both adr \(r_{\text {a }}\) adr are omitted, there is a printout of the line number and contents of the current line.

In the following examples, the contents of the current buffer are:
(1) AAA
(2) BBB (current line)
(3) CCC
(4) DDD

\section*{Example 1：}

1，\＄！ P
This Print With Line Number directive causes a printout of the line number and contents of each line in the current buffer．

Printout：
－ 1 AAA
2 BBB
3 CCC
4 DDD
Current line： 4 ：
Example 2：．．．\(\rightarrow\) its In ：
\(!P\)
This Print With Line Number directive causes a printout of the line number and contents of only the current line．

Printout：
```

{9この:

```

\section*{2 BBB}

Current line： 2
\[
\begin{aligned}
& \text { ショリ }
\end{aligned}
\]

\section*{UPPERCASE}

\section*{UPPERCASE (IU)}

Convert all occurrences of a specified expression within specified addresses from lowercase to uppercase.

After the Uppercase directive is executed, the cursent line is the last line read.

FORMAT:
\[
: 14540
\]
\(\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{l}i \\ 0\end{array}\right\}^{a d r_{2}}\right]\right]^{\text {! }}\). regexp/

adr,
Address of the first line to be searched. Default: Current line.
\(\mathrm{ads}_{2}\)
Address of the last line to be searched. Default: adr, . regexp

String of characters for which the Line Editor searches. Only lowercase letters (a through z) are converted; others are not changed.

Example:
!U/adr/
This Uppercase directive searches the current line and change each occurrence of adr to ADR. If the current line is:
adr first
after the Uppercase directive is executed, the line contains:
ALR first

COMMENT（＊）

Annotate Line Editor command files．The text after the Comment directive appears as program output but is ignored by the Line Editor．

FORMAT：
＂comment \(\quad, \ldots\) ．
\[
\begin{aligned}
& \begin{aligned}
-a r \\
t . \ldots .37+7
\end{aligned} \quad *
\end{aligned}
\]
\[
\begin{aligned}
& \text { がよざ, : : 0 }
\end{aligned}
\]

\section*{AUXILIARY BUERER DIRECTIVES_AND ESCARE_SEOUENCES}

In the previous pages of this section, it was assumed that there is only a single buffer, the current buffer. The current buffer must be used, but one or more additional buffers, called auxiliary buffers, also can be used. There are 64 auxiliary buffers available for use.

The most common use of auxiliary buffers is for moving or copying text from one part of a file to another.

To make an auxiliary buffer available and to put lines into it, specify the Move, Move-Append, Copy, and/or Copy-Append directives, which are described in the following paragraphs.

Lines cannot be written directly from an auxiliary buffer to a file; the auxiliary buffer must be designated in the Change Buffer directive as the current buffer or the lines must be read back to the current buffer via the escape sequence ! B , which is described under "Change Crigin of Text During Input Mode", later in this section. Lines can be written from the current buffer to a file via the Write directive (see "Write Directive" earlier in this section).

You can determine the status of each buffer currently in use by specifying the Buffer Status directive.

Auxiliary buffer directives have the following functions:
- Cause Line Editor to accept a line from terminal (Accept Single Line From a Terminal directive)
- Determine status of each buffer in use (Buffer Status directive)
- Make specified auxiliary buffer the current buffer (Change Buffer directive)
- Cause Line Editor to accept subsequent text from a specified auxiliary buffer
- During edit mode (Change Origin of Text During Edit Mode directive)
- During input mode (Charge Origin of Text During Input Mode directive)
- Copy line(s) in current buffer to specifiea auxiliary buffer; lines in current buffer are not deleted
- Delete existing lines in auxiliary buffer (Copy directive)
- Do not delete lines in auxiliary buffer (Copy-Append directive)
\[
5-66
\]
- Destroy a buffer (i.e., release its file space) (Destroy directive)
- Move line(s) from current buffer to specified auxiliary buffer; lines in current buffer are deleted
- Lines overlay existing lines, if any, in auxiliary buffer (Move directive)
- Lines appended to existing lines, if any, in auxiliary buffer (Move-Append directive).

\section*{ACCEPT SINGLE LINE} FROM A TERMINAL

ACCEPT SINGLE LINEEROM A TERMINAL (IR)
Permit a single line of directives or text to be entered through a terminal. 1 R nosmally is used when line Editor directives are being executed from a buffer. When the Line Editor encounters ! \(R\), the entire escape sequence is removed from the input stream and replaced with the line read from the user-in file.

FORMAT:
18
Example:
T/ENTER YOUR NAME/
A!R!F
These directives are in the buffer that is being executed.
There will be the following message on the terminal:
ENTER YOUR NAME
You will respond with your name, i.e., Jane Jones.
Following the current line in the current buffer will be:
Jane Jones

\section*{BUFFER STATUS}

\section*{BUFEER STATUS ( \(X\) )}

Cause a message of the status of each buffer currently in use. The current line is not changed.

FORMAT: . .. s.iさl
X
\[
5 \quad 5
\]

DESCRIPTION:
The following information is designated:
- Name of each buffer. The original current buffer is always named 0 .
- Number of lines in each buffer.
- Indicator as to which buffer is the current buffer. The name of the current buffer is preceded by \(->\).

If a buffer has been read into and/or written from, the message includes the pathname specified in the last read or write.

If the contents of the current buffer have been modified (i.e., in the message, MOD is designated before its name), all of the following conditions must exist:
- Lines from an existing file have been read into the current buffer via a Read directive or the contents of the current buffer have been written to a file.
- The contents of the buffer were modified via one or more Line Editor directives.

Each message has the following format:
\begin{tabular}{cccc}
\begin{tabular}{c} 
number of lines \\
[number of lines
\end{tabular} & \begin{tabular}{c}
\(->[M O D]\) \\
[MOD]
\end{tabular} & \begin{tabular}{c} 
(buffer-name) \\
(buffer-name)
\end{tabular} & \begin{tabular}{c} 
[pathname] \\
[pathname]
\end{tabular} \\
\(\vdots\) & \(\vdots\) & \(\vdots\)
\end{tabular}

\section*{Example:}

This example illustrates usage of the buffer status directive. The file USE, which is in the working directory, comprises the following lines:
(1) AAA (current line)
(2) BBB
(3) CCC
(4) DDD

R USE
Read the contents of USE into the current buffer, which is named 0 .

1, \({ }^{\text {S }}\) *BBB*XXX*
Search the first line through the last line in the current buffer and changes each occurrence of BBB to XXX. After this directive is executed, the current buffer will contain:
(1) AAA
(2) XXX
(3) CCC
(4) DDD
3.4M2

Move lines 3 and 4 of the current buffer into auxiliary buffer 2. After this directive is executed, the current buffer will contain:
(1) AAA
(2) XXX

Auxiliary buffer 2 will contain:
(1) CCC
(2) DDD
\(x\)
Request the status of each buffer currently in use. The following message will be issued:
2
2 \(\rightarrow\) MOD \begin{tabular}{l} 
(0) \\
\((2)\)
\end{tabular}

\section*{CHANGE BUFFER}

\section*{- -}

\section*{CHANGE BUEFER (BX)}

Designate that a specified auxiliary buffer is to become the current buffer. The previously designated current buffer becomes an auxiliary buffer.

After this directive is executed, lines can be written from the new current buffer to a file.

FORMAT:
Bx
ARGUMENT:

X
Buffer name. The name must be 1 to 6 ASCII characters. If the name comprises more than a single character, the name must be enclosed within parentheses; otherwise, the * parentheses are optional. The original current buffer \(\therefore\) name is 0. This name can never be altered. An auxiliary buffer name, once specified, cannot be altered during the current Line Editor session.

 E3

This directive designates that auxiliary buffer 3 is the current buffer. If desired, lines can now be written from this buffer to a file.

\section*{CHANGE ORIGIN OF TEXT DURING EDIT MODE}

\section*{CHANGE ORIGLN OF TEXT DURING EDIT MODE_(1B)}

Cause the Line Editor to read subsequent directives from a specified auxiliary buffer. !B can be specified within an expression, pathname, text to be typed (i.e. in the type directive), or as a directive. When the Line Editor encounters this sequence in an expression, pathname, or text, the entire escape sequence is removed from the input stream and replaced with the literal contents of the first line of the specified buffer; if ! \(B\) is a directive, the input stream is replaced with the entire literal contents of the specified buffer. If another is escape sequence is encountered while accepting input from buffer \(x\), the newly encountered escape sequence will also be replaced by the contents of its named buffer.

The buffer to which the input stream is redirected may contain Line Editor requests, literal text, or both. If the Line Editor is executing a request obtained from an auxiliary buffer and an error occurs, the usual error comment is suppressed and the remaining contents of that buffer are skipped. Control returns to the statement immediately following the !B escape sequence that called the auxiliary buffer. For example, if one thinks of the escape sequence ! \(B(x)\) as a subroutine call statement, the failure to match a regular expression specified by some request in buffer \(x\) may be thought of as a return statement. Once the last commands in the auxiliary buffer have been processed, control returns to the statement immediately following the 18 escape sequence that called the auxiliary buffer.

The buffer name may be in the format (ARGn), where \(n\) is a number from 1 to 9 that refers to the nth argument that followed the -ARG argument of the \(E D\) command. The escape sequence is replaced with the first (or only) line of the buffer (ARGn) created during initialization of the Line Editor.

FORMAT:
1Bx
ARGUMENT:

\section*{x}

Name of the buffer that contains subsequent Line Editor text. The buffer name must be 1 through 6 ASCII characters. if the buffer name comprises more than a single character, the name must be enclosed within parentheses; otherwise, the parentheses are optional.

IB(TEST) to
In this example, the contents of the current buffer and the auxiliary buffer named TEST are:

Current buffer:
(1) A
(2) \(B\)
(3) A
(4) D
(5) E

Auxiliary buffer:
\(1 . S S / A / X /\)

This Substitute directive designates that in the current buffer all occurrences of \(A\) be replaced with \(X\). After the Substitute directive is executed, the current buffer will contain:
(1) \(x\)
(2) B
(3) \(X\)
(4) D
(5) E

The auxiliary buffer named TEST will contain:
1, \(\$ 5 / A / X /\)
Example 2: !B Within an Expression
2S/AAA/!B2/
This Substitute directive designates that in the second line of the current buffer, each occurrence of AAA should be replaced with the first line of auxiliary buffer 2 .
The contents of the current buffer and auxiliary buffer 2 are: Current buffer:
(1) AAABBB
(2) CCCAAA
(3) XXXYYY

Auxiliary buffer 2:
DDD EEE

After the Substitute directive is executed, the current buffer contains:
(1) AAABBB

(2) CCCDDD
(3) XXXYYY

Example 3: ! B Within Text to be Typed
T/!B2/
This Type directive (which is described later in this section) requests that the first line of auxiliary buffer B2 be displayed on the user-out file.

Example 4: Buffer Name (ARGn)
The ED command includes the argument -ARG ABC "MY NAME" XYZ
S/DEF/!B(ARG3)/
This Substitute directive searches the current line and replaces each occurrence of DEF with XYZ (i.e., the third argument following -ARG in the \(E D\) command).

\[
\therefore \therefore \operatorname{Ac} .
\]


\section*{CHANGE ORIGIN OF TEXT \\ DURING INPUT MODE}

\section*{CHANGE ORIGIN OF TEXT_DURING INPUT MODE (IBL}

Cause the Line Editor to accept subsequent text from a specified auxiliary buffer. The escape sequence \(1 B\) can appear within text of an Input directive,

When the Line Editor encounters \(!B\), the entire escape sequence is removed from the input stream and replaced with the literal contents of the specified buffer. If another ! B escape sequence is encountered after accepting text from the specified buffer, the newly encountered escape sequence will also be replaced with the contents of the named buffer.

FORMAT:

ARGUMENT:
x


Name of the buffer that contains subsequent Line Editor
text. The buffer name must be 1 through 6 ASCII
characters. If the buffer name comprises more than a
single character, the name must be enclosed within
parentheses; otherwise, the parentheses are optional.
Example:
/D/I
! \(\mathrm{B}(\) TEST) F
In this example, the contents of the current buffer and the auxiliary buffer named TEST are:

Auxiliary buffer:
(1) \(x\)
(2) \(Y\)
(3) 2

Current buffer:
(1) A
(2) B
(3) C
(4) D
(5) E

This Insert directive designates that the contents of the auxiliary buffer named TEST be inserted into the current buffer before the line that contains D.

After the Insert directive is executed, the current buffer will contain:


The auxiliary buffer named TEST will contain:
(1) \(x\)
(2) \(Y\)
(3) 2
'

\section*{COPY（K）}

Write into a specified auxiliary buffer a single line or consecutive lines contained in the current buffer．The lines in the current buffer are not deleted；i．e．，the lines are in both the current and the auxiliary buffers．Any lines previously in the auxiliary buffer are destroyed during execution of the Copy directive．

After the Copy directive is executed，the current line in the current buffer is the line immediately after the last line moved to the auxiliary buffer．There is no current line in the auxil－ iary buffer until that auxiliary buffer is changed to the current buffer via a change buffer directive．

FORMAT：
\[
\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{l}
i \\
i
\end{array}\right\}^{\mathrm{ad} \mathrm{r}_{2}}\right]\right] \mathrm{Kx}
\]

ARGUMENTS ：
\(a d r\),
Address of the first line to be written into the specified auxiliary buffer．Default：Current line．
\(\mathrm{adr}_{2}\)
Address of the last line to be written into the specified auxiliary buffer．Default：adr．．

NOTE
If both \(\mathrm{adr}_{1}\) and adr \(\mathrm{r}_{2}\) are omitted，only the current line is written into the specified auxiliary buffer．
x
Name of the auxiliary buffer into which the specified line（s）will be written．The name must be 1 through 16 ASCII characters．If the name comprises more than a single character，the name must be enclosed within paren－ theses；otherwise，the parentheses are optional．

Example:
1.3R(52)

This Copy directive copies into auxiliary buffer 52 lines l through 3 in the current buffer. The contents of the current buffer ase:
(1) FIRST (current dine)
(2) SECOND
(3) THIRD
(4) FOURTH

After the Copy directive is executed, the contents of the current buffer are unchanged, but the current line is line number 4. Auxiliary buffer 52 will contain:
(1) FIRST
(2) SECOND
(3) THIRD
-

\section*{COPY-APPEND}

\section*{COPY-APPEND (IK)}

Write a line or lines from the current buffer to an auxiliary buffer without destroying the contents of the auxiliary buffer. The lines copied from the current buffer are appended to the contents of the auxiliary buffer. The lines written are also retained in the current buffer.

After the Copy-Append directive is executed, the current line in the current buffer is the line immediately after the last line written to the auxiliary buffer or the last line in the buffer. There is no current line in the auxiliary buffer.

FORMAT:

ARGUMENTS: .
\(a d r\),
Address of the first line to be written to the specified auxiliary buffer. Default: Current line.
\(a d r_{2}\)
Address of the last line to be written to the specified auxiliary buffer. Default: adr,

NOTE
If both addresses are omitted, only the current line is written to the auxiliary buffer.
\(x\)
Name of the auxiliary buffer into which the specified line(s) will be written. The name must be from'l to 16 ASCII characters. If the name is more than one character, it must be enclosed within parentheses; otherwise, parentheses are optional.

Example:


This directive appends lines 1 through 3 of the current buffer to the contents of auxiliary buffer ABUF. Thus, if the cursent buffer and \(A B U\) contain the following lines prior to execution:
current ABUF
\begin{tabular}{ll} 
(1) AAA (cusrent line) & (1) MMM \\
(2) BBB & (2) NNN \\
(3) CCC & \\
(4) DDD &
\end{tabular}

They will contair the following after execution:

Current
(1) AAA
(2) BBB
(3) \(\operatorname{CCC}\)
(4) DDD (current line)
(1) AAA (current line)
(1) MMM
(2) NNN
(3) CCC
(4) DDD
\[
\therefore \sin
\]

ABUE
(I) MMM
(2) NNN
(3) AAA
(4) BBB
(5) CCC
(5)

\[
\begin{aligned}
& \text {. . i ix. : 9a } \\
& 97
\end{aligned}
\]

\section*{DESTROY}

\section*{DESTROY ( \({ }^{\text {AB) }}\)}

Release a specified auxiliary buffer's file space. Any buffer other than buffer 0 and the current buffer may be removed; if the current buffer name is specified, the directive is ignored and an error message is issued.

FORMAT:

ARGUMENT:

\(x\)
Name of the auxiliary buffer to be destroyed. The name must be from 1 to 6 ASCII characters. If the name comprises more than one character, it must be enclosed within parentheses; otherwise, parentheses are optional.

Example:
\({ }^{\wedge} B(A X)\)
This Destroy directive removes buffer AX. : :
itis
\({ }^{24} \cdot=\therefore \quad 202\)
-
:.......



\section*{MOVE}

MOVE (M)
Move a single line or consecutive lines from the current buffer to a specified auxiliary buffer; the lines no longer exist in the current buffer. If the auxiliary buffer already contains lines, those lines are destroyed.

After the Move directive is executed, the current line in the curcent buffer is the ine after the last line moved to the auxiliary buffer or the last line in the buffer. There is no current line in the auxiliary buffer.

FORMAT:
\[
\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{l}
i \\
0
\end{array}\right\}^{\mathrm{ad} r_{2}}\right]\right]^{M x}
\]

ARGUMENTS:
\(a d r_{1}\)
Address of the first line to be moved from current buffer to auxiliary buffer.
\[
x_{i} ;
\]

Default: Current line.
\(a d r_{2}\)
Address of the last line to be moved from current buffer to auxiliary buffer.

Default: adr, .

\section*{NOTE}

If both \(a d r_{1}\) and adr \(r_{2}\) are omitted, only the current line is moved from the current buffer to the auxiliary buffer.
x
Name of the auxiliary buffer to which the specified line (s) will be moved. The name must be 1 through 6 ASCII characters. If the name comprises more than a single character, the name must be enclosed within parentheses; otherwise, the parentheses are optional.

\section*{Example:}
\[
\begin{aligned}
& \text { 1,3M5 }
\end{aligned}
\]

This Move directive moves lines 1 through 3 from the current buffer to the auxiliary buffer named 5. In this example, the contents of the current buffer are:
(1) FIRST (current jine)
(2) SECOND
(3) THIRD
(4) FOURTH

After the Move directive is executed, the current buffer will contain:
(1) FOURTH (current line)

Auxiliary buffer 5 will contain:
(1) FIRST
(2) SECOND
(3) THIRD

\section*{MOVE-APPEND}

\section*{MOVE APPEEND (1M1}

Move one or more lines of rext from the current buffer to the specified auxiliary buffer. The lines are appended to the existing contents of the auxiliary buffer; the existing contents of the auxiliary buffer are not overlaid. If the auxiliary buffer contains no text, the lines are placed in the auxiliary buffer starting at line l. The lines moved are deleted from the current buffer.

FORMAT:
\[
\left[\operatorname{adr_{1}}\left[\begin{array}{ll}
{[f} \\
i & \\
& a d r_{2} \\
\hline
\end{array}\right]\right] \operatorname{lmx}
\]

ARGUMENTS:
\(a d r_{1}\)
Address of the first line to be moved from the current buffer to the auxiliary buffer. Default: Current line. \(a d r_{2}\)

Address of the last line to be moved from the current buffer to the auxiliary buffer. Default: adr,

NOTE
If both \(\mathrm{adr}_{1}\) and adr \(r_{2}\) are omitted, only the current line is moved from the current buffer to the auxiliary buffer.

\section*{天}

Name of the auxiliary buffer to which the specified line(s) will be moved. The name must be 1 through 6 ASCII characters. A name of more than one character must be enclosed in parentheses; otherwise, parentheses are optional.

Example:
1.3! M (500Z)

This directive appends lines 1 through 3 to the contents of auxiliary buffer SOOZ. If the contents of the buffers are as follows prior to the move:


\section*{LINE ERITOR DERUGGING DIRECTIVES}

The functions of line Editor debugging directives are:
- Print contents of specified line(s) on the terminal (Hexadecimal Dump directive)
- Display, on the user out file, the last specified regular expression (ZREGEXP directive)
- Display each directive line before it is executed (ZTRACE directive).
\(\pi\)


\section*{HEXADECIMAL DUMP}

Print the contents of specified line(s) on the terminal in both hexadecimal and ASCII formats. The output format consists of the line number, the length (number of characters) expressed in hexadecimal, eight words in hexadecimal format, and eight words in ASCII format.

The display of each buffer line is separated from following displays by a blank line. If a buffer line is too long to be displayed on a single line, it is continued on the next line, with no blank line separation.

After this directive is executed, the current line is the last (or only) line printed.

FORMAT:
\[
\left[\operatorname{adr_{1}}\left[\left\{\begin{array}{ll}
i \\
i
\end{array}\right) \quad \begin{array}{ll} 
& a d r_{2}
\end{array}\right]\right]^{\mathrm{ZDUMP}}
\]

ARGUMENTS:
\(a d r_{1}\)
Address of the first buffer line to be dumped.
Default: Current line.
\(\mathrm{adr} \mathbf{r}_{2}\)
Address of the last buffer line to be dumped.
Default: adrı.
NOTE
If both addresses are omitted, only the current line will be dumped.

\section*{Example:}

The contents of lines 1 and 2 of the current buffer are:
(1) START EDIT
(2) VDEF ZFVER,X'3031'

1,22DUMP

This Hexadecimal Dump directive produces the following output at the terminal:
```

0001 000A 5354 4152 5420 454444954

- START EDIT

```

0002001256444546 205A 46564552 2C58 27333033 VDEF ZFVER,X'303 3127 \(1{ }^{\prime}\)

Thus, 0001 indicates line number \(1 ; 000 \mathrm{~A}\) indicates a length of 10 characters (A ) followed by the hexadecimal equivalent of START EDIT. A blank line is followed by the dump of line 2 , with a length of 18 characters (12). Because nine words are required to fully dump the line, the output continues on the next line of the terminal, with no blank line intervening.

\[
.05 \quad
\]

\section*{ZREGEXP}

\section*{2REGEXP}

Display the last specified expression on the user-out file. The current line is not changed.

2REGEXP
Example:
S/ABC/DEF/
2REGEXP

This ZREGEXP directive displays the last specified expression, i.e., /ABC/.


\section*{ZTRACE}

\section*{2TRACE}

Display each directive line on the user-out file before it is executed.

FORMAT:
```

2TRACE {$$
\begin{array}{l}{ON}\\{OFF}\end{array}
$$}

```

ARGUMENTS:
ON Each directive line is displayed before it is executed.
OFF Subsequent lines are not displayed before they are executed.

\section*{Example:}

This example illustrates a program that includes an ED command to load the Line Editor and a 2TRACE ON directive. Following is a printout of the line Editor output.

Program including ED command and 2TRACE ON directive:
```

1 RL DIRECTORY
2 FO DIRECTORY
3 WS \& ${ }^{\text {"LS }}$-BF"
4 FO
5 \&A
6 ED
7 2TRACE ON
8 Bl
9 I
10 R DIRECTORY
$11 \mathrm{GD} /{ }^{\circ} \& /$
12 GD/*. ENTRY NAME TYPE\$/
13 GD/ DS/
14 1. $\$ S^{\circ}$. //
15 1,\$S/^DIRECTORY: . //
16 \$N
17 :C ?/A"/iM(2)

```

```

$19 ?+1 . \infty 1 N>C$
20 */م/D!F
21 Bo
22 ! 11
23 W DIRECTORY
24 Q

```
```

25 ED -NBS -LL 160
26 R DIRECTORY
27 1,$S/..$/
28 1,$S/^
29 1,$S/!.*$//
30 1,$S/^/!H00/
31 W DIRECTORY
32 Q
33 SORT -IN SORT_CMD_SD -FF
34 FO >SPD>LPTOO
35 PR SORTED_DIR -LL 132
36 F0

```

Line Editor output:
EDIT-0200-09/11/0948
**EDIT** BI
**EDIT** I
**INPUT** R DIRECTORY
**INPUT** GD/^ \(\$\)
**INPUT** GD/*. ENTRY NAME TYPE\$/
**INPUT** GD/ DS/
**INPUT** \(1, \$ S / \wedge\). //
**INPUT** \(1, \$ 5 /{ }^{\text {a }}\) DIRECTORY: . //
**INPUT** \(\$ \mathrm{~N}\)
**INPUT**:C ? /an/im(2)
**INPUT**:D**/^^/S/^.*\$/\&!C!B2>\&/?+1; >D
**INPUT** ? \(+1,-1 \mathrm{~N}>\mathrm{C}\)
**INPUT** */~~/D!F
**EDIT** BO
**EDIT** !BI
**EDIT** R DIRECTORY
**EDIT** GD/A \(\$ /\)
**EDIT** GD/^. ENTRY NAME TYPES/
**EDIT** GD/ DS/
**EDIT** 1,\$S/^. //
**EDIT** 1,\$S/^DIRECTORY: . //
**EDIT** \(\$ \mathrm{~N}\)
**EDIT** :C ?/~^/;M(2)
**EDIT** : D ^*/a^/S/^.* \(\$ / \&!B 2>\& / ?+1 ;>D\)
**EDIT** : D **/^^/S/^.*\$/\&!B2>\&/?+1; >D
**EDIT** :D"*/"~/S/^**/\&!B2>\&/?+1: >D
**EDIT** ?+1,-1N>C
**EDIT** :C ?/^^/:M(2)

**EDIT** :D **/^^/S/^*\$/\&!B2>\&/?+1; >D
**EDIT** :D "*/^^/S/^.*\$/\&!B2>\&/?+1; \(>\mathrm{D}\)
**EDIT** ?+1,-1N>C
**EDIT** :C ?/^"/;M(2)
**EDIT** : D ^*/^^/S/^.*\$/\&!B2>\&/?+1; >D
**EDIT** : D ^*/^^/S/^.*\$/\&!B2>\&/?+1; >D
```

**EDIT** :D"*/^^/S/^*\$/\&!B2>\&/?+1; >D
**EDIT** ? $+1,-1 \mathrm{~N}>\mathrm{C}$
**EDIT** */*~/D
**EDIM** W DIRECTORY

```

```

    を.がこ。
    ،
    ```
    \(\ldots\)
    \(.2 y\) ix
    - + .

                                    \(\because \because\)
    m. \(n \cdot\)
    ". ※ *"

    5-92

\section*{ITNE EDITOR PROGRAMMING DIRECTIVES}

Line Editor programming directives cause conditional execution of subsequent directives, change the location of subsequent Line Editor input, and display a line of text on the user-out file. Programming directives can be in the directive input file (specified in the -IN path argument of the ED command) or an auxiliary buffer, or they can be entered through a terminal.

Each conditional directive includes one or more other Line Editor directives. The directives must be on a single line. If the specified condition exists, the subsequent embedded directive(s) are executed. The following conditions can be tested:
- Does specified line exist (Address Prefix directive)
- Does current buffer contain data (If Empty and If Data directives)
- Is current line a specified line (If Line and If Not Line directives)
- Is current line within specified lines (If Range and If Not Range directives)
- Is specified expression within specified lines (Search and Search Not directives).

Programming directives also have the following capabilities:
- Change location from which Line Editor accepts subsequent directives (Go To directive)
- Define location that can be the endpoint of a Go To directive (Label directive)
- Display a line of text on the user-out file (Type directive).

NOTE
If a directive format comprises multiple directives, the directives may be separated by spaces for readability.


\section*{ADDRESS PREFIX}

\section*{ADDRESS PREEIX (2)}

Execute the directives contained in the Address Prefix Line if the specified line exists in the current buffer; otherwise, they are not.

FORMAT:
?adr \(\left\{\begin{array}{l}; \\ ,\end{array}\right\}\) directive [directivel ...
ARGUMENTS:
adr
Address of the line for which the Line Editor will search. NOTE : :

If adr is immediately followed by a semicolon, adr becomes the current ine. If adr is immediately followed by a comma, the current line is not changed.
directive
Any Line Editor directive(s); they are executed only if the specified line is found.

Example 1:
?8; P
This Address Prefix directive specifies that if there is a line 8 in the curcent buffer, print the contents of that line; that line will become the current line.

Example 2:
In this example, the contents of the current buffer are:
(I) DEFGHI
(2) \(A B C X Y Z\)
(3) ABCGGG (current line)
?/ABC/:S/ABC/DEF/
This Address Prefix directive designates that if there is a line that contains \(A B C\), make that line the current line, and in that line replace each occurrence of \(A B C\) with \(D E F\).

After this directive is executed，the current buffer will 3 contain：
（1）DEFGHI
（2）DEFXYZ（current line）
（3）ABCGGG
\[
\begin{aligned}
& 3 \mathrm{~B}
\end{aligned}
\]
\[
\begin{aligned}
& \text {, 3.8. }
\end{aligned}
\]
\[
\begin{aligned}
& \text { - } 13
\end{aligned}
\]
\[
\begin{aligned}
& \geq d
\end{aligned}
\]
\[
\begin{aligned}
& \because
\end{aligned}
\]
\[
\begin{aligned}
& .7
\end{aligned}
\]

\section*{GO TO}

GO TO ( \(>1\)
Change the location from which the Line Editor accepes subsequent directives.

If the Go To directive is encountered in the buffer that is currently being executed, the Line Editor accepts subsequent directives from a specified location in that buffer. The location must have been previously defined in that buffer by a label directive.

If the Go To directive is entered interactively, only directives in the current directive line are used.

FORMAT:
>label
ARGUMENT:
label
Location to which control is transferred; the Line Editor accepts subsequent directives from this location.

If the label comprises multiple characters, they must be enclosed within parentheses; otherwise, the parentheses are optional.

Example 1:
In this example, the contents of the current buffer are:
(1) EAST ROCKAWAY, NY
(2) LONG BEACH, NY
(3) BRIGHTON, MASS
(4) ANDOVER, MASS
(5) HEWLETT, NY

Buffer 2 contains the following directives:
: (REPEAT) 1, \(\$ \mathrm{P}\)
Assign label REPEAT to Print directive line.
1,\$S/MASS\$/MASSACHUSETTS/P
Substitute each occurrence of MASS at the end of a line with MASSACHUSETTS and prints the contents of the last line in the buffer (i.e., line number 5).
sTh. . .

NOTE
When the Line Editor searches the buffer the second time and does not find MASS at the end of a line, control returns to the previous buffer or to the terminal.

Substitute each occurrence of NY with NEW YORK and prints the contents of all lines (i.e., lines 1 through 5).

Example 2:
\(: A ? / A B C / ; S / A B C / D E F / P>A\)
If this directive is entered interactively, the following actions take place. The information to the right of each action indicates how the action is requested in the directive line。

Assign label A to directive line. :A
If \(A B C\) exists, take the subsequent actions. \(\quad\) ?/ \(A B C /\)
Change the current line to the location of \(A B C\). ; preceding the substitute directive

Replace each occurrence of \(A B C\) with DEF. S/ABC/DEF/
Print the current line. \(P\)
Go to line A (i.e., reexecute the same directive line) >A
After all lines containing \(A B C\) have been acted upon (i.e., each occurrence of \(A B C\) has been replaced with DEF and the resulting lines printed), control returns to the next directive entered interactively.

\section*{IF DATA}

\section*{IF DATA (进)}

Execute the disectives contained on the If Data directive line if the current buffer contains data; otherwise, they are not.

FORMAT:

ARGUMENT:
\(\therefore \quad \therefore\)
directive
Any Line Editor directive(s); they are executed only if the current buffer contains data.

\section*{IF EMPTY}

\section*{IF EMPTY ("*)}

Execute the directives contained in the If Empty directive line if the current buffer is empty; otherwise, they are not executed.

FORMAT:

ARGUMENT:
directive
Any Line Editor directive(s); they are executed only if the current buffer does not contain data.


\section*{IF LINE}

\section*{IF LINE (adek)}

Execute the directives contained on the If Line Directive line if the curcent line is the specified line; otherwise, they are not executed.

GORMAT:
```

adr\#directive [directivel

```

ARGUMENTS:
adr
Address of the line being checked to see if it is the current line.
directive
Any Line Editor directive(s): they are executed only if the specified line is the current line.

\section*{IENOTMINE (adr *)}

Execute the directives on the If Not Line directive line if the current line is not the specified line; otherwise, they are not executed.

FORMAT:
.?
adr* \({ }^{*}\) directive [directive]
\(73+2.554: 2\)

ARGUMENTS:
adr
26.

Address of the line being checked to see if it is the current line.
directive
Any Line Editor directive(s); they are executed only if the specified line is not the current line.
\[
\dot{c}_{i}, A_{i} \text {. }
\]

\section*{IF RANGE}

\section*{IE RANGE (adr(s)_(1)}

Execute the directives on the If Range directive line if the current line is within specified lines; otherwise, they are not executed.

FORMAT:


ARGUMENTS : A adr. \(\quad\) ins

Address of the first line to be searched.
\(\mathrm{adr}_{2}\)
Address of the last line to be searched.
directive
Any Line Editor directive(s): they are executed only if the current line is within addresses adr through adr . The current line is unchanged.

\section*{IF NOT RANGE}

IF NOT RANGE (adrs A A)
~.....
Execute the directives on the If Not Range directive line if the current line is not within specified lines; otherwise, they are not executed.

FORMAT:

ARGUNENTS:
\(a d r_{1}\)
Address of the first line to be searched. \(a d r_{2}\)

Address of the last line to be searched.
directive
Any Line Editor directive(s); they are executed only if the current line is not within addresses adr through \(\mathrm{adr}_{3}\). The current line is unchanged.
\[
f, \quad 9 \%=2
\]

Example:
\[
1,10^{\wedge} \# \text { S/yes/no/ }
\]

This If Not Range directive specifies that if the current line is not within lines 1 through 10 , in the current line substitute each occurrence of "yes" with "no".

\section*{SEARCH}

\section*{SEARCH (*)}

Execute the directives on the search directive line if a specified expression is within specified lines; otherwise, they are not executed.

FORMAT:
adryin \(\left.\begin{array}{l}i \\ 1\end{array}\right\}^{a d r_{2} * / r e g e x p / d i r e c t i v e ~[d i r e c t i v e] ~ . . . ~}\)
ARGUMENTS:
\(a d r_{1}\)
Address of the first line to be searched for the regular expression. Default: Current line.


Address of the last line to be searched for the regular expression. Default: adr,

9\%: 4..3).5
NOTE
If both adr \(r_{1}\) and \(a d r_{2}\) are omitted, only the current line is searched.
regexp
String of characters for which the Line Editor is searching.
directive
Any Line Editor directive(s); they are executed only if the specified expression is within the specified addresses.

\section*{SEARCH_NOT (^*)}

Execute the directives on the Search Not directive line if a specified expression is not within specified lines; otherwise, they are not executed. The current line is unchanged.

FORMAT:

ARGUMENTS:
\(a d r_{1}\)
Address of the first line to be searched for the regular expression. Default: Current line.
\(\mathrm{adr}_{2}\)
Address of the last line to be searched for the regular expression. Default: adr \({ }_{1}\).

NOTE
If both adr and adr \(r_{2}\) are omitted, the directives are executed only if the regular expression is not in the current line.
regexp
String of characters for which the Line Editor is searching.
directive
Any Line Editor directive(s); they are executed only if the specified expression is not within the specified addresses. The current line is unchanged.

\section*{LABEL}

\section*{LABEL (: )}

Define a location to which the Line Editor can be directed (via a Go To directive) for subsequent directives. If a Go To directive is entered interactively, only the current directive line is searched for the label. The Label directive must be specified at the beginning of a line.

FORMAT:
:labeldirective [directive] ...
ARGUMENTS:
label
10m
Location that can be the argument value of a Go To statement; i.e.s a location to which control can be transfersed. If multiple characters constitute the label, they must be enclosed within parentheses; otherwise, parentheses are optional.
directive
Any Line Editor directive(s): they are executed when control passes to the specified label.
\[
\text { 4, } \mathrm{E} \quad \mathrm{~F}
\]

\section*{TYPE_(T)}

Display a line of text on the user-out file. If the optional exclamation point (!) is specified in the directive format, the next input or output will appear immediately after the printout, on the same line; otherwise, the next printouts are on subsequent lines.

FORMAT:
[l]T/text/
ARGUMENTS: "
1...." \(=\)
(Delimiter) Can be any nonblank character, but the same character must be used in each place where a delimiter is required.
text
Text to be displayed. Default: One blank line. .
Example 1:
T/IDENTIFICATION NUMBER/
This Type directive prints IDENTIFICATION NUMBER. Since the optional exclamation point was not specified, subsequent input or output will appear on subsequent lines.

Example 2:
\(\therefore \quad \therefore\) ITIDENTIFICATION NUMBER !B2/
This Type directive prints IDENTIFICATION NUMBER and the contents of auxiliary buffer B2. If B2 contains FOR THIS YEAR, the printout will be: IDENTIFICATION NUMBER FOR THIS YEAR. Since the directive name \(T\) was immediately preceded by an exclamation point, the next input or output will appear immediately after the printout, on the same line.

\section*{PROGRAMMING CONSIDERATIONS}
1. Tabbing causes embedded tab characters to be replaced with the appropriate number of spaces so that printed output on a grinter or terminal has "tab stops" at character position 11 and at every subsequent 10 character positions. Tab characters can be entered into Assembly language source lines by pressing CTRL I on the terminal device while entering insert and/or substitute directive(s). CTRL I is a nonprinting tab character that has a hexadecimal value of 09. Tabbing is not apparent until a printout occurs.
2. The Line Editor uses a minimum of two temporary work files in the working directory. These files are created by the Line Editor when the Line Editor is invoked; they exist only during the current execution of the Line Editor. A minimum of 16 diskette or 8 cartridge sectors must be available in the working directory for temporary work files. Additional temporary files are created for each auxiliary buffer used; the number of temporary files is limited by the space available in the working directory.
3. If you specify a buffer name comprising more than a single character and omit the parentheses, only the first character is considered the buffer name; subsequent characters are treated as directives.
4. If a file manager ercor (190223, lack of space) or a physical error (190107) is encountered, use the Quit directive to exit from the line Editor, and restart after the problem has been corrected. Attempting to recover by other means (such as the escape sequences) may cause unspecified results. If an error occurs while processing a work file (this situation is indicated by an error message that is not followed by a file name), the line Editor may terminate processing and a fatal error message is issued.
5. An error occurs if the maximum number of lines that the Line Editor will accept in a program has been reached. Control is returned to command level.


\section*{Section 6 \\ LINKER}
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\section*{OVERVIEW}

The Linker combines object units created by the language processors (compilers and the Assembler) into a bound unit that you can then execute. During a single execution of the Linker, a single bound unit is created. A bound unit contains a root or a root with one or more overlays. The root and overlays cannot exceed the physical memory available in your system's configuration.

\section*{LINKER EUNCTIONS}

The Linker functions are:
- CREATE A BOUND UNIT -- A bound unit is the output file that results from Linker execution. The bound unit is an executable program.
- BUILD A SYMBOL TABLE -- During the linking process, the Linker builds an internal symbol table used for: resolving external references. You can define a symbol within an object unit or by using Linker directives defined later in this section.
- PRODUCE A LISTING - - The linker listing has two parts, a dynamic part and a static part.
- The dynamic part is generated continuously and contains information about each object unit linked, the directives used, and a summary.
- The static part is produced in response to the MAP or MAPU directive and is a picture of the state of the Iink when the MAP(0) directive is processed. It lists the external definitions currently in the symbol table and the undefined external references, if any exist.

During the link process, summary information about the bound unit is automatically output to a list file. The format of this information is:
-
- HIGHEST OVERLAY NUMBER: 2

LAF



REY: \(S=S H A R E A B L E ; ~ F=F L O A T I N G ; I=C O N I C A I N S\) AN IMA; U=CONTAINED AN UNDEFINED REFERENCE; ->EIN-LINE DIRECTIVE; (....l=EMBEDDED DIRECTIVE

SIRE OF ROOT AND EIXED OVERLAYS: 000060
LAST BU RECORD NUMBER: 4

LINR DONE

- RESOLVE EXTERNAL REFERENCES -- The Linker resolves addresses or values of external symbol references in object units being linked. To do this, the Linker uses external definitions found in the object units or declared by the LDEF or VDEF directives. (LDEF and VDEF are described fully later.) When a bound unit is linked, the unresolved external references are listed at the end of the link map. If unresolved external references exist at the end of the list, an error message is displayed on the error-out file, usually the terminal.

\footnotetext{
* Each control interval (logical record on the bound unit file) has a size of 256 bytes (128 words).
**This line only appears if common has been gathered into one contiguous area. The -R ECL parameter was specified.
\({ }^{\dagger}\) This line repeated for each overlay.
}

\section*{LINKER DIRECTIVE CATEGORIES}

The Linker directive set may be grouped into eight functional categories described in the following paragraphs.

\section*{Specifying obiect Unit(s) to be Linked}

LINK, LINKN, LINKnn, and LINKO designate that one or more specified object units are to be linked. Object units specified in LINK directives are not linked immediately; their names are put into a link request list. Once a directive has been entered which requires that all preceding link requests are honored, linking begins. Specified object units in the primary input directory are linked before specified object units in the secondary input directory; within each directory, the object units are linked in the order in which they were requested.

LINKN causes the Linker to link object units already named in the link request list, and then to link object units specified in the LINKN directive in the order in which they were requested.

LINKO performs in the same manner as LINKN, except that all embedded directives in the named object unit(s) are ignored by the Linker. LINKnn is a special form of LINKN used to perform selective linking.

Specifying Location(s) of object Unit(s) to be Linked
Object units to be linked must be in at least one directory. The Linker searches the primary directory first, proceeding to the secondary, and tertiary directories if they exist. When the Linker is loaded into memory, the primary directory is the working directory, and there are no other directories. The directives used to specify location(s) of object unit(s) to be linked are listed below.

IN is used to designate a different directory as the primary directory.

LIB is used to designate a directory as the secondary directory.

LIB2 is used to designate the third directory to be searched.
LIB3 is used to designate the fourth directory to be searched.

LIB4 is used to designate the fifth directory to be searched.
LSR is used to request a list of the directories in the order in which they are to be searched.

RETURN may be used in an INCLUDE file. It acts like an EOF; it returns the Linker to USER=IN. Return provides a way to signal EOF from a usermerminal.

INCLUDE is used to cause the Linker to accept Linker directives from the indicated pathname rather than USER-IN. When the Linker encounters EOF of RETURN in the INCLUDE file, it returns to seek dicectives from USER-IN.

Creating a Root and Optional Overlay(s) ; . \(\%\);
START is used to specify the relative address at which the root or overlay will begin executing when it is loaded into memory by the Loader.

BASE is used to define relative addresses (within the bound unit) for subsequent object units to be linked. Note that when the lowest address of a root or overlay has been established (i.e., an object unit has been linked), it is invalid to define a lower BASE address within the root or overlay.

OVLY is used to name the nonfloatable overlay that follows, and designates the end of the preceding root or overlay.

FLOVLY is used to name the floatable overlay that follows, and designates the end of the preceding root or overlay.

CC permits a COBOL program that used CALL and CANCEL statements to call overlays by their names.

IST is used to identify the beginning of initialization code in the root.

SHARE is used to designate that the bound unit is sharable within the task group.

QUIT is used to designate that the last Linker directive has been entered. Execution of the Linker terminates after the bound unit has been created.

FLOATB6 is used to suppress certain error checking on local common references when the \(-R\) Linker argument has not been specified. Local common references are relocated as if B ( pointed to the base of the containing overlay.

STACK is used to specify the size of the stack area.
GSHARE is used to specify that the bound unit is globally sharable.

SEG is used to specify that the subsequent object unit is to be linked into one or two physical segments in memory.

SYS is used to designate that the bound unit can be loaded into the system area as part of the system.

LINK, LINKN, and LINKO are used to specify those object units to be linked. The order in which specified object units are linked, and when they are linked, is determined by the link directive used.

\section*{Producing_Link Map(s)}

LDEF is used to assign a relative location to an external symbol. When a symbol is defined, its definition is put into the Linker symbol table so that it can be used to resolve references to the symbol during linking.

VDEF is used to assign a value to an external symbol. When a symbol is defined, its definition is put into the linker symbol table so that it can be used during linking to resolve external references.

MAP is used to create a map that lists both defined and undefined symbols.

MAPU is used to create a map that lists the undefined symbols only.
-V ECL option will automatically list symbols as they are defined.

\section*{Defining External Symbols}

EDEF permits definitions in the Linker symbol table to be made part of the bound unit so that they are available to the Loader at execution time.

OVERLAYTABLE is used to put a value definition containing the name of each overlay and its overlay number in the bound unit symbol table.

COMM is used to define a labeled common block. A symbol can be defined as a relative location or value by specifying the LDEF or VDEF directive, respectively. The symbol's definition is then put into the symbol table by the Linker.

VAL is used to specify a value definition at LINK time. This value is equivalent to the difference between two external location definitions.

\section*{Protecting or Purging Symbol(s)}

CPROT and CPURGE are used to protect and remove symbols associated with labeled common blocks.

PROT and PURGE are used to protect and remove symbols and object unit names from the symbol table. PROT prevents certain symbols and/or object unit names from being removed from the symbol table. symbols are protected if they identify a specified address or an address within a specified range; object unit names are protected if they are equated to a specified address or an address within a specified range.

PURGE is used to remove from the symbol table unprotected symbols that define a specified address or an address within a specified range, and/or object unit names equated to a specified address or an address within a specified range.

VPURGE is used to remove a specified value definition from the symbol table.

\section*{Reloading After System Failure}

RR indicates a sharable bound unit can be reloaded after a system failure into locations other than those it occupied at checkpoint.

\section*{Terminating the Linker}

QUIT is used to terminate the Linker. If a bound unit is being created, execution of the Linker terminates after the bound unit has been created. If no bound unit is being created, QUIT terminates execution of the Linker.

Subsections that follow include full information on:
Loading the Linker -- Describes the Linker command used to call the Linker and initiate Linker processing.

Entering Linker Directives \(\sim\) Describes the format line used to enter directives.

Linker Directive Set -- Provides an alphabetic listing of the Linker directives. Detail descriptions of each directive and examples of use are provided.

Linker Procedures -- Describes frequently used Linker procedures.
- The command LINKER is used to load the Linker.

After the Linker is loaded, a message is sent to the errormout file indicating the version. The message format is:

LINRER-nnnn-mm/dd/hhmm
where nnnn is a release identification, mm/dd is the month and day the Linker component was linked, and hhmm the time (hour, minutes) at which that link took place.

FORMAT:
LINKER bound-unit-path [ctl_arg]
ARGUMENTS:
```

bound-unit-path E \&

```

Pathname of the bound unit file. The pathname can be simple, relative, or absolute and must be preceded by a space. If the specified file already exists, the existing information in the file is deleted and replaced with the new bound unit. The bound unit pathname must be specified. It may be up to 57 characters in length. The format of the bound unit file is relative.
```

    ctl_arg
    ```

Control arguments; none or any number of the following control arguments can be entered, in any order:
\(\left\{\begin{array}{l}-I N \\ -I\end{array}\right\}\) path

Pathname of the device disk, card reader, operator's terminal, or another terminal that will read Linker directives.

Default: Device specified in the in_path argument of the Enter Group Request command.

When this argument is specified, the prompt character will not appear.

If the -IN argument is not specified, -PT can be specified to produce a prompt character on the user terminal. A prompt character is issued only if -PT is specified.
\[
\left\{\begin{array}{l}
-\operatorname{CouT} \\
-\operatorname{CoUTA} A
\end{array}\right\}^{\text {list-path-name }}
\]

Designate the list file. The list file can be sent to a disk, another terminal, or a printer. The list-path-name is associated with this list file. If -COUT is not specified, the list-path-name has a default value of bound-unit-name.M in the working directory. If -COUTA is specified, the listing is appended to the specified file.

Ergor messages are written to the error-out file and the list file. Linker error mesages are described in the System Messages manual.
\(\left\{\begin{array}{l}-S I Z E \\ -S Z\end{array}\right\}^{n n}\).
nn designates the maximum number of 1024-word (1K) blocks of memory available for the Linker symbol table; nn must be from 1 to 64. At least 1024 words must be available.

Default: 2

\section*{-W}

Specify that the Linker work files are to be saved.
Default: Linker work files are automatically beleased by the Linker upon Linker termination.
-R
Designate that a bound unit is to be created, where all data areas defined as common are separated from all other code. Required for sharable bound units containing common data areas.

\section*{\(\left\{\begin{array}{l}-\mathrm{VERBOSE} \\ -\mathrm{V}\end{array}\right\}\)}

Cause externally defined symbols to be written on the list file as they are defined. Eliminates the need for the MAP directive.
-NOMAP
Suppress the list file.
\[
\left\{\begin{array}{l}
\text {-SYMBOL } \\
- \text { SYM }
\end{array}\right\} \quad-\cdot \cdot \cdot \because \mathrm{F} \quad \text { 3. }
\]

Specify that a debugger information file is to be created. This file is used for symbolic debugging.
* The name of the file is buname.v. This option should only be used for FORTRANA or COBOLA programs.

Example:
LINKER MYPROG -IN MYDISK>CNL -COUT ILPTOO -SI2E 6
This LINKER command loads the Linker and designates the following:
1. Bound unit will be a relative file named MYPROG in the working directory.
2. Linker directives will be entered through disk file MYDISK>CNL.
3. List file goes to a line printer (configured as LPTO0), rather than to a variable sequential file named MYPROG.M in the working directory.
4. The symbol table will use a maximum of 6 K words of memory.

NOTE
LPTOO must have been previously defined in the DEVICE configuration directive at system generation time.

\section*{ENTERING_LNKER DLRECTIVES}

Linker directives are entered through the directive input device. Several directives can also be embedded in Assembly language CTRL statements. They are: LINK, LINKN, LINKO, SHARE, EDEF, SYS, COMM, LSR, and VAL.

Linker directives consist of a directive name or a directive name followed by one or more arguments. Each directive name may be preceded by zero or more blank spaces. If one or more arguments are to be specified in a Linker directive, the directive name must be immediately followed by one or more spaces.

Multiple directives can be entered on a line by specifying a semicolon (;) after each directive, except for the last directive on the line.

The last directive on a line can be followed by a comment; to include a comment, specify a space and a slash (/) after the last directive and then enter the comment.,

FORMAT:
disective [sargument, \({ }_{1}\) ] [ argument \({ }_{2}\) ] [ \(\Delta /\) comment \(^{\text {com }}\)
If the directive input device is the operator's terminal or another terminal, press RETURN at the end of each line (i.e., at the end of the comment, or at the end of the last directive if there is no comment). There is no continuation between lines; the values associated with a single directive cannot be continued on a second line.

If an error occurs when entering a directive, an error message is written to the ergor-out file. Linker error messages are described in the System Messages manual. Determine what caused the error, and reenter the directive correctly. If multiple directives are entered on a line and an error occurs, the error does not affect the execution of previously designated directives. The directive that caused the error and subsequent directives on that line are not executed.

\section*{LINKER DLRECTIVES SET}

Linker directives are described in alphabetic order on the following pages. Examples are provided to illustrate directive usage.

BASE
Define the relative link address within the bound unit for subsequent object units to be linked．At load time，all adaresses are relative to the beginning of available memory （relative 0）in the memory pool of the task group．When a task group is created，you specify the memory pool into which its bound units are to be loaded．

Unless BASE directives specify otherwise，the root will be linked，by default，at relative 0 ，and subsequent object units are linked at successive relative addresses．A BASE directive can be used at any point during linking to change the relative locations of the root，overlays，or individual object units．A floatable overlay always begins at relative 0；therefore，in a floatable overlay，BASE can be specified only after the first LINK，LINKN，or LINKO directive．A BASE directive can specify a previously used or defined location，or an address relative to the beginning of the available memory．

If unprotected symbols define locations that are equal to or greater than the location designated in the BASE directive，those symbols are removed from the symbol table．

The BASE directive cannot be embedded in Assembly language control statements．

FORMAT：


がぎ

ARGUMENTS：
\＄
Next location after the highest address of the linked root or previously linked nonfloatable overlay．

\section*{\(\%\)}

Highest address+1 ever used in the linked root or any previously linked nonfloatable overlay.

X'address'
\(\because=\) ?
A one- to five-character hexadecimal address enclosed in single quotation marks and preceded by \(X\). The specified address is relative to the beginning of the root (relative 0).
*object-unit-name
Specified object unit's base address; the subsequent root, overlay, or object unit will be linked at the same relative address as the specified object unit, which must have already been linked. Furthermore, the object unit name must still exist in the symbol table (i.e., it has not been purged).
xdef \([\{ \pm\}\) X'offset \(]\)
Address of any previously defined (non-common) external symbol. If an offset is specified, it must be a hexadecimal integer with an absolute value less than 8000 (32768 decimal).

\section*{*}

The current address.

\section*{*ODD}

Establishes base address at current address, if it is odd; if it is even, base address is converted to current address+1.
*EVEN
Establishes base address at current address, if it is even; if it is odd, base address is converted to current address+1.

\begin{tabular}{|c|c|}
\hline \begin{tabular}{l}
L? \\
LINK OBJ5
\end{tabular} & Request that OBJ5.0 be linked. \\
\hline \[
\begin{aligned}
& \mathbf{L} ? \\
& \text { MAP }
\end{aligned}
\] & - \(\quad \rightarrow \quad \rightarrow\) \# \\
\hline \begin{tabular}{l}
L? \\
LINK OBJ6
\end{tabular} & , Request that OBJ6. O be linked. \\
\hline - & \\
\hline L? OVLY FOX & Designate the end of the above overlay, and specifies that a nonfloatable overlay named FOX immediately follows. The Linker assigns the number ol to this overlay. \\
\hline \begin{tabular}{l}
L? \\
BASE \$
\end{tabular} & Subsequent object unit(s) constituting the overlay named FOX will be linked starting at one location higher than the ending address of OBJ6.O. This is the default BASE address, so BASE \(\$\) need not be specified. \\
\hline L?
LINK OBJA, OBJB & Request that OBJA. \(O\) and OBJB be linked. \\
\hline \[
\begin{aligned}
& \mathrm{L} ? \\
& \text { MAP }
\end{aligned}
\] & Request the status of the symbol table and causes OBJA.O and OBJB.O link requests to be honored, i.e., linked. \\
\hline L? OVLY ZEBRA & Designate end of above overlay 01 and names subsequent nonflotable overlay. The Linker assigns the number 02 to this overlay. \\
\hline \begin{tabular}{l}
L? \\
BASE X'I105
\end{tabular} & Designate that subsequent object units constituting overlay ZEBRA will be linked starting at relative location 1105. \\
\hline
\end{tabular}


MAP
L?
QUIT
ROOT TEXT
LINK DONE
RDY:
Figure 6-1 illustrates use of BASE directives in a bound unit that consists of a root and overlays. This example assumes that the bound unit being created will be executed as part of task group Al, and memory pool AA will be used by this task group. Figure 6-1 also shows memory pool AA's location in memory relative to the system pool and another pocl. The object units specified by the following directives are loaded into memory pool aA during execution of the bound unit.

Figure 6-2 shows the configuration of memory pool AA at different times during execution. Note that OBJ.C of the root is overlayed by overlay ABLE and that overlay FOX is partially overlayed by overlay ZEBRA. Also note that overlay FLOAT is positioned by the Loader and is not necessarily at the location shown in the diagram.


Figure 6-1. Relative Location in Memory of Memory Pool AA


Figure 6-2. Overlays in Memory Pool AA
\[
6-16
\]

\section*{CC（CALL＿CANCEL）}

Place each overlay name and its associated Linker－generated overlay number into the bound unit attribute table so that the COBOL program can call／cancel overlays by name．This directive is used when linking COBOL programs that contain CALL／CANCEL statements that invoke overlays．

To support the CALL／CANCEL facility，two object units are required：ZCCEC． 0 and ZCCECO．O．ZCCEC will be automatically linked into the root，with ZCCECO linked as an overlay．These object units require only the CC link directive．

The CC directive must be specified before the first LINK， LINKN or LINKO directive in the root，and cannot be embedded in Assembly language control statements．

FORMAT：
CC
.s: . . . . are 2・がい

\section*{COMMON}

COUMON
Define a labeled "common" area of a specified size. It may not be embedded in source code.

\[
\begin{aligned}
& \text { ARGUMENTS: }
\end{aligned}
\]
symbol
Identifies the external symbol to be treated as common. X'size'

Size is specified as a one- to four-character hexadecimal number bound by single quotes and preceded by the letter \(X\).

\section*{CPROT}

\section*{CPROT}

Prevent specified common symbols from being removed from the symbol table.

This directive cannot be embedded in Assembly language control statements.

FORMAT:
\[
4
\]

CPROT symbol
ARGUMENT:
symbol
Name of the external symbol that is to be protected. The symbol must be specified in the COMM directive or defined as common during Assembly or compilation.

\section*{CPURGE}

\section*{CPURGE}

Remove an unprotected common symbol from the symbol table. FORMAT:

CPURGE symbol
ARGUMENT:
symbol
Identify the external symbol to be removed from the symbol table. The symbol must have been defined as common.

\section*{EDEE}

Make a symbolic definition available to the Loader at load time.

When EDEF is specified, the symbol's definition must already be in the symbol table.

Secondary entry points of bound units, whose code is to execute under control of a task, must be defined in an EDEF directive. This includes secondary entry points of overlays and the root entry point when it will be explicitly used in a Create Group command. The start address of the root and of each overlay is placed by the Linker in the bound unit attribute table and does not need an EDEF definition. The bound unit attribute table is part of the bound unit.

If a bound unit is memory-resident, symbols (entry points and references) can be defined by EDEF so that they can be invoked by any bound unit loaded by the system. At system configuration time, when the resident bound units are loaded using the LDBU system configuration directive, these symbols are placed in the system symbol table. When the Loader loads other bound units that contain unresolved references, it tries to resolve them with the list of symbols defined for resident bound units.

If the bound unit is not memory-resident, the symbols in the attribute table of the bound unit are meaningful only as definitions of secondary entry points. Although shared bound units can be in the address space of more than one task group, the bound unit attribute table is available to the Loader only when the bound unit is being loaded. Unresolved references in any bound unit will be resolved only to symbols defined in attritute tables of resident bound units.

The EDEF directive can be embedded in Assembly language control statements.

FORMAT:
\[
\left\{\begin{array}{l}
E D E F \\
E F
\end{array}\right\} \quad \text { symbol }_{1}\left[, \text { symbol }_{2}\right]
\]

\section*{EDEF}

ARGUMENTS:
symbol 1
Any external definition comprising one to six characters. The symbol must have been previousiy defined; it can name a root or overlay once the root or overlay has been linked. If the symbol was multiply defined, the first definition will be used.
symbol \(_{2}\)
Name of the symbol incorporated in the bound unit comprising 1 to 12 characters. If symbol is not specified, the name of the symbol placed in the bound unit is that specified by symbol.

Example:
LINKER MYPROG -PT Load the Linker. The bound unit named MYPROG will be created on the working directory. The list file MYPROG.M is also created on the working directory.

LINKER-2100-08/27/1042
L?
\(>\)
LINK A
L?
LINKN B
L?
MAP
L?
EDEF B B is a symbol defined as an external location or value in B.O.

L?
LDEF SYM, X'1234'

L?
OVLY FIRST
Assign relative location 1234 to external symbol named SYM.

Designate end of root, and names nonfloatable overlay that immediately follows.

L?
LINR X,Y

\section*{L?}

EDEF SYM
L?
QUIT \(\div\) Designate that the last Linker directive has been entered. Execution of the Linker terminates after the bound unit has been created.

ROOT MYPROG
LINK DONE RDY:

LINKER PROG 2-COUT !LPTOO -SIZE 2 -PT
Load the Linker; the bound unit to be created is named PROG2. The list file is the printer. The symbol table is a maximum of \(2 \mathbb{K}\) words of memory.

LINKER-2100-08/27/1042
L?
BASE X'2222' Subsequent object units will be loaded into memory starting at the celative address 2222.

L?
LINKN W

L?
MAP
Request that object unit W.O be linked.
?
Produce a link map; in this map, it is determined that object unit w. 0 contains an unresolved reference to the symbol SYM, which was defined in the root of the bound unit MYPROG.

L?
QUIT
ROOT PROG 2
***BU CONTAINS UNRESOLVED REFERENCES
LINK DONE
This example illustrates use of EDEF directives in bound units.

If MYPROG is loaded into memory via an LDBU configucation directive，when the Loader loads PROG2 the Loader will resolve the uncesolved reference in PROG2 to the symbol SYM，which was defined in the root of MYPROG。

NOTE
An EDEF directive cannot be entered on the direc－ tive line in which the object unit is specified． Gor exampie，if the symbol TAG is defined in object unit \(A\) ．the following directive line is not allowed：LINK A；EDEF TAG．

Mo \(20 \%\)

```

\&2:%
\&!%:% :
7% !%%%%

```

```

                                    *:`x ye%z
    ```
TV:

\section*{ELOATB6}

Suppress certain error checking on local common references when the \(-R\) argument has not been used. The directive tells the Linker that the user will manage \$B6 himself and causes each local common reference to be relocated as if the \(\$ B 6\) pointed to the base of the floatable or fixed overlay containing the reference. Normally, \(\$ B 6\) is set by the system to the base of the fixed (root and fixed overlay) area, and local common references within floating overlays would be invalid.

Before using this directive, consult with the person responsible for system building and determine available system memory.

This directive must be specified before the first object unit containing a local common reference is linked.

FORMAT:
FLOATB6 \(\quad\); \(\because=\boldsymbol{y}\)
\[
\therefore \quad \therefore m_{i n}
\]
\[
\ldots \quad . \sum_{i-1}^{4}
\]

\section*{ELOVLI}

Assign the specified name and a number to the floatable overlay that immediately follows, and designate the end of the preceding root or overlay. The characteristics of floatable overlays are described at the end of this directive.

FLOVLY must be specified as the first directive of each floatable overlay.

The Linker assigns a two-digit number to each overlay. Overlays are numbered sequentially in ascending order; the first overlay is 00 .

FORMAT:


ARGUMENTS:
name
Name of the floatable overlay that immediately follows. The overlay name must consist of one to six alphanumeric characters; the first character must be alphabetic.

Example:
LINKER BU -PT Load the Linker and designate BU as the bound unit name.

LINKER-2100-08/27/1042
L?
LINR A,B
L?
MAP Produce a link map.
L?
FLOVLY GR Designate the end of the root that. consists of object units A.O and B.O, and specify that the next overlay is a floatable overlay named GR. The Linker assigns the number 00 to this overlay.

L?
LINK X,Y; MAP
L?
FLOVLY BR

> Designate the end of floatable overlay GR and designate that the floatable overlay that immediately follows is named BR. The Linker assigns the number ol to this overlay.

L?
LINK R6
L?
MAP
L?
QUIT
ROOT BU
LINK DONE

\section*{NOTE}

External location definitions defined within a floating overlay will automatically be purged at the end of the overlay, because they cannot be referenced from outside the overlay.

A floatable overlay must have the following characteristics:
1. External location definitions in the overlay are not referenced by the root or any other overlay.
2. There cannot be external references between floatable overlays.
3. The overlay does not contain external references that are not resolved by the Linker.
4. The overlay must be linked after all desired nonfloatable overlays have been linked.
5. The overlay cannot contain P+DSP references to any other overlay in the root.
6. The overlay cannot contain IMA (immediate memory address) referenes within itself.
7. There can be IMA references (with or without offsets) to locations in the root or any nonfloatable overlay.

\section*{GSHARE}

\section*{gShare}

Indicate that the bound unit is globally sharable, which means that the prograb is sharable between groups and the root is always loaded into the system memory pool. This directive should not be used if a SHARE directive would suffice. System performance may be affected if this directive is misused. Floatable overlays are loaded into user space and are not sharable unless overlay area tables (OATs) are used.

Before using this directive, consult with the person responsible for system building and determine available system memory.

NOTE
Nonsharable bound units (linked without SHARE or GSHARE) are always loaded into the user's memory pool.

FORMAT:
GSEARE awo




\section*{IN}

Designate a different directory as the primary directory. (The primary directory is the first directory that the Linker searches for the specified object unit(s) to be linked.) This directive permits the linking of object units that are in directories other than the default primary directory or secondary directory (if any). If the IN directive is not specified, the working directory is the primary directory. (The secondary directory is designated in the LIB directive.)

NOTE
The IN directive must be specified before the first LINK, LINKN, or LINRO directive that requests the linking of an object unit that is in the specified directory.

The specified directory remains the primary directory until another IN directive is entered. If the primary directory is changed via an IN directive and at a later time you want the task group's working directory to be the primary directory, enter the IN directive and omit the pathname.

FORMAT:

ARGUMENTS:
[path]
\[
\begin{aligned}
& i+m^{\prime} \\
& i s
\end{aligned}
\]

Pathname of the directory being designated as the primary directory, The pathname can contain a maximum of 57 characters. A simple, relative, or absolute pathname can be specified (methods of designating pathnames are described in Section 3 of this manual). If path is omitted, the working directory becomes the primary directory.

NOTE
The IN directive can not be embedded in Assembly language control (CTRL) statements.

Example 1:
IN "DIR>PRIM
This directive designates that \({ }^{\text {^DIR }}\) DPRIM is the primary directory.

Example 2:

LINKER OUTPUT -PT Load the Linker; a bound unit named OUTPUT will be created on the working directory.

LINKER-2100-08/27/1042
L. 3

LINKN \(X \quad\) Request the linking of object unit X.O: X.O is in the working directory.
```

L?

```
 primary directory.

\section*{L?}

LINKN A,C
Request the linking of object unit A. 0 and \(C .0\) in the primary directory. \({ }^{\wedge}\) NEW \(>\) PRIM \(>\) A. 0 is the pathname of A.O and "NEW>PRIM>C.O is the pathname of C .0 , as expanded by the Linker.

Designate that the primary directory is now the working directory.

\section*{L?}

LINKN Y
Request the linking of object unit Y. O, in the working directory. WORK>CURR>Y.O is the pathname of Y.O, as expanded by the Linker.

L?
MAP, QUIT

C215-00
\[
\dot{c}
\]

ROOT OUTPUT
LINK DONE
This example illustrates use of the IN directive in conjunction with directives that request the linking of object units. Assume the primary directory is the working directory, whose relative pathname is WORK>CURR; object units X.O and Y.O, are in the working directory. A.O and C.O are not in the working directory.

\section*{INCLUDE}

\section*{INCRODE}

Accept directives from a file other than user-in or the file specified in the -IN ECL argument. When the Linker encounters an end of file or a RETURN directive in the file specified by the INCLUDE directive, it again seeks directives from the previously active file. If used, the INCLUDE directive must be the last directive entered on a line.

FORMAT:
INCLUDE [path]
ARGUMENT:
[path]
Pathname of the Eile from which the Linker directives are to be read. A simple pathname can be up to 12 characters in length; an absolute pathname can be up to 57 characters in length.

Example:
INCLUDE !READER
This directive causes the Linker to accept directives from the card reader.

NOTES
1. The directive file specified by the INCLUDE directive cannot contain an INCLUDE directive.
2. The INCLUDE directive cannot be embedded in Assembly language control statements.

\section*{IST}

IST


Identify the beginning of the initialization start address in the root. Initialization code is to be executed once, immediately after the root is loaded at system boot time. After the initialization code is executed, its space can be made available for overlays. The IST directive must be associated with an LDBU directive that specifies an Initialization Subroutine Table (IST). LDBU, a CLM directive, is explained in the MOD 400 System Concepts manual. IST does not execute unless the bound unit is specified in an LDBU directive.

FORMAT:
\[
\left\{\begin{array}{c}
\text { IST } \\
\text { IT }
\end{array}\right\} \text { external symbol }
\]

ARGUMENTS: \(\# \quad \because \quad \vdots\)
external symbol
Symbol specified by label in IST section of LDBU.
NOTE
The IST directive cannot be embedded in Assembly language control statements.

\section*{LDEF}

\section*{LDEE}

Assign a relative location to an external symbol. A symbol should be defined only once, either as a location or as a value. When a symbol is defined, its definition is put into the Linker symbol table so that it can be used to resolve references to the symbol during linking. When a symbol defined as a location is no longer used, its symbol table entry can be cleared by specifying the PURGE directive. PURGE has no effect if a PROTECT (PROT) directive was previously specified.

FORMAT:


ARGUMENTS:
symbol
One to six alphanumeric characters.
\$
Next location after the highest address of the linked root of previously inked nonfloatable overlay.
\%
Highest addresstl ever used in the linked root or any previously linked nonfloatable overlay.
\(X^{\prime}\) address'
Hexadecimal address comprising one to five integers enclosed in single quotation marks and preceded by \(X\). The specified address is relative to the beginning of available memory (relative 0 ) in the memory pool.
=object-unit-name
Specified object unit's base address.
```

xdef[\pm X'offset']

```

Address of any previously defined external symbol. If an offset is specified, it must be a hexadecimal integer with an absolute value less than 8000 ( 32768 decimal).
*
The current address.
NOTE
The LDEF directive cannot be embedded in Assembly language control (CTRL) statements.

\section*{Example:}

LINKER BOUND -PT Load the Linker and designate BOUND as the bound unit name.

LINKER-2100~08/27/1042
```

L?
LINK A, B, C

```

\section*{L?}

MAP

\section*{L?}

LDEF SYM, X'1234'
SYM assigned relative location 1234.

\section*{L?}

OVLY FIRST Designate end of root and name first nonfloatable overlay.

\section*{L?}

LINK R; MAP
L?

LDEF QUIZ,=C
QUIZ assigned base location of the previously linked object unit named C. 0 .

L?
OVLY SECOND

L?
LINKN D; LINK E; MAP
L?
LDEF NEW, SYM NEW assigned same location as the symbol SYM, which was defined in the soot; i.e., NEW is assigned relative location 1234.

\section*{L?}

OVLY NEXT
L?
BASE X'1300'
L?
LINK W,X; MAP
```

L?
LDEF ANY,\$
ANY assigned next location after highest address of the previously linked nonfloatable overlay, SECOND.

```

\section*{L?}

OVLY THIRD
L?
LINR Z
L?
LINK Q: MAF
L?
LDEF FIND, \(\%\)
FIND assigned next location after highest address of the root or any previously linked nonfloatable overlay. (A previous nonfloatable overlay was named SECOND; if it ended at location 1566 and this is the highest ever reached during the linking of object units constituting this bound unit, FIND would be assigned location 1567.)
.

6-36
C215-00
```

L?
QUIT
ROOT BOUND
LINK DONE
RDY:

```

This example iflustrates the use of each format of the LDEF directive．
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\section*{LIB OR LIB1}

\section*{LIB OE ILBI}

Designate a directory as the secondary directory. This directory permits the linking of object units that are in directories other than the primary directory. If an object unit specified in the LINR, LINRN, or LINKO directive cannot be found in the primary directory, the Linker searches the secondary directory.

If LIB is not specified, there is no secondary directory; the Linker searches only the primary directory.

The specified secondary directory remains in effect until the LIB directive is respecified with a different directory name, or without any directory name.

NOTES
1. The LIB directive must be specified before the first LINK. LINKN, of LINKO directive that requests the linking of an object unit in the secondary directory.
2. This directive cannot be embedded in Assembly language control (CTRL) statements.

FORMAT:
LIB \{path]
ARGUMENT:
[path]
Pathname of the directory being designated as the secondary directory. A relative or absolute pathname can be specified. (Methods of specifying pathnames are described in Section 3.) If path is omitted, no search of that secondary directory is made.

Example 1:
LIB DIR>SECND
This directive designates that DIR>SECND is the relative pathname of the secondary directory.

Example 2:

LIB DIR \({ }^{\text {SECND Designate that DIR }}\) SECND is the relative pathname of the secondary directory.

LINK B
Request the linking of object unit B .0 ; B.O resides in the primary directory.

LINK A Request the linking of object unit A.O; A. \(O\) resides in the primary directory.

LINK W \(\quad 3: \quad\) Request the linking of object unit \(W .0\); W.O resides in the secondary directory. DIR \(>S E C N D\) W. 0 is the full pathname of W.O, as expanded by the Linker.

This example illustrates usage of a secondary directory that contains unit W.O, Y.O, and Z.O.

All specified object units in the primary directory are linked first; then all specified object units in the secondary directory are linked, and so on. To cause object units to be linked in a specific order, the LINKN or LINKO directive must be used.


\section*{LIB}

LIB \(\left\{\begin{array}{l}2 \\ 3 \\ 4\end{array}\right\}\)
\[
\text { . } \cdot \cos \$ x=
\]

Designate directories as the third, fourth, or fifth directory. If an object unit specified in the Linker directive cannot be found in the primary or secondary directory, then the third directory is searched and so on.

The specified directories remain in effect until another LIB2, LIB3, LIB4 statement is given.

\section*{NOTES}
1. The LIB2, LIB3, LIB4 directive must be speci- 1 ., fied before the first LINK, LINKN, of LINKO directive that requests the linking of an object unit that is in one of these directories.
2. The LIB2, LIB3, LIB4 airective cannot be embedded in assembly language control statements.

FORMAT:
\(\left\{\begin{array}{l}\text { LIB2 } \\ \text { LIB3 } \\ \text { LIB4 }\end{array}\right\}\) [ path]

\section*{ARGUMENT:}
[path]
Pathname of the third, fourth, or fifth directory to be searched (if LIB is specified) if the object unit specified in a Linker directive is not found in the preceding directories. A simple, relative, or absolute pathname can be specified. If path is omitted, the specified directory ( 2,3 , or 4) is removed from the list of directories to be searched by the Linker.
\[
6-40
\]

C215-00
\[
: 2 n
\]

LINK
Link one or more specified object units. Each specified object unit name is put into the link request list. The object units are linked when the first subsequent directive other than LINK or START is encountered. When this occurs, the Linker searches the primary directory and links the specified object units in the primary directory-in the order that they were requested. If all of the object units are not found and there is a secondary directory, the Linker searches the secondary directory and links specified object units found there, in the order that they were requested. If there is a copy of an object unit in both the primary and secondary directory, the copy in the primary directory is linked.

The order that object units are linked is important for the following reasons: (1) it determines which object units will be in memory when parts of the root or overlay are overlaid (2) within the root and each overlay, the first start address encountered by the Linker (either in an END statement or a START directive) is used as the start address for that root or overlay.

During each execution of the Linker, at least one LINK, LINKN, or IINKO directive must be entered for each root or overlay. Multiple LINK directives can be specified within a single root or overlay. If LINK and/or LINKN and/or LINRO directives request that the same object unit be linked more than once within a single bound unit, only the first request is honored, unless the object unit name has been purged.

LINK directives can be embedded in Assembly language control statements; the specified object unit(s) are added to the end of the current link request list. See "LINKN Directive" and "LINKO Directive" for the order that object units are linked if there are embedded LINK directives and/or LINKN and/or LINKO directives.

FORMAT:
\[
\operatorname{LINK}_{L K} \text { obj-unit, }\left[, o b j-u n i t_{2}\right] \ldots
\]

\section*{ARGUMENTS:}
obj-unit

Name of an object unit to be linked. An object unit name consists of one to six characters, each of which must be an alphanumeric character or a dollar sign (\$), a period (.). or an underscore (_). If multiple object units are specified, they are linked in the most efficient order. The first character must be a letter or a dollar sign (\$).

NOTE
FOF a COBOL segmented program, an object-unit name can be up to eight characters. See the Adyanced COBOL Reference manual for further details.
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\section*{LINKN}

\section*{LINKN}

Link object units in the exact order specified.
If directives designate that an object unit be linked more than once within a single bound unit, only the first request is honored, unless the object unit name has been purged.

During each execution of the Linker, at least one LINKN, LINK, or LINKO directive must be specified for each root or overlay.

Multiple LINKN directives can be specified within a single root or overlay.

LINKN directives can be embedded in Assembly language control (CTRL) statements; the specified object unit(s) are added to the end of the link request list and the library search restarts at the primary directory.

FORMAT:
\[
\left.\left\{\begin{array}{l}
\text { IINKN } \\
\text { LN }
\end{array}\right\} \text { obj-unit } 1 \neq o b j-u n i t_{2}\right] \ldots
\]

3

\[
\begin{aligned}
& \text { 3. 二, } x
\end{aligned}
\]

5

\section*{ARGUMENT:}
obj-unit
Name of an object unit to be linked. An object unit name must be one to six alphanumeric characters and must not include a suffix; the first character must be a letter or dollar sign ( \(\$\) ). The Linker appends the suffix. 0 to each object unit name and searches for the specified object unit name, including the suffix.



For a COBOL segmented program, an object unit name may be up to eight characters. See the Advanced COBOL Reference manual for further details.

Examples of LINK and LINKN
In the following examples, assume that the working directory is the primary directory and LIB and LIB2 directives have been specified.
\begin{tabular}{|c|}
\hline\(A_{0} 0\) \\
\hline \(\mathrm{~B}_{0} . \mathrm{O}\) \\
\hline \(\mathrm{B.O}\) \\
\hline
\end{tabular}

PRIMARY


LIB


LIB2

Example l:
LINK A,G,K,C,F
The modules will be linked in the following order:
\(A, C_{P}, G, E, K\)
Example 2:
LINKN A,G,K,C,F
The modules will be linked in the following order:
\(A, G, K, C, F\)

Example 3:
LINK A,G,K, CP,F
Assume that module G.O contains "CTRL LINK B,J". The modules will be linked as follows:
\(A_{P} C_{p}, G, E, R, B_{p} J\)
Once Linker has started to search LIB, it does not return to the primary directory unless a new link request list is found. The two embedded requests were added to the current link request list, forcing a rescan of all libraries.

Example 4:
LINKN A,G,K,C,F
Assume that module G.O contains "CTRL LINKN B,J". The modules will be linked as follows:
\(A, G, K, C, F, B, J\)
Example 5:
LINKN G.B
Assume that module 6.0 contains "CTRL LINR C". The modules will be linked as follows:
\(\mathrm{G}_{\mathrm{p}} \mathrm{B}, \mathrm{C}_{\mathrm{p}}\)

\section*{Example 6:}

LINK G,D,F
Assume that module G.O contains "CTRL LINK C,B". The modules will be linked as follows:
\[
D, G, C, B, F
\]

\section*{LINRN}

\section*{Example 7:}
\[
\text { LINK G,D,F } \quad=\mathrm{E}=\mathrm{Gmax} 3
\]

Assume that module G. 0 contains "CTRL LINKN \(C, B^{n}\). The modules will be linked as follows:
\[
D, G, P, C, B \quad \cdots+00^{\prime \prime} ;
\]

In this example, \(C\) and \(B\) are not added to the current link request list because LINRN was specified instead of LINK.
\[
\text { i, ix } \cdot=
\]
\[
\therefore \quad . \quad 428
\]
\[
r_{1} k \pi x_{i}{ }^{2}
\]
-
\[
\text { 7.n. } 3 \text { K }
\]
\[
=19.7
\]

\section*{LINKnn}

\section*{IINKR}

Check if the LINR directive is to be processed; i.e., allows selective linking.

The LINKnn directive must be used in conjunction with the VDEF directive (or a VALDEF directive in a compilation unit). The VDEF directive is used to modify the bit setting in a 32-bit array. The leftmost 16 bits in the array are set by the symbol Z_MSKR; the rightmost 16 bits in the array are set by the symbol Z_MSKU. Through the VDEF directive, you assign a value to Z_MSKR or Z_MSKU that sets the appropriate bit "on" (a value of 1) or "off" (a value of 0 ).

Each occurrence of LINKnn causes the array to be indexed by nn . If the referenced bit is on (1), the link request is processed. If the referenced bit is off ( 0 ), the link request is ignored.

The bits in the array are initially set on; i.e., all LINKnn directives are processed. The array is modified by the VDEF directive (as described above). The VPURGE directive must be used to remove Z_MSKR and Z_MSKU from the symbol table before these symbols can be redefined.

FORMAT:
LINKnn obj-unit, (,obj-unit \(2 . .\).
ARGUMENTS:
nn
Two-digit hexadecimal value between 00 and \(1 F\) used as an index in a 32 -bit array.
obj-unitn
Name of the object unit to be verified for linking.

\section*{LINKO}

\section*{LINKO}

Operate in the same manner as the LINKN directive, except that all embedded link directives in the named object units are ignored.

Only the object units named are linked.
The LINKO directive cannot be embedded in Assembly language control (CTRL) statements.

FORMAT:
\[
\left.\left\{\begin{array}{l}
\text { LINRO } \\
\text { LO }
\end{array}\right\} \text { obj-unit }, t, \text { objounit }\right]_{2} \ldots
\]

ARGUMENT:
```

obj-unit
1 : 5 e. - 5 f

```
    Name of an object unit to be linked. An object unit name
    must be one to six alphanumeric characters and must not
    include a suffix; the first character must be a letter or
    dollar sign (\$). The Linker appends the suffix . 0 to
    each object unit name and searches for the specified
    object unit name, including the suffix.

NOTE
For a COBOL segmented program an object unit name may be up to eight characters. See the Advanced COBOL Reference manual for further details.
\[
\ldots=2 \pi s_{n}=1 \therefore
\]

\[
6-48
\]

LSB
List the Linker search rules. The directories to be searched by the Linker for the object unit(s) are listed in the order in which they will be searched.

The LSR directive can be embedded in Assembly language control (CTRL) statements.

FORMAT: \(\because\)
LSR

: 2

\(\therefore \cdots \cdots\) in


\section*{MAP AND MAPU}

\section*{MAP and MAPU}

Create a link map containing: (1) defined symbols that were not purged and (2) undefined symbols to be written to the list-file (see -COUT in the Linker command).

The MAPU directive functions in the same manner, but only applies to undefined symbols. Both the MAP and MAPU directives can be embedded in Assembly language control statements:

If MAP is specified, each defined and undefined symbol generated by the linking of object units is listed in the map and preceded by the name of the object unit in which it is located. A map also includes the names of object units that were linked because of embedded Linker directives, and the symbols contained in those object units. If the MAP directive immediately precedes a QUIT directive, the link map will contain all the defined symbols and undefined symbols of the completed bound unit that have not been removed (i.e., purged).

If MAPU is specified, the map contains each undefined symbol and the object unit in which it is located.

MAP and MAPU directives can be interspersed among other Linker directives. When these directives are encountered all object units named in the link request list are linked before a map is produced. Maps are useful for determining whether all required object units have been linked, and whether all symbols referenced in those object units have been defined.

If there are any undefined references remaining after the last object unit is linked, a MAPU directive is automatically generated by the linker.

FORMAT:
\(\left\{\begin{array}{l}\text { MAP } \\ M P \\ M A P U \\ M U\end{array}\right\}\)

Default: No map produced.
A full link map (a map generated by the MAP directive) comprises the following sections:

START Address at which execution of the root or overlay will begin; specified in the START directive or in a linked object unit.

MAP and MAPU

LOW Lowest memory address at which the current root or overlay was based.

HIGH Next location after the highest address of the current root or overlay.

SCOMM Address assigned to COMMON for the bound unit. If no common defined, this does not appear on the MAP.

CURRENT

EXTERNAL
DEFINITIONS

UNDEFINED
REFERENCES
Next location after the current address of the root or overlay (when the map was created).

All external symbols currently defined in the symbol table. Unprotected symbols defined in the root or a previously linked overlay will appear in the map unless the symbols are purged via a PURGE or BASE directive. Symbols erroneously defined as both a value and a location will appear twice under EXT DEFS.

All references to undefined symbols contained in the object unit root and overlay(s) are listed in the map.

For the root and each overlay containing undefined symbols, the following information is presented:
- Root and overlay(s) containing references to undefined symbol(s)
- Relative address of the last reference to the symbol

If an undefined symbol is referenced in multiple overlays, the symbol will be listed in the map more than once.

If there are external references in both P-relative
\(\because=\) and Immediate Memory Address forms to an undefined symbol, the symbol is listed twice under UNDEF.

Figure 6-3 illustrates the formats of maps generated by the MAP and MAPU directives.


The date and time that the bound unit was created is automatically put in the bound unit's attribute section.

\[
t^{t}-
\]

MAP and MAPU

KEY: mOOJECt FILE NAME **mROOT OR OVERLAY NAME. DA HEADING CECOMMON D=DISLACEMENT REFERENCE: VEVALUE REFERENCE: PAPROTEGTED; XEPURGED

\(\rightarrow\) EDEF ST3
\(\rightarrow\) MAP
\(* * * *\)
\(* * *\)
 1982／07／07 1048：04．4
1982／07／071048：04．4
＊＊STARTE＊＊＊ê45 ADDRESS INFORMATION FOR OVLAV\％
ADDRESS INFORMATION CONTIMUED
\begin{tabular}{ll|l}
＊＊HIGH： & 000078 & ADDRESS INFORMATION CONTIMUED \\
＊＊CURRENT： & 000078 &
\end{tabular}
＊LOW： 00003 F
EXMPL
EXMPL

＊
＊＊＊＊CUMMIN BLOCK DEFINITIONS（ntm

CX SLCUNT OOOOCS

CX LCOMM1 000096

250000 2WWO3 3
0
＊EXMPL 900010
RTPROG 900010
C COM \(41 \quad 000000\)
＊OVLAYI \(30003 F\)
CX LCJMM2 OOOIF4
Z＿MSn（a）
＊ \(\begin{array}{cc}\text { CX LCOMM1 } & 000096 \\ \text { ST3 } & 000013 \\ \text { Link Map Formats }\end{array}\) \(\begin{array}{cc}\text { CX COMMI } & 000096 \\ \text { ST3 } & 000013 \\ \text { Link Map Formats }\end{array}\)

CX SLCOMM \(00015 E\)

\section*{CXLCO4M1 00012C}
＊＊＊＊＊EXTEZNAL DEFINYTION
\(\square\)
＊ Link Map rormats研
\(\qquad\) Figure \({ }^{\text {ST2 }}\)

01000 C IdWX3
01000 C 90ydiy
01000 C
0 dWx
\(\cdots\)

000032
000011
（cont）．
P ZHREL
C COMM2
0

310000 ILEV1S
000000 IWWOJ 3
d

0 OLI 000020
0.82 segen25
\(\ddots\)
C× LCOMM2 \(0001 F 4\)

010000
OLIS
OVLAYS
CX
ILCOMm

0008

\section*{000025 \\ 3T4A}
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\section*{OVRRLAYTABLE}

\section*{OVERLAYTABLE}

Include the name of each overlay and its associated Linker-generated overlay number in the set of symbols passed to the Loader at load time.

FORMAT:
4-
\(\left\{\begin{array}{l}\text { OVERLAYTABLE } \\ O E \\ O T\end{array}\right\}\)
\(\because\)


\section*{OVLY}

OVIY
Assign the specified name to the non-floatable overlay that immediately follows, and designate the end of the preceding root or overlay.

OVLY must be specified as, the first directive of each nonfloatable overlay.

The Linker assigns a two-digit number to each overlay. Overlays are numbered sequentially, in ascending order; the first overlay is 00 .

FORMAT:
OVLY name
ARGUMENT:
name
Name of the nonfloatable overlay that immediately follows. The overlay name must consist of one to six alphanumeric characters; the first character must be alphabetic.

Example:
LINKER BU -PT Load the Linker and designate BU as the bound unit name.

LINKER-2100-081/27/1042

\section*{L?}

LINK A, B; MAP
L?
OVLY A2 Designate the end of the root (which comprises object units A.O and B.O) and specify that the next overlay is a nonfloatable overlay named A2. The Linker assigns the number 00 to this overlay.

\section*{L?}

LINK X

\section*{L?}

LINK Y
\[
\begin{aligned}
& \Delta \dot{\lambda}-\lambda \\
& 6-63
\end{aligned}
\]

\section*{L \\ MAP}

L？
QUIT
ROOT BU
LINK DONE
RDY：



\[
5 i
\]

いづ，
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\section*{PROTECT}

Prevent certain symbols and/or object unit names from being removed from the symbol table. Symbols that identify addresses within the range of addresses specified by the first operand through the second operand are protected, and object unit names equated to addresses within that range are protected. If a second operand is not specified, the symbol at the address of the first operand and any other symbols or object unit names equated to that address are protected. Once a symbol or object unit name is protected, it cannot be purged later. The protect directive cannot be embedded in Assembly language control (CTRL) statements.

\section*{FORMAT:}
!


ARGUMENTS:

\section*{\$}

Next location after the highest address of the linked soot or previously linked nonfloatable overlay.

8
Highest address+l ever used in the linked root or any previously linked nonfloatable overlay.

X'address'
Hexadecimal address comprising one to five integers enclosed in apostrophes and preceded by \(X\). The specified address is relative to the beginning of the root (relative 0).
=object-unit-name
Specified object unit's base address.
xdef
Address of any previously defined external symbol.
```

穹
7. ...... ※ithers

```

The current address.
Example 1:
\(\because \because \quad \therefore \quad\) PROT X'1234', \(X^{\prime} 4565^{\circ}\)
This directive protects symbols and object unit names that identify addresses from 1234 through 4565.

Example 2:
```

PT xFIRST

```

This directive protects symbols that identify the base address of the object unit FIRST and all symbols equated to that address. The base address of FIRST is determined by producing a link map (see "MAP and MAPU Directives").

Example 3:

\section*{PROT SYM, X \({ }^{\circ} 5555^{\circ}\)}

This directive protects symbols that identify addresses from the address of the previously defined external symbol named SYM through 5555; object unit names equated to those addresses also are protected.

"astiods '
\[
6-66
\]

CZ15-00

\section*{PURGE}

Remove the following items from the symbol table： unprotected symbols that define addresses greater than or equal to the first address and less than or equal to the second address．If a second operand is not specified，the symbol at the address of the first operand and any other symbols or object unit names equated to that address are purged．

An object unit currently being linked can contain definitions used for previously linked object units that will not be used for subsequent object units to be linked．By removing symbols that are no longer required，there is more room for symbols that will be required by subsequently linked object units．

NOTES
In6x
1．Undefined symbols cannot be purged．
2．Symbols and object unit names that are pro－ tected by a PROTECT directive cannot be purged．

3．Only symbol addresses（not values）can be purged by this directive．

4．The PURGE directive cannot be embedded in Assembly language control（CTRL）statements．

FORMAT：
\(\left\{\begin{array}{l}\text { PURGE } \\ \text { PE }\end{array}\right\}\)

ARGUMENTS：

\(: 6\)
\＄
\(\cdots\) Next location after the highest address of the linked \(\therefore\) root or previously linked nonfloatable overlay．

\section*{8}

Highest addresstl ever used in the linked root or any previously linked nonfloatable overlay.
\(x^{\prime}\) address'
Hexadecimal address comprising one to five integers enclosed in apostrophes and preceded by \(X\). The specified address is relative to the beginning of the root (relative 0).
=object-unit-name
Specified object unit's base address.
xdef
Address of any previously defined external symbol. *

The current address.
Example 1:
PURGE X'1234', X'4565'
This directive purges unprotected symbols that identify addresses from 1234 through 4565 , and unprotected object unit names equated to addresses within that range.

Example 2:
\(P E=F I R S T\)
This directive purges unprotected symbols that identify the base address of the load unit \(\operatorname{FIRST}\) and any other unprotected symbol names equated to that address.

Example 3:
PURGE SYM,X'5555 \({ }^{1}\)
This directive purges unprotected symbols that identify addresses from the address of the previously defined external symbol SYM through 5555; unprotected object unit names equated to addresses within that range also are purged.

\section*{OUIT}

Designate that the last Linker directive has been entered. Specify QUIT after the last overlay, or at the end of the root if there are no overlays.

If object units were successfully linked, the bound unit is completed and the Linker terminates; otherwise, the Linker terminates execution immediately.

The QUIT directive is required; it cannot be embedded in Assembly language control statements.

FORMAT:
3":

\(0^{2 m}=3\)

\section*{RERUN RELOCATABLE}

\section*{BERUN RELOCATABLE (RR)}

Specify that the sharable bound unit can be reloaded at restart into locations other than those it occupied when the checkpoint was taken (see the commands manual for details on checkpoint-restart). If this directive is not specified, the bound unit is reloaded at the same system memory pool locations it occupied when the checkpoint was taken.

The RR directive can be embedded in Assembly language control statements.

\section*{FORMAT:}

\section*{RR}

\section*{NOTE}

If the RR directive is used, it is important to remember that after reloading, the current values of the IMAs' referencing locations in the bound unit are no longer valid; therefore, if the bound unit contains IMAs (see the link map or compiler list file to determine this), RR should not be used.

Signal the Linker to expect subsequent directives from the useroin file．This directive should only be specified in an INCLUDE file．A RETURN directive in a file specified in an INCLUDE directive is logically equivalent to an EOF mark；it returns the Linker to the user－in file．

\section*{FORMAT：}
```

RETURN

```
\(6 * 3\)

    - こさシ



SEG

\section*{SEG}

Cause the bound unit to occupy one or two physical segments in memory. Before using this directive, consult with the person responsible for system building and determine the segment numbers available to task groups. The SEG directive can be entered at any point. You can specify the physical segment number(s) to be assigned as well as the access (read, write, and execute) to the segment (s). This directive is only meaningful when the bound unit is executed in a swap pool.

FORMAT:


ARGUMENTS:
code_segment_no
Hexadecimal number from 1 to \(F\) that specifies the number of the physical segment containing the whole bound unit if the -R ECL parameter in the Linker comand is not specified. When \(-R\) ECL argument is specified, code segment_no is a hexadecimal number from 2 to \(F\) and data segment_no is equal to code_segment_no -1. There are 15 big segments in memory. Each big segment is at most 64R. The user can use big segment numbers from 1 to \(F\).
code_access and data_access
Bit strings of exacely 6 bits that specify the access right for the readable and writable segments, respectively. Each bit string represents the corresponding access fields in the segment descriptor. Representation of the format of the access argument is:


The two bit positions that designate each access represent ring number:

Ring
Bit Number
\begin{tabular}{lll}
11 & 0 & Executive \\
10 & 1 & Privileged real time \\
01 & 2 & Unprivileged real time \\
00 & 3 & Batch
\end{tabular}

A program making a reference (read, write, and execute) to memory is given access, if the value of the ring number of the program's privilege is less than or equal to ring value of the desired memory location.

The defaults for the access fields are:


Example 1:
SEG X'06',,000100
In this example if -R was not specified, segment 6 with default access is assigned to the bound unit and the specified data access is ignored. If \(-R\) was specified, segment 6 with default access is assigned to the code and segment 5 with the specified access is assigned to the data.

Example 2:
SEG , 001000
In this example, if -R was not specified, the loader assigns a segment number with the specified access to the bound unit. If \(-R\) was specified, the loader assigns a segment number with the specified access to the code and segment number -1 with default access to the data.
\[
\div-0 .
\]

\section*{SHARE}

\section*{SHABE}

Designate that the bound unit is sharable within the task group. If another tast requests that the bound unit be loaded, instead of another copy of the bound unit being loaded, the existing copy in memory is used. The bound unit must have reentrant code, but the system does not check to see that it does.

SHARE must be specified in the definition of the root before the first overlay is defined.

SHARE•directives can be embedded in Assembly language control statements.

FORMAT: • \(\cdots\) そ \(\hat{k}\)
\(\left\{\begin{array}{l}\text { SHARE }\end{array}\right\}\)
SSE
ichas:
- \(x\)
?

\section*{STACK}

\section*{STACK}

Specify the size of the stack in a decimal number of words. If no STACK directive is specified, the Linker will use the largest stack size specified in a object unit linked into the bound unit.

FORMAT:
STACK value-n
ARGUMENT:
```

valuemn
- AOgrsm
Indicate the size of the stack in a decimal number of words.

```
"

\section*{START}

\section*{START}

Designate the relative location within a root or overlay at which execution of the root or overlay will begin once it is loaded into memory by the Loader.

If a linked object unit contains a start address (an Assembler or compiler END statement was specified) and the START directive is specified, the first start address encountered (in either a START directive or an END statement) is used by the Linker for that root or overlay.

FORMAT:

\{START\}
(ST \} symbol
ARGUMENT:
symbol
Name of the external symbol whose address designates the relative address that the root or overlay will begin executing.

Default: Start address specified in the first linked object unit that has a start address. If the symbol is never defined or a start address is not found, the start address is the first non-common location in the root or overlay.

NOTE
For very large programs, the start address must be within 64 K of the beginning of the root or overlay.

\section*{SXS}
Indicate that this overlay or root can be run as a system task. This directive does not control where the bound unit is loaded, rather it allows a bound unit to be executed either as a system or user task. Before using this directive, consult with the person responsible for system building and determine available system memory. The SYS directive can be embedded in Assembly language (CTRL) statements.
FORMAT:
\(\left\{\begin{array}{c}\text { SYS } \\ \text { SS }\end{array}\right\}\)
\(\approx\)
Example:
SYS


\section*{VAL}

\section*{VAL}

Create a value definition at link time that is equivalent to the difference between two external location definitions.

VAL directives can be embedded in Assembly language control statements.

FORMAT: \(\cdot \cdots\) : ic
VAL symbol external location lo external location \(_{2}\) VL

ARGUMENTS :
symbol
\[
4
\]
; ?

Assign a name to the value of the distance between two locations.
external location Location defined externally.
```

VDEF
YDEE
Assign a yalue to an external symbol. The VDEF directive cannot be embedded in Assembly language control statements. A symbol should be defined only once, as a value or as a location. When a symbol is defined, its definition is put into the Linker symbol table so that it can be used during linking to resolve external references.
FORMAT:
$\left\{\begin{array}{l}\text { VDEF } \\ \text { VF }\end{array}\right\}$
symbol, X'value'
ARGUMENTS:
symbol
One to six alphanumeric characters.
X'value'
Value of the designated symbol; must be a one-word hexadecimal integer enclosed in single quotes and preceded by X 。

```
language control statements.
FORMAT:
ㅊ․․
VPURGE value-definition-symbol

\section*{ARGUMENT:}

\section*{2BGI}
value-definition-symbol
.
\(\because\) External symbol name associated with a particular value. \(\because\)
\[
\because \quad \because \quad \because
\]
\(\times 1^{\circ} 8: 8\)
\[
\sin +6 y+x
\]
\(\therefore\)
\[
6-80 \quad \text { C215-00 }
\]

\section*{IINKER PROCEDURES}

This subsection describes the frequently used Linker procedures. The examples provided show different methods for linking COBOL programs, including one example that uses overlays.

\section*{Oyeryiew}

The Linker is a system software program that functions as the final stage of program development before program execution is possible. Before linking, a program must be compiled (or assembled) to produce one or more object units or compile units that the Linker identifies for linking. The Linker recognizes object units by the . O suffix (appended to each file name by the compiler). The Linker combines one or more object units to produce a bound unit. A bound unit is an executable program consisting of a root segment and zero or more overlay segments that can be loaded into memory.

\section*{Using Overlays}

In situations where memory is limited, it may be necessary for you to divide your program into one or more overlay segments so that individual portions of your program may be called into a single memory area only when they are needed. Unlike the root segment, which cannot be reloaded once it is read into memory, an overlay segment can be read in as often as it is needed. See Example 4 for a link session that uses overlays.

\section*{Interrupting ininker Execution}

If at any time during Linker execution you want to interrupt processing, you can perform one of the following actions:
- Press the QUIT, INTERRUPT, or BREAR key at your terminal.
- Enter \(\triangle C \triangle B I D\) at the operator terminal, where id is your two-character task group identification.

After performing one of the above actions, a **BREAK** message will appear on your terminal. You can now:
- Enter any valid ECL command.
- Resume Linker execution as if no break had occurred by entering the Start (SR) command.
- Terminate Linker processing and return to command level by entering the Unwind (UW) comand.
- Restart your task group by issuing a New Process (NEW_PROC) command.
3. . . NOTE

If you interrupt a MAP, and you want to terminate the MAP operation and jump to the next Linker directive, issue a Program Interrupt (PI) comand.

\section*{Sample inink Sessions}

The sample link sessions that follow will help you become familiar with Linker procedures.

The first three examples illustrate different methods for linking a COBOL program. The fourth example describes a method for linking a COBOL program that contains two overlays.

\section*{Example 1:}

This example illustrates a link session requiring a minimum of Linker directives.

The COBOL program CARDIN has just been compiled. A List (LS) command is issued to examine the contents of the programmer's (Cook) working directory:

\section*{追要}
Entry Name Type \begin{tabular}{ccccc} 
Physical \\
Sectors
\end{tabular}\(\quad\)\begin{tabular}{c} 
Starting \\
Sector Hex
\end{tabular} \begin{tabular}{c} 
Record \\
Length
\end{tabular},

The file CARDIN.C contains COOK's source program. The files CARDIN. \(O\) and CARDIN.L were produced by the COBOL compiler. CARDIN. O contains the object unit that the Linker will use to produce a bound unit named CARDIN.

Cook now wants to link his program into a bound unit. He enters the command:

Cook has specified that he wants to create a bound unit named CARDIN. Cook also specifies that his link map will be directed to printer !LPTOO rather than to a file named CARDIN.M in his working directory. (The contents of CARDIN.M are described later in this example.) The -PT argument causes the Linker prompt L? to appear when the Linker is ready to receive input. It is recommended that new users include this argument in the Linker command format.

The Linker responds:
LINKER-1982/06/18 0912:50.5
L?
Cook now enters Linker directives. Each directive has been keyed to the explanatory notes that follow. (The Linker prompts have been omitted from the text.)
(1) ESR
:If: PRIM WORKING DIRECTORY , 3
(2) [IIB. ^SYSRES \(>\) IDD \(>\) ZCART
(3) LSR

PRIM WORKING DIRECTORY
LIB "SYSRES>LDD>ZCART
*********
(4) CINX CARDİI
(5) ODIT

1. Cook asks the Linker to list the search rules it currently uses to locate object units to be linked. The Linker's response indicates that the primary directory searched is Cook's working directory.

This directive is optional. Omitting it will not affect the linking process. It is included here to illustrate how the Linker's search rules are modified by the LIB directive.
2. Because Cook's COBOL program requires the runtime routines located in the directory ZCART, Cook must designate ZCART as the secondary directory to be searched by the Linker. If the required object units cannot be found in Cook's primary directory, the Linker will automatically search the secondary directory "SYSRES>LDD>ZCART。
3. Cook lists the Linker's modified search rules. (See Note I.)
4. This LINK directive queues the object unit CARDIN. O for linking.
5. The MAP directive produces a link map that is written out to the printer LPTOO (as specified in the -COUT argument of the Linker command). This link map is shown in Figure 6-4. It also causes CARDIN. 0 to be linked before the map is produced.
6. Cook enters the QUIT directive to indicate that there are no more directives. The Linker builds the bound unit and terminates.

The linking process has been successfully completed; Cook now enters an LS command to examine the contents of his working directory:

\begin{tabular}{|c|c|c|c|c|}
\hline Enery Name & Type & Physical Sectors & Starting Sector Hex & \begin{tabular}{l}
Record \\
Length
\end{tabular} \\
\hline CARDIN.C & S & 8 & 3250 & 256 \\
\hline CARDIN. 0 & \(s\) & 8 & 3258 & 256 \\
\hline CARDIN.L & S & 16 & 3260 & 256 \\
\hline CARDIN & R2 & 8 & 3240 & 256 \\
\hline .. .. & & 8 ? & 3270 & \\
\hline
\end{tabular}

The bound unit CARDIN now resides in Cook's working directory, ready for execution. Note that CARDIN.M, the link map, is not listed in the working directory. This file was written out to the printer LPTOO when Cook issued the MAP directive.
```

LINKER-1982106118 0912:50.5 GCOS6 MOD400-S3.0-12/12/1635
BU= CARDIN LLINKED ON: 1982/05/05 0809:00.6 LAF
->IIB *SYSRES>LDD>ZCIRT/
loLINK CARDIN/ LINK DIRECTIVESFOR LINKING CAROIN
CARD
CARDIN 82/04/29 (000000)
COBOL REV. 300 DATE 82/04/29 TIME 0811
LOCAL COMMON: SLCOMW: SIZE: 000133 ADDRESS: 000000
[LINK ZCIPER /] LOCAL COMMON.AREAS OF MEMORY
[LINR ZCSTOP /] LOCAL COMMON.AREAS OEFINEDOP SEPARATE CODEANO
{EDEF ZCMAIN /J DATAPOATIONSFOR THE COBOL
[LINK 2CIPIO /]] PROGRAM
ASYSRES>ZCIRT>ZCIPER.0
ZCIPER 79010900 (000307) *
HRS ASSEMBLER 5.05 01/10/81 1647.5 est Wed
(C) COPYRIGHT I977 BY HONEYWELL INFORMATION SYSTEMS INC
"SYSRES>ZCIRT>ZCSTOP.0 -* ...
2CSTOP 79010900 (00036C)
HRS ASSEMBLER 5.05 01/10/81 1641.6 est Wed
(C) COPYRIGHT 1977 BY HONEYNELL INFORMATION SYSTEMS INC
\#SYSRES>ZCIRTZZCIPIO.0
HRS ASSEMBLER 6.00 05/03/81 0906.B edt Thu 隹 CEOUIREDGY THE
[LINK 2CDEAD /]
*SYSRES>ZCIRT>ZCDEAD.0
ZCDEAD 79010900 (0003A2)
HRS ASSEMBLER 5.05 01/10/81 1647.7 est Wed (
(C) COPYRIGHT I977 BY HONEYWELL INFORMATION SYSTEMS INC

```


Figure 6-4. Sample Link Map (CARDIN.M)

QUIT/
ROOT CARDIN
HIGHEST OVERLAY NUMBER: I
NUMBER OF EDEFS: 1
***カ****も
ROOT CARDIN BASE 000000 STOOO173 HIGH=0003ES
*SIZE OF ROOT AND FIXED OVLYS= 03BS
LAST BU RECORD NUMBER:9
LINK DONE
Figure 6-4 (cont). Sample Link Map (CARDIN.M)
\[
\therefore \because \because i \quad .3 \sin \quad n+1
\]
\[
6-86
\]

\section*{Example 2:}

This example shows you how to specify a directive input device (such as a file, another terminal, or card reader) from which the Linker will read its directives. This procedure is useful if you have many directives to enter, or if you wish to create a Linker directive file for future use.

Programmer Cook wants to have the Linker read its directives from a file named LKDIR. He invokes the Editor, types in his Linker directives, and writes the file to the pathname "SYSRES \(>\) WORK \(>\) LKDIR. The contents of LKDIR are listed below. (The object unit to be linked, CARDIN. O, resides in Cook's working directory.)
LIE "SYSRES \(>\) LDD \(>\) ZCART
LINK CARDIN
MAP
QUIT

Figure 6-5. Contents of LKDIR

To activate Linker processing, Cook need only enter the following command:

> LINKER CARDIN -IN SYSRES SWORK

Cook has specified that he wants to create a bound unit named CARDIN. The -IN argument specifies the pathname of the file from which Linker directives will be read. Cook could also have designated another terminal or a card reader as the directive input device.

The complete dialog as it appears at Cook's terminal is shown below:

> INKER CARDIN IN SYSRES WORK IKDLR LINRER-1982?06?18 \(912: 50.5\)
> ROOT CARDIN
> LINK DONE

Example 3:
In this example, Cook wants to link the object unit CARDIN. O, which resides on a diskette volume named "DSK, and whose full pathname is "DSK>MYDIR>CARDIN.O. Since Cook wants to create the bound unit CARDIN in his working directory "SYSRES \({ }^{\text {W WORR, }}\) he must designate the directory MYDIR as the primary directory the Linker will search.

A second object unit NEXT.O is also to be linked into the bound unit. It resides on the current working directory. Cook wants to link NEXT.O to CARDIN. 0 which has been linked.

Cook's dialog with the system is shown below. The dialog has been keyed to the explanatory notes that follow.
(1) FINRER CARDIN:

LINKER-1982/06/18 0912:50.5
(2) -LIB" "SYSRES \(>\) LDDD \(>\) ZCARY:
(3) IN *DSK 2 MYDIR
(4) isLSE:

PRIM "DSK>MYDIR
LIB "SYSRES \(>\) LDD \(>\) ZCART
**********
(5) TINR GARDIX
(6)

PRIM WORKING DIRECTORY
LIB "SYSRES>LDD>ZCART

\begin{tabular}{|c|c|c|c|c|c|}
\hline Eatry Name & Type & \begin{tabular}{l}
Physical \\
Sectors
\end{tabular} & Starting Sector Hex & \begin{tabular}{l}
Record \\
Length
\end{tabular} & \\
\hline CARDIN.M & 5 & 8 & 3240 & 256 & \\
\hline CARDIN & R2 & :量, : & \begin{tabular}{l}
3278 \\
3248 \\
\hline
\end{tabular} & 256 & 4 \\
\hline CARDIN & 2 & 8 & 3280 & 256 & A \\
\hline NEXT. 0 & - & 8 & 32 A 8 & 256 & \\
\hline
\end{tabular}

NOTES
1. Invoke the Linker and specify CARDIN as the name of the bound unit to be created.
2. Request that the Linker search the secondary directory ZCART for the required COBOL sun-time routines.
3. Specify the IN directive, designating © DSK \(>\) MYDIR as the primary directory in which the binker should search for the required object unit.
4. List the Linker's search rules. The Linker's response indicates that the primary directory to be searched is "DSK>MYDIR.
5. Request that CARDIN. \(O\) be queued for linking.
6. Enter the IN directive again, this time omitting a pathname. This action modifies the Linker's search rules; the primary directory to be searched is Cook's working directory.
7. List the Linker's search rules again, and notes that the Linker's primary directory has been redirected to his working directory.
8. Request that NEXT. \(O\) be queued for linking.
9. Issue a MAP directive. A link map is written to a file named CARDIN.M in Cook's working directory.
10. Indicate that there are no more Linker directives.
11. Specify an LS command to verify that the bound unit CARDIN has been created in his working directory. CARDIN.M contains link map information.

\section*{Example 4:}

This example describes how to link a program containing two overlays.

Programmer Shepard has written a COBOL program called COBPRG which calls two overlays, PART2 and PART3. Figure \(6-6\) shows the relationship between the root COBPRG and the two overlays. Source listings of the root program and the two overlays are shown in Figures 6-7, 6-8, and 6-9. (Source listings are included to show you the relationships that exist between a root program and its overlays. In Figure 6-4, for example, note how the source program calls in its overlays. If Shepard's link is successful, each greeting message will join with the others in the specific order Shepard intends.)

Following COBOL compilation of all three source files, Shepard issues an LS command to display the contents of her work. ing directory:

LS
DIRECTORY: "SYSVOL>SHEPARD
\begin{tabular}{|c|c|c|c|c|}
\hline Entry Name & Iype & \begin{tabular}{l}
Physical \\
sectors
\end{tabular} & Starting Sector Hex & Record Length \\
\hline & & \(\because \cdot\). & 3278 & \\
\hline COBPRG.C & \(s\) & 8 & 3280 & 256 \\
\hline COBPRG. 0 & S & 8 & 3288 & 256 \\
\hline COBPRG.L & S & 16 & 3298 & 256 \\
\hline & & 8 & 3248 & \\
\hline PART2.C & \(s\) & 8 & 32A8 . & 256 \\
\hline PART2.0 & S & 8 & 32B0 & 256 \\
\hline PART2.L & S & 16 & 32B8 & 256 \\
\hline PART3.C & S & 8 & 32C8 & 256 \\
\hline PART3.0 & S & 8 & 32 DO & 256 \\
\hline PART3.L & S & 16 & 32D8 & 256 \\
\hline
\end{tabular}

Note that all three object units to be linked are located in Shepard's working directory. COBPRG. 0 is the object unit that will form the root segment of the bound unit COBPRG. PART2.O and PART3.O are object units that will form the two overlay segments of the bound unit. Figure 6-6 shows the bound unit Shepard will create when she links the root segment COBPRG and the two overlay segments. PART2 and PART3.
\begin{tabular}{|c|c|}
\hline \multicolumn{2}{|c|}{\begin{tabular}{c} 
Root \\
(COBPRG) : \\
\hline Overlay 1 \\
(PART2)
\end{tabular}} \\
\hline Overlay 2 \\
(PART3) \\
\hline
\end{tabular}

Figure 6-6. Structure of the Bound Unit COBPRG

Shepard is ready to link her programs. Her dialog with the system is described below. The dialog has been keyed to the explanatory notes that follow.
(1)

LINKER COBPRG" :.:
LINKER-1982/06/18,0912:50.5
a
(2) EIB ESYSVOL>LDD>ZCARTi
(3) CC.
(4) EINK COBRRG
(5) MAP
(6) GOLIF EARTM
(7)

\section*{}
(8) ILINK PARTI2:
(9) BAP

(11) BASE =PART2.

(13) MAP
(14) ODIT

ROOT COBPRG
\(\because \quad\) LINK DONE
NOTES
1. Invoke the Linker, specifying COBPRG as the name of the bound unit to be created.
2. Request the Linker search the secondary directory \(Z\) CART for the required COBOL run-time routines.
3. Specify the CC (Call-Cancel) directive since Shepard's main COBOL program contains CALL/CANCEL statements that invoke overlays. By specifying this directive, Shepard tells the Linker to use the call/cancel logic for the programs. (This directive appiies only to COBOL programs and must be specified before the first LINK directive in the root.
4. Queue the object unit COBPRG.O for linking.
5. Specify a MAP directive. A link map is written to a file named COBPRG.M in Shepard's working directory.
6. Designate the end of the root segment and the beginning of the first overlay PART2.
7. Identify the relative load address for PART2 within the bound unit. The BASE s directive specifies that PART2 will be-linked beginning with the next location after the highest address of the root segment COBPRG. This is the default base address for PART2. This BASE directive could be omitted.
8. Queue the object unit named PART2 for linking.
9. Specify a MAP directive.
10. Designate the end of the overlay PART2 and the beginning of the second overlay PART3.
\[
3
\]
11. Request that the overlay named PART3 be loaded starting at the same relative address as the object unit PART2. Overlay PART2 and PART3 can never be in memory at the same time.
12. Queue PART3 for linking.
13. Request a link map.
14. Terminate Linker processing.

Shepard is now ready to execute the bound unit COBPRG. (No data files are required.) She enters the bound unit name:

\section*{}

The program responds:
GELLO FROM PROGRAM SAMPLE.
HELLO FROM PART2--THE FIRST OVERLAY *****BACK TO SAMPLE
HELLO FROM PART3--THE SECOND OVERLAY GOODBYE FROM PROGRAM SAMPLE.


ST
```

IDENTIFICATION DIVISION.
PROGRAM-ID. SAMPLE.
AUTHOR. FOSTER.
INSTALLATION. PHOENIX,ARIZ.
DATE-WRITTEN. 042980.
SECURITY. NONE.
ENVIRONMENT DIVISION.
CONFIGURATION SECTION.
SOURCE-COMPUTER. HIS-SERIES-60 LEVEL-6.
OBJECT-COMPUTER. HIS-SERIES-60 LEVEL-6.
DATA DIVISION.
WORKING-STORAGE SECTION.
01 PNAME PIC X(5).
01 QNAME PIC X(5).
77 REC-NUM USAGE COMP-1 VALUE ZERO.
PROCEDURE DIVISION.
GREETING.
DISPLAY "HELLO FROM PROGRAM SAMPLE.".
ADD 10 TO REC-NUM.
OVERPROC.
MOVE "PART2" TO PNAME.
CALL PNAME.
MOVE "PART3" TO QNAME.
CANGEL PNAME.
DISPLAY ****** BACK TO SAMPLE *******
CALL QNAME.
CANCEL QNAME.
DISPLAY "GOODBYE FROM PROGRAM SAMPLE".
STOP RUN.
END COBOL.

```

Figure 6-7. Source Listing of Root Segment COBPRG

```

IDENTIEICATION DIVISION.
PROGRAM-ID. PART2.
AUTHOR. FOSTER.
INSTALLATION. PHOENIX,ARIZ.
DATE-WRITTEN. 042880.
SECURITY. NONE.
ENVIRONMENT DIVISION.
CONEIGURATION SECTION.
SOURCE-COMPUTER. HIS-SERIES-60 LEVEL-6. . . . *mm
OBJECT-COMPUTER, HIS-SERIES-60 LEVEL-6.
DATA DIVISION.
WORKING~STORAGE SECTION.
OL PNAME PIC X(5).
O1 QNAME PIC X(5).
77 REC-NUM USAGE COMP-1 VALUE ZERO.
PROCEDURE DIVISION.
GREETING.
DISPEAY "HELLO EROM PART2--THE EIRST OVERLAY".
EXIT PROGRAM.
END COBOL.

```

Figure 6-8. Source Listing of First Overlay Segment PART2
```

IDENTIFICATION DIVISION.
PROGRAM-ID. BART3.
AUTHOR. FOSTER.
INSTALLATION. PHOENIX,ARIZ.
DATE-WRITTEN. 042980.
SECURITY. NONE.
ENVIRONMENT DIVISION.
CONFIGURATION SECTION.
SOURGE-COMPUTER. HIS-SERIES-60 LEVEL-6.
OBJECT-COMPUTER. HIS-SERIES-60 LEVEL-6.
DATA DIVISION.
WORKING-STORAGE SECTION.
01 QNAME PIC X(5).
01 QNAME PIC X(5).
77 REC-NUM USAGE COMP-1 VALUE ZERO.
PROCEDURE DIVISION. -d a: z
GREETING.
DISPLAY "HELLO FROM PART3--THE SECOND OVERLAY".
EXIT PROGRAM.
END COBOL.

```

Figure 6-9. Source Listing of Second Overlay Segment PART3

\(\checkmark\)

The following two debuggers are available in the MOD 400 environment:
- SDEBUG - A special debugger used for system maintenance. This debugger is described in the System_Programmer's Guide, Volume II.
- The Multi-User Debugger - A general purpose tool used for normal user applications. This debugger operates in two modes:
- Numeric Mode - Used for applications written in Assembly language.
- Symbolic Mode - Used for applications written in Advanced COBOL or Advanced FORTRAN.

Numeric debugging is described in the system Programmer's Guide, Volume II. Symbolic debugging is described in this section; full information on symbolic debug functions and directives is provided. See Appendix \(E\) for a sample symbolic debug session.
DEBUGGER OVERVIEW us O. 3 "
The debugger can be used with object units that have been compiled with the debug option (-SYMBOL). The debug option causes the compiler to generate a file for later use by the debugger.

Additionally, the object unit must be linked with the Linker's debug option ( \(\infty S Y M B O L\) ). In any bound unit there may be a mixture of programs compiled with and without the debug option.

\section*{DEBUGGER CARABILLTIES}

The debugger uses the object unit tables and a Linker symbol table to manipulate breakpoints, process action lines, and alter and display (dump) data variables. The debugger uses the same referencing format for variables as in the source program. This referencing format can be variable name, label, or line number.

The various debug directives can be used to halt a program at selected breakpoints during execution, restart the program from the same point, or change sequence and start from a different point. While the program is halted, you can examine and alter program data and set further breakpoints.

The debugger can be used to debug Advanced \(C O B O L\) and Advanced FORTRAN programs. Programs must be compiled with the debug option (-SYMBOL). This option generates an object unit file.

The debugger uses the object unit symbol tables and link symbol table (produced by the Linker debug option, -SYMBOL) to manipulate breakpoints, process actions lines, and alter data variables. The symbol table is called object_unit_name.z. The special link map is called bound_unit_name. object_unit_name is the name of the Advanced COBOL or Advanced FORTRAN source program. Do not try to edit these symbol table files because you may destroy necessary information.

INYOKING THE DEBUGGER
To use the debugger effectively, you should become familiar with the terms, symbols, and reserved keywords listed in Tables 7-1 through 7-4.

After the program to be debugged has been compiled and linked with the debug option, you can invoke the debugger with the following command:

FORMAT:

\section*{\(\varepsilon\)}

DEBUG program_name
ARGUMENTS:
program_name


Name of the bound linit to be debugged.

Table 7-1 lists the debugger directives by function, indicating the directive name and its meaning. Table 7-2 is a list of terms used in debugger directives. Table 7-3 is a list of debugger special symbols and their meanings. Table 7-4 is a list of reserved keywords. The reserved keywords and special symbols should not be used as variable names or labels in programs to be run with the debugger.

Table 7-1. Summary of Debugger Directives
\begin{tabular}{|c|c|c|}
\hline Function & Directive Name & Meaning \\
\hline \begin{tabular}{l}
Breakpoint control \\
Trace trap control \\
Display and modification of data \\
General execution
\end{tabular} & \begin{tabular}{l}
AT \\
CLEAR \\
LIST \\
TRACE \\
CHANGE \\
DUMP \\
SET \\
GO \\
IF \\
MODE \\
ACTIVATE \\
PAUSE \\
QT \\
SP \\
STEP
\end{tabular} & \begin{tabular}{l}
Set breakpoints \\
Clear specified or all breakpoints \\
List current breakpoints \\
Trace flow of program \\
Q0, men \\
Change specified variable's control contents \\
Display specified variable (dump) \\
Set values represented by special symbols \\
Resume execution \\
Conditional requirement for breakpoint and request lists \\
Switch between symbolic and numeric modes \\
Change reference to a different object unit \\
Enter interactive mode \\
Terminate debugger (quit) \\
Temporarily suspend the MultiUser Debugger; return control to the Command Processor (sleep) \\
Execute one program statement
\end{tabular} \\
\hline
\end{tabular}

Table 7-2. Terms Used in Debugger Directives
\begin{tabular}{|c|c|}
\hline Term & Definition \\
\hline Character string & A string of characters enclosed in apostrophes (') or quotes. The string may include all printable characters except those used for terminal editing. Use two apostrophes to include an apostrophe in the string. \\
\hline Directive & A statement to the debugger containing keywords, which cause the debugger to perform a specified action (e.g., AT, CLEAR, TRACE). \\
\hline Hex value & A maximum of eight hexadecimal digits prefixed by a percent (z) sign. \\
\hline Identifier & A name containing a maximum of 30 characters. Valid characters include all alphanumerics, the hyphen, and the underscore. The first character must be alphabetic. \\
\hline 1 & . \({ }^{-} .\). NOTE \\
\hline : & A minus sign in an expression must be preceded and followed by a blank to distinguish it from a hyphen. \\
\hline Input unit & A line consisting of one or more debugger directives separated by semicolons. The maximum length is the input device's maximum line length. \\
\hline Integer & A value less than 65535 and greater than or equal to -65536 entered as a string of decimal digits. \\
\hline Statement & A single source statement that generates executable code. \\
\hline Type & Identification of the internal storage and external display formats of variables. All source-defined variables have a basic type such as integer, real, character, string, or alphabetic. \\
\hline Variable & A single field, array element, entire array, record, or single component of a record. \\
\hline
\end{tabular}

Table 7-3. Debugger Special Symbols
\begin{tabular}{|c|c|}
\hline Symbol & Definition \\
\hline \$R1-\$R7 & Index registers (containing data) \\
\hline \$81-\$87 & Base registers (containing addresses) \\
\hline \$P & Program counter \\
\hline \$ & Current breakpoint \\
\hline \$T & True \\
\hline \$F & False \\
\hline \$L & Prefix for numeric statement
labels \\
\hline
\end{tabular}

Table 7-4. Debugger Reserved Keywords


After invoking the debugger, you are prompted with the greater than character ( \(>\) ). To initialize the debugger, set, list, and clear breakpoints using the AT, LIST, and CLEAR directives.

आをせ |
After you have arranged breakpoints to your satisfaction, use the \(S P\) directive to return to the Command Processor. Execute your program normally. When a breakpoint is reached program execution is suspended and the debugger enters interactive mode. Now you can enter any valid debugger directive to debug your program.

To leave the debugger, either continue execution of the program to the normal end (perhaps clearing unwanted breakpoints with the CLEAR directive) and then enter the GO directive, or enter the quit directive which terminates debugger control and resumes normal execution of your program.

While the debugger is in operation, it maintains two internal variables which identify the current bound unit and the current debugging mode:
- current_object_unit identifies the object unit to which symbolic debugging directives refer. The initial default is the first linked object module with a symbol table. During execution of a program, current_object_unit is automatically changed to identify the object unit in which the most recent breakpoint occurred. You can override the automatic setting with the SET directive.
- current mode is automatically set to symbolic if the debugger is invoked with a bound unit name.

\section*{DEBUGGER_AND BREAK KEY FUNCTIONALITY}

Typing DEBUG after pressing the Break key and getting the **BREAK** message transfers you to the debugger. To return to the previous level, enter the SP directive or terminate the debugger completely with the gUIT directive.

If DEBUG was the task that was broken, the responses allowed are:
- Any command
- UW, PI. SR OI NEW_PROC

The PI response will return the user group to the debugger input mode and allow the entry of debugger directives.

If the Debugger task was broken and DEBUG was entered as the response, the user would be placed in the debugger input mode.

The UW response will cause the debugger to be exited as if a GO-or SP directive had been input depending on
Me which was appropriate for the current state of the debugger. That is, if debug had been invoked as the result of encountering a breakpoint, a GO is appropriate to exit debug.

\section*{PLANNING CONSIDERATIONS}

\section*{Controlling Execution of the User's Program}

The following directives can be used to control execution of the user program.

IF is used to specify if statement processing.
GO causes execution to resume.
STEP steps through a program one executable statement at a time.

PAUSE enters input mode and allows you to request display of variables and registers.

PAUSE used with IF causes execution to stop and entry into interactive mode.

\section*{Setting Breakpoints}

You can set, list, and clear breakpoints during initialization as well as during execution. All other functionality can only be done during execution. The AT directive sets breakpoints; CLEAR deletes them. The LIST directive lists breakpoints.

\section*{Monitoring the Value of Variables}

The IF directive can be used in a number of ways to perform other directives when a certain condition is met. The primary use of the IF directive is to monitor the value of a variable during execution of the user's program. If the value meets a given condition, program execution stops and the user is notified.

\section*{Controlling Output}

The DUMP directive displays the contents of variables and constants.

\section*{Maintaining a Trace History}

The TRACE directive controls tracing program execution. It can be used in conjunction with if for conditional tracing. you can issue the TRACE directive only while stopped at a breakpoint.

\section*{Altering Values}

The CHANGE directive alters the values of variables. SET sets or alters the values of special symbols.

DEBUGGER DIRECTIVES
The remainder of this section provides an alphabetic listing of the debugger directives with detailed descriptions for each directive.


Set breakpoints in the program.
FORMAT: \(\quad \therefore \quad \cdots \cdots\)
AT location_list [(request_list)]
ARGUMENTS:
location_list
One or more places in the program where you want to set a
5. breakpoint. Location specifiers are separated by commas. Individual statements in the program are identified either by statement label or source line number. Set breakpoints only on executable statements. FOI FORTRAN programs, do not set breakpoints on FORMAT statements.
request_list
Optional list of one or more directives to be executed when a breakpoint is reached. A request list can be a single directive or a series of directives delimited by parentheses. Directives in a request list are separated by either semicolons or newline characters. GO is understood to be the last directive in a breakpoint request list. If no request list is given, PAUSE is assumed.

DESCRIPTION:
A breakpoint is set in the program for every statement in the location list. A breakpoint identifier is assigned to each breakpoint, and a brief message is printed showing the line number, label (if any), and assigned identifier number. Breakpoint identifiers are numbers assigned in descending order beginning with 31. You can set a maximum of 32 breakpoints (from 31 through 0 , inclusive). Request_list directives are saved in the DEBUG.SM file for each breakpoint. To distinguish FORTRAN statement labels from line numbers, prefix statement labels with "\$L".

\section*{Examples:}
```

AT 1020,LOOP (PAUSE)

```


These two directives are equivalent. Both cause program breakpoints to occur before execution of statement number 1020 and the statement labeled LOOR. When a breakpoint occurs, the debugger enters interactive mode and prompts you (with the "greater than" ( \(>\) ) sign) to enter directives from the terminal.

AT LOOR1 (DUMP INVENT_PART_NO,A(J_INDEX),J_INDEX;CH BUFNO=1)
Each time execution reaches LOOPI, the DUMP and CHANGE directives are performed, and execution of the target program resumes without user intervention.

AnPcima=. 0

\section*{CHANGE}

\section*{CHANGE}

Alter the contents of variables.
ayti
\(?\)

FORMAT:
\(\left\{\begin{array}{l}\text { CHANGE } \\ \text { CH }\end{array}\right\}\) change_list \(19: \ldots\)

ARGUMENT:
change_list
List of change statements of the form:
\(\begin{aligned} & \text { variable name } \\ & \text { record component }\end{aligned}=\left\{\begin{array}{l}\text { decimal integer } \\ \text { hexadecimal string } \\ \text { character string } \\ S T \\ \$ F\end{array}\right\}\)
DESCRIPTION:
For each change statement, the item on the left is assigned the value of the element on the right. Change statements are separated by comas.

Example:
CHANGE TAGA \(=83031\), TAGC \(=5\)
The hexadecimal value 3031 is placed in TAGA and 5 is loaded into TAGC.

The data types of the left side and right side must match. For example, a variable name defined as a hexadecimal string may not be changed to a decimal integer. The one exception is that any type variable may change to a hexadecimal string that represents exactly the internal format of the data. There is no other conversion of data types.

\section*{CLEAR}

\section*{CLEAR}

Delete breakpoints.


FORMAT:
\(\left\{\begin{array}{l}\text { CLEAR } \\ C\end{array}\right\}\) breakpointsist \(\quad\). "Ans: : \(:\).
ARGUMENT:
ras: vis
breakpoint_list
List which can include:
- Individual breakpoint numbers
- A range of breakpoints (e.g. N1 to N2)
- \$ (indicating the current breakpoint)
- (indicating all currently defined breakpoints)

\section*{DESCRIPTION:}

All breakpoints specified in the breakpoint list are deleted.

\section*{Examples:}

CLEAR *
Clear all currently defined breakpoints.
C \(\$\), 14, 15, 0 то 5
Clear multiple breakpoints.

\section*{DUMP}

\section*{DUMP}

Display program variables and other information about the program execution.

FORMAT:
\[
\left\{\begin{array}{l}
\text { DUMP } \\
\text { DP }
\end{array}\right\} \text { dump_list }
\]

ARGUMENT:
dump_list . m"ヶ...
List of items separated by commas, which can include:
- Variable names representing individual values, or record structures: \({ }^{\text {. }}\)

DUMP HEAD_OF_LIST, TABLE, MASS_REC
- Range of variables as declared textually in the program:

DUMP ABC TO J_MODE
- Record component:

DUMP C OF B OF A DUMP C IN B IN A (these two are equivalent).

If "a" precedes a variable name, the variable is displayed in hexadecimal.

\section*{DESCRIPTION:}

Each requested item is displayed on a new Iine. Record components are indented according to level. The item name is printed on the left followed by the item value. The value is printed in a format conforming to its data type unless the hexadecimal override character (*) precedes the name.

Example:
DUMP ABC, 'RESULT'
Display the contents of variable \(A B C\) and print the character string RESULT.

\section*{GO}

Resume execution of the program．

\section*{FORMAT：}

GO［program＿location］

\section*{ARGUMENT：}

\section*{program＿location}

Either a statement label or a statement line number． DESCRIPTION：

If no argument is given，the debugger resumes execution of the program where it left off．If a program location is given，the debugger resumes execution at the new location．

\section*{NOTE}

The program＿location option should be used with caution because registers used by the bound unit may be scrambled by such a jump．


\(\therefore\) ，※゙ロ 5
－：
\[
:-x n \leq x:
\]

\section*{IF}


Provide a simple conditional for use in breakpoint and trace request lists.

FORMAT:
IF variable \(\left.\left\{\begin{array}{l}= \\ \stackrel{=}{n}= \\ > \\ > \\ < \\ <\end{array}\right\} \begin{array}{l}\text { character string } \\ \text { hexadecimal string } \\ \text { decimal literal } \\ \$ T \\ \$ F\end{array}\right\} \quad\) request_list
ARGUMENTS:
\(=\) Equals
" \(=\) Not equal
> Greater than
\(>=\) Greater than or equal to
< Less than
\(<=\) Less than or equal to
request list \(\quad\) it it
Required list of one or more directives to be performed when the IF expression evaluates to True. A request_list consists of a single directive or a series of directives delimited by parentheses. Directives in a request_list are separated by either semicolons or new line characters.

DESCRIPTION:
When an If directive is performed, the comparative expression is evaluated. If the result is True, the request_list is performed. When execution of the request is completed (without encountering a GO or PAUSE), processing continues with the next directive following the list.

If the result of the comparison is False, the request_list is ignored.

The data types on the left and right of the relation must match. For example, a variable name defined as a hexadecimal string may not be compared to a decimal literal. The one exception is that any type variable may be compared to a hexadecimal literal which represents exactly the internal format of the data. There is no other conversion of data types.

The length of a comparison corresponds to the language rules. If an expression being evaluated is determined to be invalid, an error message is issued and the debugger pauses.

Exampies:

```

AT 1020 (IF VARI \& %1424344 (P))

```

These two directives are both valid assuming the base type of VARI is a character string. A True condition causes a Pause: False causes a Go.
```

AT 1020 (IF BOOL = \$F (PAUSE))

```

The debugger pauses only if BOOL is False.
TR (IF J_INDEX < 0 ( \(\operatorname{PAUSE}\) ))
Establish tracing for all statements in the compiled program. At each statement, the IF expression is evaluated. If J_INDEX is ever less than zero, the PAUSE occurs. Otherwise, the program continues.
\(\therefore\). \(\because 2\) :

LIST
List current breakpoints.
FORMAT:

ARGUMENT:
\[
:
\]
breakpoint_list
List, which can include:
- Individual breakpoint numbers
- A range of breakpoints (e.g., N1 to N2)
- * (indicating all currently defined breakpoints)
- \(\quad\) (indicating the current breakpoint).

DESCRIPTION:
The breakpoint identifier (an integer between 0 and 31), the line number, and label (if any) are printed for all specified breakpoints. In addition, if -LG is given, the request list (if any) associated with each breakpoint is printed.

Examples:
LIST 3,4,10 TO 15 -LG
Print the basic information and request lists for breakpoints 3, 4, and 10 through 15.

L \(\$\)
Print the basic information for the breakpoint at which the program is currently stopped.

\section*{MODE}

\section*{MODE}

「気気
Define the debugger mode of operation desired．Specify Symbolic mode for Advanced COBOL and Advanced FORTRAN program debugging．Specify NUMERIC mode for Assembly language program debugging．See the System Programmer＇s Guide，Volume I for information on numeric debugging operations．

FORMAT：



DESCRIPTION：
The debugging mode is set as specified．
If the debugger is currently in symbolic mode，type MODE NUMERIC to put the debugger in numeric mode．See the System Programmer＇s Guide，Volume \(I\) for a description of numeric directives．

If the debugger is currently in numeric mode，type MODE SYMBOLIC to put the debugger in symbolic mode．

Symbolic mode can only be used with bound units which have been compiled with the debug option on．Also a bound unit must have been initialized for symbolic debugging prior to a switch from numeric to symbolic mode．
```

\#7%

```

\section*{ACTIVATE}

Change reference to a different object unit.
FORMAT:
\(\left\{\begin{array}{l}\text { ACTIVATE }\end{array}\right\}\) object_unit_name[/overlay_name]
ARGUMENTS:
object_unit_name
e. 1

Name of the object unit other than the current one. overlay name \(3:\)

Number of the overlay in which the bound unit is linked.

\section*{DESCRIPTION:}

The object unit named becomes the current object unit.
Example:
AC PROCI
DUMP ABC
AC PROC2
DUMP DEF
AC PROC3/4
DUMP XYZ
\(A B C, D E F\), and \(X Y Z\) are variables declared in three separately compiled object units. This sequence of directives displays ABC, activates the PROC2 symbol block, and displays DEF. Then the symbol table for PROC3, linked in overlay 4 , is activated, and variable XYZ is displayed.

\section*{PAUSE}

\section*{pause}

EORMAT:

DESCRIPTION:
When a PAUSE directive is performed, the debugger enters interactive mode, sends a prompt message (the "greater than" sign ( \(>\) ) to the user-in file, and reads the user-out file (generally a terminal) to obtain its next directive.

When a PAUSE is encountered within a request_list, it takes effect immediately, and any directives remaining in the list are ignored.

Examples:

\(A T 1020\) (DUMP I,NEXT; IF NEXT=\% 40 (PAUSE))
Whenever line 1020 is reached, the variables I and Next are dumped. Then, the IF expression is evaluated. If NEXT is a hexadecimal 40 , the debugger pauses. Otherwise, execution of the program resumes at statement 1020.

\section*{OUIT}

Clear all breakpoints，close all debugger work files，and disable the debugger trap handler before terminating the debugger task．

FORMAT：
QT



 \(\cdot 1\)
\(\therefore=* \quad * 幺\)

品き
\(\leq * *\)
\(\because:-a \operatorname{la}\)

\section*{SET}

\section*{SET}

Set values represented by special symbols.
FORMAT:

ARGUMENTS :

SBn base register
\$Rn Index register
\$P p-counter
hex value hexadecimal value
dec value decimal value
DESCRIPTION:
For each set_list item, the item on the left is assigned the value of the item on the right. The expression must evaluate to a hexadecimal value when setting base or paregisters, or to a decimal or hexadecimal value when setting index registers.

Example:
SET SRI = \%F3E2
Register \(R 1\) is set to hexadecimal value F3E2.
NOTE
The SET directive is generally not useful to users running only COBOL or FORTRAN programs.

Return processing to command level after initial breakpoints have been set.

FORMAT:
8P
DESCRIPTION:
The SP directive temporarily suspends the execution of the debugger and returns control to the Command Processor. You may now start execution of the bound unit in the standard manner. The debugger becomes active again if:
1. A breakpoint is reached in the user's program.
2. The user types DEBUG from the command level.

\section*{TRACE}

\section*{TRACE}

Trace the flow of a program. It can also be used in conjunction with the IF disective to monitor the contents of a variable. You must be at a breakpoint to issue the TRACE directive.

FORMAT:
\(\left\{\begin{array}{l}\text { TRACE }\end{array}\right\}-O F F \quad[\) (request_list) \(]\)
ARGUMENTS :
-OFF
Turn tracing off for the current bound unit.
request list
Optional list of one or more directives to be performed when tracepoint is reached. A request list consists of a single directive or a series of directives delimited by parentheses. Directives in a request list are separated by either semicolons or new line characters.

\section*{DESCRIPTION:}

A trace is defined and becomes active when the next Go directive is entered. As each statement is executed, a trace message consisting of the line number, bound unit name, and statement label (if any) is listed, the request list (if any) is performed, and execution of the program continues.

Multiple Trace directives may be entered, but only one request_list (the last one entered) will be in effect.

Examples:
TRACE (DUMP TAG)
Print the variable TAG at every statement.
\(T R\) (IF J_INDEX \(=0\) (PAUSE))
Monitor the contents of J_INDEX during execution of the current object unit. If J_INDEX goes to zero, execution pauses.


```

\because: t

```

\(\vee_{1}\)


9. Patch Utility
```

                                    \thereforenn:tw?,
    


# Section 8 <br> NETWORK PROCESSING FUNCTIONS 






DPS 6 DSA is Honeywell's minicomputer-based networking system. DPS 6 DSA combines processing power and high-speed information dissemination over communications lines. This is also called data communications. Data communications carried out in real time (i.e., multiple, concurrent accesses from terminals to a computer with practically instantaneous response) is called online processing.

A DPS 6 DSA system is a combination of hardware and software processing facilities. Hardware facilities include the central processing unit, peripherals, terminals, lines, and modems (or related devices). Software facilities include user application programs, a user access method, and a network control center.

## NETWORK CONTROL CENTER

The network control center is a software product that runs under the MOD 400 Executive. The control center resides in a region of main memory and manages this region much like the Executive manages the machine environment: handling terminal and file I/O operations, dispatching concurrent processing activities, validating user requests for services, and performing other network-related functions. DPS T DSA software allows a MOD 400 application on one node to establish a session with an application on a different node to exchange application data.

Network software exchanges data between programs executing in the same or separate computersi. The layer of network software that establishes connections, queues message text, and synchronizes the cooperating process is called session control.

This section sumarizes and briefly describes the COBOL Session calls for use in Advanced COBOL programs. For complete information on Network application programming, see the Network Rrogrammer's Guide.

The session control software provides two types of calls:
Workstation Administration Commands
COBOL Session Calls
The workstation Administration commands create the networking environment: the workstation, mailboxes, and session type descriptions. COBOL Session Calls manage sessions. In addition to the COBOL Session Calls there are COBOL COPY files that are used to create and modify the session control I/O request blocks.

## NETWORK ENVIRONMENT OE A PROCESS

Four types of entities compose the network environment of a process:

## Workstation

Mailbox
Session Type Description
Task Group
The commands that define the data entities create parameter lists in the user's program space. These parameter lists do not control sessions; they provide input to the activating calls. These commands create data structures in network memory. Once the activating call completes, the parameter list in user's space is free. This structure can be modified and reused. Thus, you could create a single mailbox parameter list in program space, activate it, modify it to create a different mailbox, and then activate that mailbox.

## WORKSTATION ADMINISTRATION COMMANDS

The Workstation Administration commands create and activate entities required by COBOL programs. For information on COBOL programming considerations, see the Network Programmer's Guide.

A brief description of the Workstation Administration Commands follows:

Activate Workstation
Attach Task Group to Workstation
Detach Task Group From Workstation
Activate Mailbox
Activate Session Type Descriptor
Print Expanded Network Structures

- Modify Workstation

Deactivate Workstation $\begin{array}{llll}\text { NWKS } & G & 9: \\ \text { NATWS } & & \\ \text { NDTWS } & & & \\ \text { NMBX } & & & \\ \text { NSTD } & & \\ \text { NPX } & \cdots & & \\ \text { NMWKS } & & & \\ \text { NDWKS } & & & \\ \text { NDSTD } & & & \end{array}$
Deactivate Session Type Descriptor

Activate Spawning Mailbox EC NMBXEC
Deactivate Mailbox
NDMBX

## COBOL SESSION CONTROL I/O REOUEST BLOCK CALLS

Three data structures are used directly by the calls inat manage the session. The data structure addresses are input parameters to the session calls, and data are returned to these structures when the session calls complete. These data structures are GCOS 6 standard extended input/output request blocks (IORBs) and are in user space. The session management request blocks are:

| Session Initialization Request | Block | NSIRB |
| :--- | :--- | :--- | :--- |
| Session Control Request Block |  | NSCRB |
| Session Recovery Request Block | $\therefore$ | NSRRB |

Session initialization request blocks (NSIRBs) are used by the following COBOL session calls:

Accept Session
Initiate Session
$\because$.

Session control request blocks (NSCRBs) are used by the following COBOL session calls:

## Cancel Enclosure <br> Receive <br> Send

Session recovery request blocks (NSRRBs) are used by the following COBOL session calls:

Send Interrupt
Receive Interrupt
Terminate Session
Test Session
Wait Session
Request Attributes
In COBOL I/O request block administration, you COPY the request block data division declarations from library files to create and modify data structures. Your program uses the copy file as a template.

For detailed descriptions of the COBOL session calls and contents of the COBOL copy files, see the Network Erogrammer's Guide.

COBOL SESSION CALLS
The COBOL session calls allow your program to control the establishment, management, and termination of sessions.

The COBOL session calls are described briefly below. The appropriate COBOL calls, IORB used by each call, and processing method of the call (synchronous or asynchronous is also specified).

For detailed descriptions of the COBOL session calls, see the Network Programer's_Guide.

| Name | Cald | IORB | Synchronism |
| :---: | :---: | :---: | :---: |
| Accept Session | ZACPTS | SIRB | Async |
| Cancel Enclosure | ZCANCL | SCRB | Sync |
| Initiate Session | 2 INITS | SIRB | Async |
| Receive | $2 T R E C V$ | SCRB | Sync |
| Receive Interrupt | ZRINT | SRRB | Sync |
| Request Attributes | ZRAT | SIRB | Sync |
| Send | 2TSEND | SCRB | Sync |
| Send Interrupt | ZSINT | SRRB | Sync |
| Terminate Session | ZTERM | SRRB | Async |
| Test | 2TESTS | SIRB | Sync |
| Wait | 2WAITS | SIRB | Sync |

$$
\therefore x
$$


$\qquad$
$\vartheta$
$\qquad$
8. Network Pracessing



Section 9
PATCH UTIITY

The Patch utility is used to apply patches to and remove patches from object units and bound units. Patches are identified by patch-ids. The Patch utility can also be used to list, by patch-id, all patches for an object unit or bound unit. The listing is written to the user-out file, terminal line screen, or printer for a hard copy.

The Patch utility, in modifying object or bound units, will extend the file space, as necessary. Insufficient file space will terminate Patch operations; therefore, you should ensure that sufficient space exists to accommodate the patch(es) on the medium (disk, etc.).

USFNG THE PATCH UTILITY
Patch execution is controlled by directives entered to Patch through the operator's terminal, user terminal, a card reader, or a sequential file. The Patch utility operates in batch mode or in interactive mode. Each mode is described separately below.

## Batch_Mode

In batch mode Patch processes directives and applies them to the file specified on the Patch command line. These directives allow patch application with or without verification of patches, the elimination of patches, and listing patches.

By using Patch directives, the user can:

- Manipulate shared and system attributes of bound units
- Create and maintain a version number facility for the bound unit
- Provide a method for patching all references to undefined external references in bound units
- Interrogate the current contents of a bound unit.

The Patch utility processes version number and attribute modification. It also interrogates directives as they are entered. Regardless of the input sequence of other directives, Patch processes directives in the order: eliminate patches, apply patches, and then list the patches.

Interactive Mode
By specifying the Patch command with the -IA argument, a bound unit can be patched in interactive mode. In interactive mode, Patch directives must be completed before they are applied; a directive is completed when the patch utility reads a new directive. Only the file specified on the Patch command line can be patched with each invocation of the patch utility.

Version number processing, manipulation of the shared or system attributes, and interrogation are always performed as the directives are keyed-in.

The Patch directives are listed and briefly defined below. Detailed descriptions for each Patch directive are provided later in this section. .. . . Zution sest dit

## Directive

Name.

## Eunction

CLSY Clear system bit

DP Apply patch(es) to data section of bound unit or to common area of object file

Eliminate named patch or all patches
Process previous patch directive
GNSH Set global share bit off
GSHR Set global and root share bits on
HP Apply hexadecimal patch(es) to specified file

```
Directive
    Name
    #-.ひ.2@&
Eunction
** .: \% %
s%%
```

LDEF Assign an address to an undefined external
location reference
LN List patches but do not exit from Patch
LP List patches and exit from Patch if mode is batch
LS $\quad . \quad \begin{aligned} & \text { List patches by name only and exit from Patch if } \\ & \text { mode }\end{aligned}$
NS
Set share bit off
0
SD
SP
Apply symbolic patch(es)
SS
STSY
Process previous patch directives and exit from
Patch

SD
SP
Apply symbolic data patch(es)
Apply symbolic patch(es)
SS
Set share bit on ip
STSY

VDEF
Assign a value to an undefined external symbol
VN Verify or change revision number of bound unit
WA Interrogate bound unit

* List a comment on the user-out file

LOADING_PATCH
Ts.

To load Patch, enter the PATCH command, as follows:
FORMAT:
PATCH filenm [ctl_arg] : ov
ARGUMENTS:
filenm
Pathname of the object unit file or bound unit file to be patched. If an object unit is being patched, the last two characters of the pathname must be . 0 .

The following control arguments may be entered:
-IA
Operate in interactive mode. Process one directive at a time: error messages (if any) immediately follow the applicable directive. If this argument is not specified, Patch operates in the batch mode.
-IN path
Pathname of the device through which Patch directives will be entered; can be the operator terminal, another terminal, a card reader, or a sequential file. Error messages are written to the error-out file. Patch error messages are described in the System Messages manual.

Default: Device specified in the in_path argument of the "Enter Batch Request" or "Enter Group Request" command.

Bound unit to be processed was created by the MOD 600 Linker.

This argument should not be used when patching an object file. (The . 0 at the end of the filenm on the command line identifies to Patch that the file is an object file.) Default: MOD 400.
-PROMPT -i
-PT
If input is from the operator terminal or another terminal, each time the PATCH utility program is ready to accept an input line, the typeout $P$ ? appears on the input device.

-SI
Suppress the display of the sign-on message (i.e., PATCH, followed by the revision number and the date patch was created). Default: Patch sign-on message is displayed.
Create a patch work area of $n$ 1024-word blocks of memory.
Default for $\mathrm{n}: 1$.
Patch can operate on two types of files:

- Object units, which are variable sequential files created by the compilers
- Bound units created by the Linker.


## SUBMITTING PATCH_DIRECTIVES

Each Patch directive consists of only a directive name or a directive name followed by one or more values. Values must be separated by a delimiter. The delimiter can be a space, a comma, or a semicolon. However, on an interactive device (i.e., a terminal), the carriage return replaces the delimiter. Lines may neither begin nor end with a comma or semicolon. If directives are entered from a card reader, trailing blanks or column 80 replace the delimiter.

Multiple Patch directives may be specified during one execution of the Patch utility. To patch another bound unit or object unit, Patch must be re-executed.

For patching in the interactive mode:

- Patch directives are processed in the sequence in which they are entered.
- Patch directives can be entered in any order, except that Quit ( $Q$ ) must be entered last.
- A patch directive must be complete before it is processed; it is complete when Patch reads a new directive.

For patching in the batch mode:

- The List Patches Now (LN) directive must be the first, . directive, otherwise, it is processed like an LP directive.
- Patches are first eliminated, then applied, and finally listed regardless of the sequence in which the associated directives are entered.
- The version number directives (VN), the share bit and systems bit directives (SS, STSY, CLSY, GSHR, GNSH, and NS) are always processed interactively in the order in which they are entered.
-s $5 \times 70 w$
- The WA directive is processed when it is entered.

If directives are being entered through the operator terminal or another terminal. press RETURN at the end of each line. Each time RETURN is pressed, except after quit, the typeout 8 ? is reissued if the prompt control argument was specified in the command line.

To enter Patch directives for a different file, you must reload Patch, specifying a different file in the filenm argument.

## PATCHING TECHNIOUES

Techniques used when "Naming the Patch" and "Applying the Patch" are described in the following paragraphs.

## Naming the Patch

Each patch has a patch-id by which it is identified. When you designate in Patch directives (DP, HP, SD, or $S P$ ) that one or more patches are to be applied to a specified object unit or bound unit, you must specify a patchoid. The patch-id identifies the patch(es) and designates whether the patch(es) are to be applied to an object unit, root, or overlay of a bound unit. To eliminate patches from an object unit or bound unit, you must specify in the Eliminate Patch directive the patch-id with which the patch(es) are associated. See "Data Patch Directive (DP)" for a description on how to designate patch-ids.

## Applying the Patch

If an object unit is being patched, object records are created for the specified patches and appended to the end of the object file. When the object unit is processed by the Linker, existing values are replaced with the specified patch values. Locations that contain external references should not be patched; results are unspecified.

If a bound unit is being patched, each specified patch value is applied directly to the proper image record in the bound unit. The previous value, the patch-id, and the patch value are saved in a Patch history record that is written at the end of the file area allocated to the bound unit. This record is referred to each time a List patch or Eliminate Patch directive is specified.

## NOTE

> Use caution when patching executing bound units. If a program or one of its overlays is loaded while in the process of being patched, results are unspecified.

- PATCH DIRECTIVES

The Patch directives are described on the following pages in alphabetic order by directive function.

## CLEAR SYSTEM BIT

$$
s e d
$$

## CLEAR SYSNEM BIT

Turn off the system bit in the bound unit's attribute table. mhis directive prohibits the patched bound unit from executing in the system (\$S) group. fhe CISY directive is not allowed for object Eiles.

```
FORMAT:

CLSY
NOTE
The system bit was initially set at link time by the SYS Linker directive.

\section*{COMMENT}

\section*{COMMENT}

List the accompanying text on the user-out file. The contents of the Comment directive are not saved.

FORMAT:
* comment-text

。





\section*{DATA PATCH}

\section*{DATA PATCH}

Apply (for bound units) one or more hexadecimal patches, by relative location, to the data section of the bound unit. The bound unit must have separate code and data sections, and have been created by the Linker when the \(-R\) Linker argument is specified.

For object files, the DP directive causes patches to be applied to common areas.

FORMAT:
For Bound and Load Units, Without Verification: DP patch-id /addr patchval[ patchval....] [ /addr patchval....l

For Bound and Load Units, With Verification: DP patch-id /addr (verval patchval \([\) verval patchval....]) [/addr (verval patchval \({ }^{\text {(verval patchval....])] }}\)

For Object Files, Without Verification -- Local Common Block: DP patch-id /offsetl patchval[ /offsetl patchval]...

For Object Files, With Verification -- Local Common Block:
DP patch-id /offsetl (verval patchval) ( /offsetl (verval patchval)!...

For Object Files, Without Verification - Named Common Block -- One Blockname Per Directive:

DP patch-id blockname /offset patchval[ patchval...]/ offset patchval [patchval...]...]

For Object Files, With Verification -- Named Common Block -One Blockname Per Directive:

DP patch-id blockname /offset (verval patchvall verval patchvall...) [/offset (verval patchval[verval patchvall...)....)]

ARGUMENTS:
patch-id
Patch-id of the patch(es) to be applied. A patch-id comprises eight to ten characters: the first six characters can be any ASCII characters except spaces. The last two to four characters must identify the root or overlay to which the patch(es) are being applied. If an object or the root of a bound unit is being patched, the patch-id is eight characters, the last two of which must be RT. If an overiay is being patched, the last two to four characters identify the hexadecimal overlay number; the first overlay is 00 for bound units created by the Linker, and subsequent overlays are numbered consecutively in ascending order. There may be no embedded blanks. Within the root and each overlay, patch-ids must be unique.


Relative location at which the first (or only) subsequent patch value will be applied. Each address must comprise one to six right-justified, hexadecimal characters, and must be preceded by the slash character (/). Subsequent patch values, if any, are applied to succeeding memory locations.

NOTE
Care must be taken in specifying an address to be patched. If the address of a location to be patched is identified when a bound unit is being executed, that memory address contains three possible factors:
1. The original address of the location in the bound unit relative to the beginning of the bound unit

2. The linking relocation factor
3. The loader relocation factor

If the address is identified at execution time and the bound unit is to be patched, the loader relocation factor must be subtracted from the address
identified in the executing bound unit. If the object unit is to be patched, both the linking and loader relocation factors must be subtracted. Object unit locations can also be obtained through ac examination of the listing produced during assem bly of the object member.
offsetl
. Non-regative offset from the beginning of \$LCOMW. patchval
\(i\)
Specify a value of one to six hexadecimal characters to insert into \$LCOMW. Relocatable values are not permitted and only one patch value can be specified for each patch.
blockname
Symbolic name of the common block. The name can contain one to six characters.
offset


Offset from the symbol name of the common block.
/patchval
Value to be inserted at an address, replacing the contents of that location. The value must be specified as one of the following:
1. Data, represented by one to four hexadecimal characters.
2. Relocatable address, represented by one to six hexa- decimal characters, preceded by the character <.
verval
Verification value; one to six hexadecimal characters specifying value that should be in location before patch is applied.
1. Each verval must be immediately followed by a patchval.
2. The verification value(s) and patch value(s) associated with each address must be enclosed within parentheses.
3. For consecutive locations, the old and new . 5 : values can be included within one set of parentheses. The /addr field is adjusted internally by Patch.
4. Within a set of parentheses, the number of old values must equal the number of new values.
5. The IMA indicator cannot be used with an old value. IMA status is determined by Patch from the module or from the new value.
6. For SLIC or LAF IMAs, old value and new value can be up to six characters.
7. For SLIC or LAF IMAs, Patch allocates two words. For example, assume that the following directive applies to a SLIC module:

DP patch-id, /100,(1111,<12345,ABC, DEF)
If the contents of 100 and 101 are 001111 , and the contents of 102 are \(A B C\), the patch will be applied, and as a result the contents of the specified addresses will be:

Address Contents
10001
1012345
102 DEF
8. Verified and nonverified patches can be included within one patch directive; however, if the verify fails, none of the addresses in the directive are patched.
9. A left parenthesis cannot immediately follow a right parenthesis. There must be a /addr field between them.
10. In a bound unit, an IMA may be patched to a non-IMA or a non-IMA is patched to an IMA.
11. In object modules, patches to areas that have no defined value cannot be verified.
12. In a bound unit, if the new value is not an IMA, the old value can be no more than four hexadecimal characters even if the old value is an IMA.

\section*{NOTE}

SLIC means SAF/LAF independent code. MOD 400 bound units are usually LAF, but SLIC bound units may still be patched and executed.


\section*{ELIMINATE＿PATCH}

Eliminate all patches associated with a specified patch－id from the designated object unit or bound unit．The patch（es） must have been previously applied by DP，HP，SD，or SP directives．To determine what patches have been applied，and their patch－ids，enter one of the list patch（LN，LP，LS） directives described later in this section．

FORMAT：
```

EP{变的chid}

```

ARGUMENTS：
patchid
Patch－id of the patch（es）to be removed．A patch－id comprises eight to ten characters：the first six characters can be any ASCII characters except spaces；the last two to four characters must identify the root or overlay to which the patch（es）are being applied．If an object unit or the root of a bound unit is being patched， the patch－id is eight characters，the last two of which must be RT．If an overlay is being patched，the last two to four characters identify the hexadecimal overlay number，the first overlay is 00 for bound units created by the Linker，and subsequent overlays are numbered consecutively in ascending order．There may be no embedded blanks．Within the root and each overlay， patch－ids must be unique．

ALL
If the ALL option is used，all patches in the file are eliminated in the order that they were applied．

\section*{GO}

\section*{GO}

Tell Patch that the previous directive is complete and is to be processed. This directive is effective only in the interactive mode. In the interactive mode, a new Patch directive signals the end of the previous one. The Go directive is used in circumstances in which the user would like to have a directive processed before entering any other directive.

FORMAT:


GO
\[
0: \quad 3:
\]

B:


\section*{HEXADECIMAL PATCH}

\section*{HEXADECIMAL PATCH}

Apply one or more individual patches, by relative location, to an object unit or bound unit.

If a bounc unit is being patched, you can designate that specified patch(es) be applied only if specified location(s) currently contain specified value(s); these are called verification values. Within a single \(H P\) directive, verification values may be specified for some or all of the locations. If any of the verification values do not match the values currently at the locations for which verification values were specified, none of the patches specified in the \(H P\) directive are applied.

\section*{FORMAT:}

Without Verification Values:
HP patch-id, [base,]/addr, patchval[,patchval...patchval] [,/addr, patchval[, patchval... patchval]]...

With Verification Values:
HP patch-id, [base,]/addr, (verval, patchval[,verval, patchval]) [,/addr, (verval, patchval[verval, patchval)])

NOTES
1. One or more lines of arguments may be specified. When two or more lines of arguments are entered for an \(H P\) directive, the last character on each line must be a valid hexadecimal character or right parenthesis. Individual fields, values, and addresses must not be split between lines. The entry of a Patch directive name (e.g., EP, LP) at the beginning of a line designates the end of the previous Patch directive.
2. A space may be used in lieu of a comma as a separator.

\section*{ARGUMENTS:}
patchid \(\because \%\)

Patch-id of the patch(es) to be applied. A patch-id comprises eight to ten characters: the first six characters can be any ASCII characters except spaces; the last two to four characters must identify the root or overlay to which the patch(es) are being applied. If an object_unit or the root of a bound unit is being patched, the patch-id is eight characters, the last two of which must be RT. If an overlay is being parched, the last two to four characters identify the hexadecimal overlay number; the first overlay is 00 for bound units created by the Linker, and subsequent overlays are numbered consecutively in ascending order. There may be no embedded blanks. Within the root and each overlay, patch-ids must be unique.
base
Optional argument allowed only for bound units. Base defines a value that is added to all locations; i.e., /addr specified in the associated DP, \(H P\), \(S D\), or \(S P\) difectives and all IMA references. If this argument is omitted, the default value is zero. Base can be entered as a hexadecimal address of one to six characters or as a name that has been specified as an EDEF at link time and placed in the bound unit symbol table. If a symbol name is used, patch finds the name in the symbol table and uses its address as the base value. The format for the symbol name as a base is +symname, where symname comprises 1 to 12 characters. If a hexadecimal address is used for base, the plus sign is not required.

For bound units created by the MOD 400 Linker the values specified for the /addr fields and IMA references (if any) must include the displacement of the root or overlay. The displacement is equal to the base address of the root or overlay as printed on the link map. The user may add the displacement to each /addr field and IMA, OF achieve the same result by specifying the base parameter in the Patch directive. For example, if the fisst overlay of a bound unit is based at 1000 and a patch to locations 100 to 103 and 200 to 204 is to be made within the overlay, the following two patch directives are equivalent when applied to a LAF bound unit.

SP NUMBRAOO;/1100/LDR \$R1, 1500;STR \(\$ \mathrm{R}_{\mathrm{f}}=\) = SR 2
/1200/ADD \$R1, 1600;JMP 1156
SP NUMBRA00;1000;/100;LDR \$R1,500;STR \$R1,\$R2
/200;ADD \$R1,600;JMP 156
/addr sf!
Relative location at which the first (or only) subsequent patch value will be applied. Each address must comprise one to six right-justified, hexadecimal characters, and must be preceded by the character /. Subsequent patch values, if any, are applied to succeeding memory locations.
- NOTE

Care must be taken in specifying an address to be patched in either an object unit or a bound unit. If the address of a location to be patched is identified when a bound unit is being executed, that memory address contains three possible factors:
1. The original address of the location in the object unit relative to the beginning of the object unit
2. The linking relocation factor
3. The loader relocation factor

If the address is identified at execution time and the bound unit is to be patched, the loader relocation factor must be subtracted from the address identified in the executing bound unit. If the object unit is to be patched, both the linking and loader relocation factors must be subtracted. Object unit locations can also be obtained through examination of the listing produced during assembly of the object unit.
patchval
The value to be inserted at an address, replacing the contents of that location. The value must be specified as one of the following:
1. Data, represented by one to six hexadecimal characters
2. Relocatable address, represented by one to six hexadecimal characters, preceded by the character <.
verval
s.

Verification value; one to four hexadecimal characters specifying value that currently should be in location at which subsequent patch will be applied. See the notes on verification that follow the DP directive.

Example 1:


This Hexadecimal Patch ( BP ) directive requests that the subsequent patches, identified by the name PTCHIDRT, be applied to the root. Patch values \(\mathrm{IFFF}_{16}\) through \(\left\langle\mathrm{ABF} 2_{16}\right.\) are to be inserted in successive locations, with the first patch value \(\mathrm{LFFF}_{16}\) to be located at address \(1 \mathrm{BNA}_{16}\). The hexadecimal patches are to replace any previous values in these locations. The value to be inserted in address \(1 \mathrm{BLC}_{10}\) is the two word addresss \(2 \mathrm{BFC}_{16}\). which is to be relocated at load time; the relocatable address \(A B F 2_{10}\) is to be inserted in address 1B2F16.
\(\because\)

Example 2：
HP VPATCHOl，／1FEA，（1A1，1B7，1A7，1B8），／1E72，8900
This example illustrates the use of verification values in a Hexadecimal Patch（HP）directive requesting that specified patches，identified by the name VPATCHOl，be applied to over－ lay 01．Patch will check location IFEA \(_{16}\) for the value \(1 A 1_{16}\) ，and location \(\mathrm{LFEB}_{16}\) for the value \(\mathrm{IA}_{16}\) ；if the values are at those locations，then the contents of locations are changed as follows：location lFEA \(_{16}\) will contain 1B7 \({ }_{16}\) ， location 1FEB \(_{16}\) will contain \(188_{16}\) ，and location \(1 E 72_{16}\) will contain \(8900_{16}\) ．If either of the verification values is incorrect，none of the three locations will be changed．

\section*{INTERROGATE BOUND UNIT}

\section*{INTERROGADE_BOUND UNIT}

Display the current contents of locations specified on the user-out file. This directive cannot be used to display locations in object files.

FORMAT:
WA, [ovly.l/addri [,wordsl[./addr2...]
ARGUMENTS:
oviy
Overlay number in hex that the address references. If this field is omitted, the root is the default. The root can also be specified as RT. For - R type bound units, this field can be DP for data section or RT for code section as well as being an overlay number.
adde
Specify the hex address within specified root or overlay indicating where the display is to start.

\section*{LDEE}

Assign a specified address to an undefined external location reference and change all locations that reference this name. This directive is not allowed for object files.

FORMAT:
LDEF; symname; [<]addr[;L]
ARGUMENTS:
a:
symname
Name of the undefined external reference that will be assigned an address; can be from 1 to 12 characters in length.
addr
Address to which symname will be assigned.
[ < ]
Address specified is an IMA address. If this argument is not specified, the address is treated as P+DSP.
[ ; L]
List all changed external references to symname on the device specified as user-out.

Default: No list.
Undefined external references in a bound unit can only be changed one time. If you make a mistake, you must use HP patch directives to correct each location containing the wrong information.

NOTE
The user should be aware that there is no history kept of the changes that are made when the LDEF directive is used. It is wise, therefore, to utilize the \(L\) argument and retain the listing for future reference.

\section*{Example 1：}

LDEF：EPPTR；50：L
This directive assigns address 50 to symbol EPPTR and lists all locations that are changed to the address 50.

Example 2：
\(\therefore: 25 \mathrm{E}\) ．\({ }^{\prime}\)
：
LDEF：PR：＜50；L ©

This directive assigns address 50 to symbol PK and changes all IMA references to external symbol \(P R\) to address 50.

－する ．○ロ ：1
：
－

\section*{LIST PATCHES}

\section*{LIST PATCHES}

Produce a listing of all patches within the object unit or bound unit being patched. The listing is produced on the user-out file.

If a bound unit is being patched, the listing designates, for each patch, the following information in the order listed: full patch-id, address at which the patch was applied, contents of the location before the patch was applied, and the patch value.
notes
\(\therefore\) 1. In the listing, the characters that identify the root or overlay appear first, and are separated from the other character constituting the id by spaces. When a bound unit is being patched in a common area, the letters CM are printed rather than RT.
2. If termination of the listing of patches is desired before normal completion of the list process, use the BREAK facility followed by a NEW_PROC command. The PATCH program must then be reloaded.

FORMAT:
LP
Example:
0001 NORLT3 000002E2 00000000 00000F02
This printout is one line of a listing of patches applied to a bound unit being patched. The printout has the following meaning: a patch identified by the patch-id NOHLT3 was applied to overlay 01. The patch was applied to location 02E2; this location previously contained 0000, and now contains 0F02.

If an object unit is being patched, the listing designates, for each patch, the following information in the order listed: patch-id (excluding the last two characters, which identify the root), address at which the patch was applied, and the patch value.

\section*{LIST PATCHES}

\section*{Example:}
\begin{tabular}{lrr} 
NUMBRE & 00000162 & 00000444 \\
& 00000163 & 00000222 \\
NUMBRH & \(000001 A 6\) & 00000333 \\
& \(000001 A 7\) & 00000444 \\
& \(000001 A 8\) & \(<00000221\) \\
& \(000001 A A\) & 00000004 \\
& \(000001 A C\) & \(<00000321\)
\end{tabular}

This typeout is a listing of patches applied to an object unit being patched. The first line designates that patch 0444, whose patch-id is NUMBRF, was applied to location 0162. Note that the last two characters of the patch-id (e.g., RT) were omitted from the printout.
\[
\begin{aligned}
& \text { 末: } \\
& \vdots .
\end{aligned} .
\]
E.
\(!\)
.
\[
A: 4
\]

\section*{LIST PATCHES NOW}

\section*{LIST PATCHES NOW}

List all patches in the specified file and then allow more patches to be applied. This directive is effective only in the batch mode and can be applied only to bound unit files. It must be the first directive issued. If it is not the first directive, or if it is entered in the interactive mode, it is processed the same as an LP directive. The LN directive allows the current patches to be listed and additional patches to be applied without reloading Patch.

FORMAT:
\(E\)
LN
Example:
0000 CONRCT 000000A8 0005A4D 0005A4E
This printout is one line of a listing of patches applied to a bound unit being patched. The printout has the following meaning: a patch identified by the patch-id CONRCT was appiied to overlay 00. The patch was applied to location 000000A8; this location previously contained 0005A4D, and now contains 0005A4E.

\section*{LIST PATCH NAMES}

\section*{LIST PATCH NAMES}

List the names (patch_ids) of the patches in the specified file. Addresses and values are not listed.

FORMAT:

\section*{LS}

Example:
0000 CONRCT
The printout is one line of a listing of patches applied to a bound unit being patched. The printout has the following meaning: The patch identified by patch-id CONRCT was applied to overlay 00.

\section*{LIST SPECIFIED PATCH}

\section*{LIST SPECIEIED PATCH}

List those patch ids specified. Up to five patch ids can be requested per run.

FORMAT:
LS patchid l:PATCH_id...]
Example:
LS NUMBRART; NUMBRBOO
In this example, the directive will cause the entire patch NUMBRART and the entire patch NUMBRBOO to be listed.

\section*{QUIT}

\section*{OUIT}

Inform patch that the last patch directive has been entered, and initiate processing of the specified patch disectives. This directive should be preceded by at least one other Patch disective. When the directive(s) have been executed, execution of Patch terminates.

FORMAT:
\(Q\)
\(: 2\).
Enctasx
\(3:\)

\section*{SET GLOBAL SHARE BIT OFF}

\section*{SET GLOBAL＿SHARE BIT OFE}

Turn off the global share bit in the MOD 400 bound unit．The share bit of the root is not affected by this directive．This directive cannot be used in MOD 600 systems nor object unit files．

FORMAT：
GNSH つけすき

\section*{SET GLOBAL SHARE BIT ON}

\section*{SET GLOBAL SHARE BIT ON}

Set the global share bit of the root on in the bound unit. This directive cannot be used for MOD 600 bound unit or object, files.

FORMAT:
GSRR

\section*{SET SHARE BIT OFF}

\section*{SET SHARE BIT OFE}

Turn off the share bit of the root segment of a bound unit. Patch alters the status of the share bit only; it makes no check on the sharability of the module. This directive is not allowed for object files.

FORMAT:
NS
NOTE
This is the bit that is set on by the Linker directive SHARE.
```

                                    .!""as ameJ %:&%**
    ```

\section*{SET SHARE BIT ON}

\section*{SET SHARE BIT ON}

Turn on the share bit of the root segment of a bound unit. Patch alters the status of the share bit only; it makes no check on the sharability of the module. This directive is not allowed for object files.

FORMAT:
SS
- "

NOTE
This bit designates that the bound unit is sharable with a task group.

\section*{SET SYSTEM BIT ON}

\section*{SET SYSTEM BIT ON}

Turn on the system bit in the bound unit＇s attribute table． This directive must be employed if the patched bound unit is to execute in the system（\＄S）group．The STSY directive is not allowed for object files．is

\section*{FORMAT：}

STSY
TM思が
NOTE
\(\therefore\)－＊：
Before using this directive，consult with the person responsible for system building and 82 determine the available memory．This Patch directive is equivalent to the Linker SYS directive．


\section*{SYMBOLIC DATA PATCH}

\section*{SYMBOLIC DATA PATCA}

Apply patches for object units and bound units created by the MOD 400 Linker. For bound units, the directive causes patches to be applied to the data portion of separated object units. For object units, the directive causes one or more Assembly language oneword symbolic instructions to be applied to common areas, i.e., to either named or local common blocks. You can verify the current contents of locations while patching.

FORMAT:
For Bound Units -- No Verification:
SD patch-id/off patchval \(_{1}\) [/off patchval \(\left._{2} . ..\right]\)
For Bound Units -- With Verification: \& 2
SD patch-id/off ( oldval \(_{1}\);newval ) \(_{1} /\) /off \(f_{2}\) (oldval \({ }_{2}\); newval \({ }_{2}\) )...

For Object Units -- Named Common Block -- No Verification:
SD patch-id;blockname;/offs;patchval \({ }_{11}\) (patchval \(_{12} . .\). patchval in 1

For Object Units -- Named Common Block -- With Verification:
SD patch-id;blockname;/offs;(oldval, ;newval ) ((oldval \({ }_{2}\) inewval \({ }_{2}\) )....

For Object Units \(\rightarrow\) Local Common Block \(\rightarrow\) No Verification:
SD patch-id;/offs;patchval
For Object Units -- Local Common Block -- With Verification:
SD patch-id;/offs;(oldval;newval)
NOTE
You can mix verification and nonverification patches. For example: SD NUMBRART:/135;(111;CMV \$R7,8;2;STR \(\$ 26 ;=\$ \mathrm{RI}) ; / 150 ;\) ADD \(\$ \mathrm{R} 4,1000\). Only the patches at locations 135 and 136 are verified.

\section*{ARGUMENTS:}
patchid
Patch-id of the patch(es) to be applied. A patch-id comprises eight to ten characters: the first six characters can be any ASCII characters except spaces; the last two to four characters must identify the root or overlay to which the patch(es) are being applied. If an object unit or the root of a bound unit is being patched, the patch-id is eight characters, the last two of which must be RT. If an overlay is being patched, the last two to four characters identify the hexadecimal overlay number; the first overlay is 00 for bound units created by the MOD 400 Linker, and subsequent overlays are numbered consecutively in ascending order. There may be no embedded blanks. Within the root and each overlay, patch-ids must be unique.
offn
Non-negative offset from the beginning of the block. oldval

Current contents of specified location. If the current contents are not oldvaln, all patches associated with patchid are not applied.
patchval (object units -- local common block)
Specify a value to insert into the block. Relocatable values ae not permitted, and only one patch value can be specified for each patch address.
patchval (object units -- named common block)
Value to be inserted at an address, replacing the contents of that location. The value must be specified as
opcode fieldl [,field2] [,field3]
where opcode specifies an Assembly language instruction (except for I/O or floating point instructions); fieldn specifies either a register or a hexadecimal value.
blockname
Symbolic name of the common block. The name can contain one through six characters.
offs
Offset from the symbolic name of the common block. patchval (bound units)

Value to be inserted at an address, replacing the contents of that location. The value must be specified as a symbolic instruction.
newval
Specify the patch value to be applied. See the appropriate description of patchval, above.


\section*{SYMBOLIC PATCH}

\section*{SYMBOLIC PATCA}

Convert and apply one or more Assembly language symbolic instructions into the form of a hexadecimal patch. You can verify the current contents of the location while patching.

FORMAT:
Without Verification:
SP patch-id [;base] :/addrl ;instructionl
[instruction2...instructionn]
[/addr2; instruction/[2...n]]
With Verification:
SP patch-id [;base] ;/addr; (oldvall;instructionl
[;oldval2;instruction2...;oldvaln;instructionn])
NOTES
1. One or more lines of arguments may be specified. When two or more lines of arguments are entered in an SP directive, instructions and verification values must not be split between Iines. No line may begin with a semicolon (i). Individual fields, values, and addresses must not be split between lines. The entry of a Patch directive name (e.g., EP, LP) at the beginning of a line designates the end of the previous patch directive. Hexadecimal patches are not permitted.
2. You can use a carriage return instead of à semicolon as a separator.

3. You can mix verification and nonverification patches. For example:

SP NUMBRDRT;/135; (111;LDV \$R1;1;2;CL = \$R2);/150;STB \$B2,400

Only the patches at locations 135 and 136 are verified.

ARGUMENTS:
patch-id
Patch-id of the patch(es) to be applied. A patch-id comprises eight to ten characters: The first six characters can be any ASCII characters except spaces. The last two to four characters must identify the root or overlay to which the patch(es) are being applied. If an object unit or the root of a bound unit is being patched, the patch-id is eight characters, the last two of which must be RT. If an overlay is being patched, the last two to four characters identify the hexadecimal overlay number. The first overlay is 00 for bound units created by the MOD 400 Linker, and subsequent overlays are numbered consecutively in ascending order. There may be no embedded blanks. Within the root and each overlay, patch-ids must be unique.

\section*{base}

Optional argument allowed only for bound units. Base defines a value that is added to all locations; i.e., /addr specified in the associated \(D P, G P, S D\), or \(S P\) directives and all IMA references. If this argument is omitted, the default value is zero. Base can be entered as a hexadecimal address of one to six characters or as a name that has been specified as an EDEF at link time and placed in the bound unit symbol table. If a symbol name is used, patch finds the name in the symbol table and uses its address as the base value. The format for the symbol name as a base is +symname, where symname comprises 1 to 12 characters. If a hexadecimal address is used for base, the plus sign is not required.

Relative location at which the first (or only) subsequent patch value will be applied. Each address must comprise one through six right-justified hexadecimal characters, and must be preceded by the character "/" Subsequent patch values, if any, are applied to succeeding memory locations.

255

\section*{NOTE}

3號
Object unit locations can be obtained by examining the listing produced during assembly of the object unit.
instructionn

Value to be inserted at an address, replacing the contents of that location. The value must be specified as:
opcode fieldi [,field2] [,field3]
where opcode specifies an Assembly language instruction (except for I/O or floating point instructions); fieldn specifies either a register or a hexadecimal value.
oldvaln
Specify the current contents of the specified location. If the current contents are not oldvaln, all patches associated with patchid will not be applied.


NOTE
When using verification patches, specify oldvaln in hexadecimal notation, not as an Assembly language instruction.
\(\therefore 1^{3}\)
. 3


\[
\begin{aligned}
& \because:= \\
& \cdots i \quad 3 \\
& \text { antans }
\end{aligned}
\]
\(\because\)
\[
\begin{aligned}
& \text { * ** }
\end{aligned}
\]
\[
\begin{aligned}
& \text { *: }
\end{aligned}
\]
\[
\begin{aligned}
& \text { M- } \mathrm{IN}_{2 *}
\end{aligned}
\]
\[
\begin{aligned}
& \because \quad \text { - }
\end{aligned}
\]

\section*{VERIFY/SET PATCH REVISION NUMBER}

\section*{VERIFY/SET PATCH REYISION NUMBER}

Allow a revision number to be assigned to a bound unit patch. The revision number may be assigned unconditionally, or on condition that a specified number agrees with the revision number currently in the unit. The patch revision number is stored in the unit as an external value definition with the name 2PTREV.

FORMAT:
VN (stri, str \({ }_{2}\) )
ARGUMENTS:
str,
Character string from one through four hexadecimal digits that is compared with the current patch revision number. If the string does not match the current revision number, no change is made, and Patch terminates.
\(\mathrm{str}_{2}\)
Character string from one through four hexadecimal digits to which the patch revision number may be set. If str, is omitted or if str, matches the current revision number, the patch revision number is set to the value of stri. If str \({ }_{2}\) is omitted and 2PTREV does not exist in the bound or load unit, an external value definition is created with a value of str \(2_{2}\). If str, \(_{1}\) is specified, str, and str \(_{2}\) must be enclosed by parentheses.

NOTE
This directive should not be used when patching an object file.

\section*{VDEF}

\section*{VDEE}

Assign a specified value to an undefined external symbol and change all locations that reference this symbol to the specified value.

FORMAT:
ancitervacis
VDEF; symname;value [it]
ARGUMENTS:

Name of the external reference that will be assigned a value; can be from 1 to 12 characters in length.
value
Value that is assigned to all references to symame.

\section*{[:L]}

List all changed references to symname on the device specified as user-out.

Default: No list.
Example:
VDEF;VALZ2;50:L
Assign the value 50 to the undefined external symbol VALZZ and changes all locations that referenced VALz2 to 50 .

\section*{NOTE}

Undefined external references in a bound unit can be defined by a VDEF patch directive only one time. If you make a mistake you must use HP or DP directives to change each location containing the incorrectly defined value. No listing of the VDEF patch processing is kept, therefore, the \(L\) argument should be used.

VDEF is used for changing undefined value definitions. LDEF is used for changing undefined location definitions.
```
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                                    Appendix A
                                    USING THE
                                    LINE EDITOR
    ```

This appendix provides information on using the Line Editor to create and modify files．When using the Line Editor，each directive or line of information entered must be followed by a carriage return．Throughout this text，all user entries shown in examples are shaded．This distinguishes user entries from system messages and prompts．

INITIATING＿A＿INE＿EDITOR SESSION

To initiate a Line Editor session，enter the ED command followed by a space and a－PT as shown：
```

RDY:
ED -PT
Edit -REL -09/09/81
E?

```

The entry ED－PT causes display of an E？prompt．The E？ prompt is caused by the－PT part of the entry and informs you that the Line Editor is ready to accept directives．The E？ prompt also indicates that the Line Editor is ready for use．

\section*{Creating Mork Eiles}

In addition to the \(-P T\) argument, other arguments can be included with the ED command. One argument is the \(-5 F\) argument. There may be times when you are working on file contents in a temporary work area known as the current buffer. If the system gails while working in the current buffer, the contents of the current buffer will be lost. The -SF option creates two permanent work files. If the system fails, current buffer contents are not lost.

The two files created by the -SF argument are the .EDWKl and and eEDWK2 files. The format for the -SF argument is -SE, a space, and a name for the work files. The .EDWKI and. EDWK2 suffixes are appended to the specified file name automatically. The file name can be from one to six characters long.

The following example uses the \(-P T\) and \(-S F\) arguments. Immediately following the -SF argument is a space and filename CSRC. This entry creates two permanent files named CSRC.EDWKl and CSRC.EDWK2. As modifications are made to the current file, the permanent work files are updated alternately. If the system fails while you are working with the Line Editor, the files named CSRC.EDWK1 and CSRC.EDWK2 will be saved.
```

ED -PT -SE CSRC
Edit REL -09/09/81

```

Once the system is working again, you can sign on, invoke the Line Editor, and read in CSRC.EDWKl or CSRC.EDWK2 to begin modifying the file again. Reading a file into the current buffer and working on the file are described later.

Two facts about the use of the -SF argument are very important:
- The permanent files with the oEDWKI and .EDWK2 suffixes are updated alternately. You should check both files to determine which file has the latest version of the update file. Use the X directive (described under "Buffer Status") to determine file status. These files can be read in by the Line Editor only if there is a system failure. When you create the files with the -SF argument, you cannot examine those files. Also, if there is no system failure, the two files are released when you quit the Line Editor. The files are available for examination only after there is a system failure during use of the Line Editor.
- When you sign on and invoke the Line Editor after a system failure, the -SF argument should be followed by a file name that is different from the first backup file name; otherwise, the Line Editor will overwrite the old safe files.

Example:
Assume that you have signed on and invoked the line Editor as shown below. Later, during the building or modification of a file through the current buffer, there is a system failure. Once the system is running again, sign on and invoke the Line Editor again. This time the -SF argument is followed by the file name CTEMP. As a result of this series of terminal entries, the permanent work files named CSRC.EDWKI and CSRC. EDWK2 are available for examination and a new set of backup files named CTEMP.EDWKl and CTEMP.EDWK2 are created. In this way, old files can be read into the current buffer for modification and two backup files are available in case there is another system failure. When the new update session is complete, the files named CSRC.EDWK1 and CSRC.EDWK2. You should release the files named CSRC.EDWK1 and CSRC.EDWK2. If there is no system failure, the files named CTEMP. EDWKI and CTEMP.EDWK2 are released automatically.
```

RDY:
ED -PT -SF CTEMP
Edit REL -09/09/81 \& ? %
E?

```

\section*{Line Editor Modes}

The Line Editor works in two modes: input mode and edit mode. Input mode is used for adding lines to an existing file or for building a new file. Edit mode is used for making changes to an existing file. In edit mode, deletion of lines, substitution, and printing of lines can be done.

\section*{Quitting the}

After invoking the Line Editor and finishing your editing session, you will want to quit, or exit, the Line Editor.

To exit the Line Editor, you must be in edit mode. The Line Editor prompt indicates the current mode. If the Line Editor prompt E? is displayed, the Line Editor is in edit mode.

If the prompt displayed in response to a terminal entry is I?, the Line Editor is in input mode. If the I? prompt is displayed and you want to quit the Line Editor, you must switch to edit mode. This can be done with the \(1 F\) directive, as shown:
```

E? ABUILD A FILE
I? ! $F$

```

The I? prompt indicates that the Line Editor is in input mode. The \(1 F\) entry causes the Line Editor to return to edit mode, as indicated by the E? prompt displayed. The uses of input mode and edit mode will be covered in detail throughout this section.

Once the Line Editor is operating in edit mode, exit from the Line Editor is accomplished with the Quit directive or \(Q\). This difective causes the Line Editor to halt and returns you to command level.

Example: 73.
: The following example shows that the Line Editor is operating in edit mode due to the 15 directive. In response to the \(E\) ? prompt enter \(Q\) to return to the command level. This return is shown by the RDY: prompt. At this point, you can execute any command of reenter the Line Editor with the ED -PT
directive.
```

I?:E
O*" mhe:
E?Q
RDY:

```

\section*{CREATING_A.EILE}

To create a source file using the Line Editor, invoke the Line Editor (with the -PT and -SF arguments) and invoke input mode using the I directive as shown:
```

E?5
I?

```

Once in input mode, your lines of code are entered sequentially into your current buffer. The current buffer is allocated when the Line Editor is invoked, and a pointer is established to point to this buffer as the working buffer. The current buffer is a temporary work area that is established in your working directory and memory pool (allotment). You can build a new file or read a permanent file into the current buffer for additions or modifications.

When you quit the Line Editor, the current buffer is released. Buffer management will be discussed later. Each line of data entered starts in position 1 of the line and is terminated with a carriage return. When all lines of data have been entered, you terminate input mode with the \(1 F\) directive. The following example shows directives used when entering data and terminating input mode:
```

E?E E
I?IDENTIFICAMION゙ DTIVISION: : :氵w

```

```

I?!E
E?

```

In this example, enter an I to switch to Input mode. Enter two lines of a COBOL program, pressing the carriage return after each entry. Enter \(!F\) to switch processing back to Edit mode.

As shown later, the A directive may also be used to build a new file.

\section*{ADDRESSING TECHNIOUES * IN}

After entering all the lines of data or source code, you may need to make corrections to a line (or lines) before saving the file. However, before you learn the directives for making corrections, it is necessary to understand basic addressing techniques. You must be in edit mode to address current buffer contents.

\section*{Addressing a Single Line}

To address (specify for access) a single line you need to enter only the line number (assigned by the Line Editor as each line was entered) followed by a directive. Or, in the case of addressing the current line, you need to enter the directive only. The current line is established either as the last line addressed in edit mode or as the last line entered in input mode.

For example, assume that you want to address line 3 to view its contents. You enter 3 followed by the \(p\) directive to view the contents of the line. The following example uses these directives.

E?3P
AUTHOR. NAME.
2kj \%eaj
\(E\) ?
\(\therefore\)
Notice that the \(P\) follows the 3 . The sequence that you enter directives is very important. The syntax rule for entering directives is:
[adr1][,adr2] command
Since you are working in edit mode and line number 3 is the last line addressed, it is now the current line. To print line 3 again, as shown in the following example, you enter the \(p\) directive alone.

\section*{E?P}
4. AUTHOR. NAME.

\section*{E?}

To print the contents of several lines in sequence use two line numbers separated by a comma. The comma informs the Line Editor that the line numbers are inclusive. An example is 10.12P, as shown:

E? \(10,12 \mathrm{P}\)
DATA DIVISION.
WORKING-STORAGE SECTION.
01 PNAME PIC X(5) … 2..............
E?
In this example the contents of lines 10,11 , and 12 are listed at the terminal.

To print the contents of the entire current buffer, use the special character \(\$\) as the end-of-file character. When the \(\$\) follows the comma in line number addressing, all lines from the initial value to the end of the file will be affected. For example, if the addresses \(7, \$\) are specified with the \(p\) directive, line 7 through the end of file will be listed. The following example shows a use of the \(\$\) with the \(p\) directive.
```

E?YMS
IDENTIFICATION DIVISION.
AUTHOR. NAME.
OTHER LINES
E?

```
STOP RUN. LAST LINE E:
': The entry shown in this example tells the Line Editor to start with line 1 and list to the end of file (the last entry made Input mode) the contents of all lines. The printing of the contents is caused by the P directive.

\section*{Printing Line Numbers}

Note that when the \(P\) directive is used, only the contents of the line (or lines) specified is shown. To print specified contents of the current buffer and display the line numbers assigned to each line, specify ! P.

The following example shows the use of the !p directive. Notice that the only difference in the listing is that line numbers are displayed at the terminal with the buffer contents.
```

E?F:S!E

```

1 IDENTIFICATION DIVISION.
2 PROGRAM-ID. PROGNAME.
3 AUTHOR. NAME.

\section*{E?}

\section*{Use of Period_(e) for Current Line}

If you use multiple line addressing and want to start with the current line, use the period (.) character in the first address.

For example, your current line is 10 and you want to print through line 20. If the ! P directive were used instead of the \(P\) directive in the following example, the line numbers 10 through 20 would be listed with the file contents.

E?. 20p
OBJECT-COMPUTER. HIS-SERIES-60 LEVEL 6.
DATA DIVISION.
OTHER LINES
MOVE "DATUM" TO QNAME.
E?

\section*{Character String_Addressing}

The Line Editor can also address a line (or lines) by contents.

The contents, called a character string, are expressed using two delimiters. Delimiters are slashes (/) that precede and follow the designated search string. For example, the slashes in the expression /ABC/ delimit the string ABC. The two slashes are the delimiters and the characters between are the string that is searched for. The search begins with the line following the cursent line, continues to the end of the file, and then starts with line number one and searches to the current line. When the Line Editor finds a line containing the specified string it executes any directive specified with the search string and positions the current line pointer to that line.

In the following example, enter PROGRAM-ID as a character string with delimiters, with the \(P\) directive. As a result, the line containing PROGRAM-ID is printed, revealing the that the internal name of the program is PROGI. If the \(!P\) directive were used, the line number would have been printed with the line contents.
E?/PROGRAM-ID/P
PROGRAM-ID. PROG1
E?

The search for the contents ends when the first line that contains the specified character anywhere in that line is found. The current line pointer is then positioned at that line. If no match is made with the search string, the current line pointer is positioned at the line that was the current line before the directive was executed. Also, if there is no character string match, the message SEARCH FAILED is displayed at the terminal.

To be more selective when specifying search characters, make the string within the delimiters more specific. For example, you may want to print the line number and the contents of a line that contains the character \(X\). Suppose there are two lines that contain \(X\). One contains PIC X(5) and another PIC X(10). To specify the first, you designate the search string so that the Line Editor can determine that you want the line that contains PIC \(X(5)\). You could specify PIC \(X(5)\) as the character string. Or, you could specify only that portion of the string that distinguishes it from all other strings in the file. The string X (5 would be sufficient. If you enter /X(5/1p at the terminal, the only line that qualifies for printing is PIC X(5).

In the example only DATA DIVISION is printed because others, like PROCEDURE DIVISION, do not fit the search characteristics.

ET/A ORVISION/E
11 DATA DIVISION.
E?
SPECIFYING INITIAL CHARAGTER STRING
The Line Editor can also be told to search for a line beginning with a character string. This is done by preceding the character string with a circumflex (^). For example, assume that the specified character string TAG must occur as the first characters on a line. The following example shows specification of this search string:

E? KMG/tE
2 TAG EQU 10
E?
In this example the use of the circumflex ( \({ }^{\wedge}\) ) specifies the character string TAG must occur as the first three characters of the line searched for. The ! \(P\) directive is used to print line contents with the line number.

SPECIFYING A CHARACTER STRING ENDING A LINE
A string occurring as the last character(s) on a line can be specified as a search string. You specify this with the \(\$\) character. To specify that you want to find the line that ends with the characters FILE, use the search string: /FILES/.

The following example shows the use of the \(\$\) character to specify the FILE ending character string with the \(!\) p directive. The result is the terminal listing of FD INFILE with the line
\(=\) number 32. \(\therefore \because \mathrm{m} \quad \therefore \quad\).

Remember that the results of the directive shown in the previous example are dependent upon the location of the current line. If the current line was after line 32 in the buffer (at the time of execution of the directive in the previous example), the terminal display might contain a different line number and contents, such as \(E D\) OUTFILE. Therefore, it is important to know the location of the current line when you initiate a character string search.

As shown in the addressing methods, certain characters represent special or control characters. The character \({ }^{\wedge}\) is used to specify a line beginning with a specified string. The \(\$\) is used to specify a string ending a line when it is used in a search for line contents. The \(\$\) is also used to specify the end of file when it is entered as the second address to designate multiple lines as in this example. The period (.), when used in line number specification, represents the current line. It has another use - single character substitutions.

SPECIFYING A SINGLE CHARACTER SUBSTITUTION IN SEARCH STRINGS
When a period (.) is used in a character string search, it takes on a special meaning. When a period is used in a search string such as /A.C/ it means that any character between the characters \(A\) and \(C\) can be substituted. This means that \(A B C\) fits the search as does AlC or AZC.

In the following example, EDB is the first search match, so line 10 is printed.

E?/E.B/!P
10 LABEL EDB \$B5, X'FFFF'
E?
USE OF ESCAPE CHARACTERS
x

It is possible that any of the special addressing characters, (\$, !, or \({ }^{2}\) ) are part of the data to be searched for. The preceding example contains such an example in the display of line 10.

To distinguish between a special character as data and a special character used to affect a search string, escape characters are used. For example, to specify that the character has its data meaning and not search meaning IC escape characters are used.

The escape characters remove the search meaning from the next character. For example, the search string /Al!C\$/ contains ! \(C\), which removes the search meaning from the \(\$\). the line Editor searches for three characters designated as Als rather than Al at the end of a line. The following example shows another use of the escape characters.
```

E?ZIONTE"S/EP
1 IDENTIFICATION DIVISION.
E?

```

In this example, ! \(C\) precedes the period so that IDENTIFICATION DIVISION, is found. Also, the \(\$\) symbol insures that ION. will occur in the last four characters of the line that is found and listed.

\section*{SAVING.EILE_CONTENTS}

All of the work done building a file in the current buffer is destroyed when you quit the Line Editor. The current buffer is a temporary working file. The contents of the current buffer must be stored in a permanent file if the buffer contents are to be saved after you quit the Line Editor.

If you are building a new file in the current buffer, you need to create a new permanent file to accept the contents of the current buffer. A new fille can be created using the \(C R\) command at the command level before you call in the Line Editor. The current buffer contents can be copied into the previously created file. If the file you want to create is to be a sequential file, you can create that file at the same time that you copy current buffer contents by using the \(W\) directive.

As shown in the following example, a COBOL source program has been built in the current buffer. The file (source program) is saved to a permanent file called COBOLP.C. The file named COBOLP.C did not exist before the \(W\) directive was entered. When the \(W\) directive is entered, the file named COBOLP.C is created as a sequential file immediately subordinate to the working directory (however, a full or relative pathname could have been used). After the \(W\) directive creates the file, the same directive copies the contents of the current buffer to the designated permanent file, which is COBOLP.C in this case.
```

E?W COBOLP.C
E?

```

Two other situations exist in which you may want to save the current buffer contents to a permanent file. One situation was already mentioned. The file may exist before the \(W\) directive is used because the file was created using the \(C R\) command. Another situation is the one in which you want to replace the contents of a file with the contents of the current buffer, as in the case of making modifications to a program. In either case, the \(W\) directive stores the contents of the current buffer in the designated file.

In the case of the file that was created using the CR command, the contents of the current buffer are copied into the existing permanent file. In the case of the permanent file that exises and contains a previously stored program or data, the old file contents are replaced by the contents of the current buffer. The format for copying the current file contents to the existing permanent file is the same as the one shown in the preceding example. Just be sure to designate the correct pathname for the existing permanent file that is to contain the current buffer file.

After preserving the contents of the new file you can quit the Line Editor, return to command level, and perhaps compile the program, if this is a source program. Remember, if you did not write the buffer file to a permanent file prior to quitting the Line Editor, all data from the editing session is lost.

\section*{READING EILE CONTENTS}

This subsection describes the procedures used to modify the contents of a new file, or to modify a source or data file already in existence.
\(3 a\)
Invoke the Line Editor and be sure you are working in Edit mode.

If you want to modify the contents of an existing file, you must copy that file into the current buffer before you can use the file modification techniques.

If the file to be modified exists as a permanent file, you must copy the file contents into the Line Editor's current buffer. This is done with the Read (R) directive followed by the pathname of the file to be altered.

Note that in the following example, a full pathname is specified. You may use any of the pathname variations allowed.

E?R"VOLA>DIRI>COBOL.C
E?

The \(R\) directive is a read and append directive. That is, the contents of the file read are appended to the contents of the current buffer. If you want the contents of the file being read as the only data in the current buffer, first delete the contents of the current buffer and then perform the read. If the Line Editor was just invoked, the sequence is:

ED OFT
E? R pathname

\section*{DELETING IINES IN CURRENT BUEEER}

The \(D\) directive is used to delete lines from the current buffer. To delete lines, specify the line (or lines) to be deleted followed by the Delete directive (D). To delete one line, use the line number followed by \(D\), as shown:

E?5in
E?
To delete the contents of the current line specify just the directive D , as shown:

\section*{E?D}

E?

\section*{Deleting Multiple fines}

To delete multiple lines in sequence, specify the line numbers separated by a comma and followed by the \(D\) directive.

In the following example, \(5,10 \mathrm{D}\) causes lines 5 through 10 to be deleted from the current buffer:

E? 5.50 m
E?
Deleting All Lines in Current Buffer
To delete all lines in the current buffer, use the character \(\$\) as the second address and line number i as the first address.

The following example shows the directive sequence ( 1, SD). This directive sequence is used to delete or clear the contents of the current buffer for the use of the \(R\) directive explained under "Reading Contents of Existing File". There are times when you will not want to clear the current buffer before using the \(R\) directive; these instances will be covered later in this appendix. Usually you will want a clean current buffer before you read a permanent file into it.

E? [2
E?

The following example shows a typical clear-and-read sequence. The \(1, \$ D\) directive clears the current buffer. Then the file named COBTEST, immediately subordinate to the working directory, is read into the current buffer.
```

E?1,\$D
E?R COBTEST

```
E?

Ayoiding Post-Deletion Problems
In the preceding examples, the use of line numbers to specify lines to be deleted was shown. After the line is deleted any remaining lines following the deleted line are automatically renumbered. This can cause problems in the deletion or modification of remaining lines.

For example, if you delete line number 10 , what was line 11 . is now line number 10 and line 12 is now line 11 and so on through the end of the file. If your next directive is to affect old line 15, you must remember that it is now line 14.

Example 2 shows the results of deleting lines 2 and 3 from the current buffer file shown in Example 1 . Note that line 4 (containing the PROGRAM-ID) becomes line 2 . All subsequent line numbers are affected in the same way. Notice that line numbers before the deleted line(s) are not affected; the line number for the IDENTIFICATION DIVISION statement, in this case does not change.

Example 1:

\section*{E? 1, \$1P}

1 IDENTIFICATION DIVISION.
2 ****NOTE: MAKE SURE THAT YOU CONFIRM INSTALLATION,*****
3 ****AND SECURITY BEFORE COMPLETING PROGRAM***********
4 PROGRAM-ID. COURSE.
5 AUTHOR. AMY SMITH.
6 INSTALLATION. LOMPOC, CA.
7 DATE WRITTEN, 05181
, 8 SECURITY. NONE.
9 ENVIRONMENT DIVISION.
10 CONFIGURATION SECTION.
11 SOURCE-COMPUTER. HIS-SERIES-60 LEVEL-6.
12 OBJECT-COMPUTER. HIS-SERIES-60 LEVEL-6.
E?


Example 2:
```

E%4.30
EOI,\$1P

```

```

2 BROGRAM-ID. COURSE.
3 AUTHOR. AMY SMITH.
\& INSTALLATION. LOMPOC, CA.
5 DATE-WRITTEN. 05181
6 ~ S E C U R I T Y . ~ N O N E . ~
7 ENVIRONMENT DIVISION.
8 CONEIGURATION SECTION.
9 SOURCE-COMPUTER. HIS-SERIES-60 LEVEL-6.
10 OBJECT-COMPUTER. HIS-SERIES-60 LEVEL-6.
E?

```

\section*{Adding and Deleting Lines}

To avoid confusion when adding or deleting lines, use one of the following methods. The first is to delete or add lines starting with the line nearest the end of file. For example, you must delete lines 10,15 , and 20 in a buffer containing 25 lines. If you start with line 20 first, lines 10 and 15 are unaffected because only the lines following 20 are renumbered. Then line 15 should be deleted so that line 10 will not be affected by the change. Finally, line 10 should be deleted.

The second method is to delete by contents of a line. For example, you know that only the line containing STOP RUN is to be deleted. So, you specify a search for only the line by its contents with the D directive.

The following example shows how a line can be deleted, regardless of its line number. Naturally, any number of lines may be deleted using this method, but a separate \(D\) directive must be used for each line to be deleted.

\section*{E?/STOR RUN/D E?}

Due to automatic resequencing of line numbers after line additions or deletions, it is helpful to list the file to determine the new line numbers before you attempt any subsequent modifications by line number.

CHANGING_INE CONTENTS
To change the contents of a line, use the Change (C) directive or the Substitute (S) directive. The C directive allows you to change the entire contents of a line. This directive is considered an input mode directive. After executing the \(C\) directive the Line Editor will be in input mode. This requires that you execute the \(!F\) directive to exit input mode.

In the following example, the whole new line had to be entered. You cannot use the \(C\) directive to change just portions of a line. Also, the use of the \(1 F\) directive at the end of the entry to causes the Line Editor to return to edit mode.

E?10!P
10 MOM'S APPLE PIE.
E?IOCSOURCE-COMPUTER. LEVEL-6. 1 F
E?

\section*{Changing Character Strings Within a Line}

To change portions of a line, use the Substitute (S) directive. The s directive allows you to substitute one character string for another within a line. The \(S\) directive is an edit mode directive.

To make a substitution enter a line number, an \(S\), a delimm iter, the character string to search for, a delimiter, the substitute string, and a final delimiter.

To substitute a new character string for a specified character string on line 5 , you could use this method:

E35!P
5 PROGRAMMER-ID. ROGER. E?5S/ROGER/GARY/ E?

In this method all occurrences in the line of the character string ROGER would be replaced by the character string GARY. This means that if ROGER occurs three times on line 5 , three substitutions will be performed.

To specify that only one occurrence of a character string is to be altered, you must be more specific in the search character string. For example, the word ROGER occurs only once in the line shown in the preceding example. If ROGER occurs twice in the affected line and you want to change only the first occurrence to GARY, the search character string must be made more specific. This is described under "Selective Specification of Character Strings".

\section*{Changing All Occurrences of a String}

The Line Editor can be told to search one line, multiple lines, or all lines for a specified character string and to substitute all occurrences of that string for the new string.

In the following example, all occurrences of IONFILE in the current buffer are changed to INFILE:
```

E?1,\$S/IONFILE/INFILE/:
E?

```

Techniques for substituting, printing, and deleting all occurrences of a specified string will be discussed below. These techniques for affecting all occurrences of a string can be helpful in program modification.

For example, a program that already exists might be almost perfect to meet a new data processing need, but the record or field names are wrong. With a single directive, all occurrences of the unwanted record name or identifier can be changed to the necessary entry.

\section*{Substituting Initial and Conciuding Strings}

As explained previously, the circumflex ( \({ }^{\wedge}\) ) and dollar sign (\$) may be used in an address search. Those same rules apply here. To specify a character string that begins a line, use the character.

The following example shows a directive used to replace the character string PROGRAM with the occurrence of PRGRAM at the beginning of line 3 . PROGRAM replaces PRGRAM as the initial character string. To affect a string that ends the line, use the \$ character.

\section*{E? 3 EL. ERGRAMFROGREMG}

E?
\[
=r \approx
\]

The next example shows that the concluding character string OUTFILD at the end of line 7 will be replaced by the string OUTFILE., through the \(s\) directive of course, it is possible to replace all occurrences of an initial or concluding string with a specified character string.

E?7SKOUMETLIASLOUTEILE:A
E?
In the following example, starting with line 1 through the end of the file, all occurrences of the \(\#\) at the beginning of a line will be replaced by 7 spaces.

E?
The technique shown in this example is commonly used in editing source programs that by convention have coding statements begin in specific columns of a line. Column 7 in FORTRAN and columns 8 and 12 in COBOL are examples of columns that are specified for coding purposes. For example, all statements that should start in column 8 might begin with a character. As a result of the use of the directive in the example, all of those statements now begin in column 8 because of the preceding 7 spaces.

\section*{Deleting Character Strings}

If you have entered a character string and later find that you do not need it, you can delete that string using the substitute directive. To delete a character string specify the substitu- tion field as blank.

In the following example, the substitution field is specified as //. This informs the Line Editor that there is no replacement string. Therefore, the string specified in the search field (DATA) in line 20 is to be deleted.
```

E?20S/DATA//

```
E?

\section*{Appending_a_New String to an Existing String}

Expanding a character string on a line (or lines) can be done with the ampersand (\&). The position of the \(\&\) will dictate where the new character string will occur in the new line. For example, the character string L 6 is on line 23 , and that character string should be LEVEL-6. The following example shows how the use of \(\&\), by its position, changes the line in the correct location.

E?23!
23 OBJECT-COMPUTER. HIS-SERIES-60 L6.
E?23S/L/\&EVEL-/
E?23! P
23 OBJECT-COMPUTER. HIS-SERIES-60 LEVEL-6. E?

The substitution causes the \(L\) in \(L 6\) to be followed immeaiately by EVEL-. The result is LEVEL-6. Notice that there are no spaces between delimiters and strings or between special characters (such as \& or \({ }^{\wedge}\) ) and the strings. It is important to define the search strings and the modification strings accurately, or the result will be incorrect.

The escape characters (!C) cause the editing character to have no meaning to the Line Editor. For example, if the character \& is to be used as a non-editing character in the second field of a Line Editor directive, the \& should be preceded by the ! C escape characters. Such an example would occur if you want to change the string SION to \&ION. The line entry would be S/!C\$ION/!C\&ION/.

Adding Lines to the Current Buffer
To add a new line to your current buffer, use either the Append (A) directive or the Insert (I) directive.

\section*{INSERTING LINES}

Using the I directive you can insert a line (or lines) before the line specified in the address. To insert a line of code preceding line 15, enter 151.

The result of the directives shown in the following example is to have a new line 15 and to have all subsequent line numbers incremented by 1 . Therefore, the old line 15 becomes line 16 , and so forth.

\section*{E? I5F WORKING STORAGE SECMON: EE \\ E?}

Notice in this example that the E? prompt is displayed after you press the carriage return. In this case, because the ! \(F\) directive follows the entry of the new line, the \(E\) ? prompt signals that the Line Editor is ready to work in edit mode. If the !F directive were not entered, the \(I\) ? prompt would be a request for another line of input. Remember, the I directive causes the Line Editor to work in input mode.

Two lines are inserted in the file in the current buffer in the next example. The fisst line added becomes line 15 because of the 15I directive. The I? prompt requests another line of input. The RBN-STATUS line is entered. It becomes line 16. The I? prompt requests another line of input. The \(1 F\) response causes a switch to edit mode.
E? ISI WORETNG-STORAGE SECTIONA
I? RBN-STATUS PIC Xa
I? ER
E?

Remember, because lines 15 and 16 are inserted as new lines, the old line 15 becomes line 17 and all subsequent line numbers are incremented by 2.

APPENDING LINES
To append a new line to any point in a file, the \(A\) (Append) directive is used. Append will add a new line following the number specified.

The example below shows the use of the Append directive. This directive creates a new line 16 and all subsequent lines are renumbered. The new line follows line 15. The A directive allows you to add more than one line. If the \(1 F\) directive was not used in this example, the Line Editor would be expecting you to enter another new line, that would have line number 17.

E? I5A \#WORKING-STORAGE SECTION: ED:

Note that when using the A directive, the \(\boldsymbol{P}\) directive is needed to exit input mode.

\section*{GLOBAL DIRECTIVES}

Searching for lines that need to be modified or listed can be simplified by using the Global directive. The Global directive (G) will work only with the following directives: \(P\), ! P, \(D\), and \(=\) 。

With the Global airective only the lines that contain the specified character string will have the directive \(P, 1 P, D, o r=\) applied to it.

\section*{Global Delete}

Global Delete (GD) is used to remove a character string throughout a file. To issue a Global Delete, type the directive \(G\) followed by \(D\) followed by the character string to search for in delimiters. The following example shows a Global Delete directive.

\section*{E?GD/DATAM}

E?
In this example, no line numbers are specified. Line numbers can be specified, but when they are absent, the directive defaults to start at line 1 and works to the end of the file. If line numbers are specified, only those lines specified are affected by the delete. For example, the entry l, I5GD/DATA/ removes all lines containing the string DATA from line 1 through 15.

Global Print : ." ins: : i: is rai
To print only lines that contain certain characters, specify the GP or G!P directive.

The GP directive prints just the contents of the lines that contain the character string and the G!P directive prints the contents and the line numbers associated with those contents.

The following example shows the terminal entry requesting the line number for each of the four COBOL divisions for a program that is in the current buffer. The \(G\) directive with the ! \(p\) directive and the SION search directive is entered. The SION has been used as the search string because it is common to all four COBOL program divisions.

\section*{E?G!P/SION/}

3 IDENTIFICATION DIVISION.
7 ENVIRONMENT DIVISION.
10 DATA DIVISION.
21 PROCEDURE DIVISION.
E?

The next example shows the \(G\) and \(=\) directives with the same search and current buffer file used in the previous example. Note that ondy line numbers are printed.
```

E?G\tilde{Z}/\textrm{SION/}
3
7
10, E% , : \# isem +\&.* zapmi
21
E?

```

\section*{CURRENT AND AUXILIARY BUEFERS}

Thus far, changes have been made to a permanent file through the use of the current buffer. In addition to the current buffer, there are five auxiliary buffers available to assist in manipulation of file contents.

For example, to repeat lines of coding in a program, move lines of coding from one location in a file to another location, or build a new file from coding lines of other files, auxiliary buffers are used.

\section*{Repeating_ines_in a_Eile}

There are a number of file-building and file-modification functions that can be carried out through buffer management. The current buffer and up to five auxiliary buffers assist in creating or modifying file contents. The auxiliary buffers can have alphabetic or numeric names, the examples shown below will use single number names.

The next two examplés illustrate buffer manipulation used to repeat lines in a file. The directives used in the manipulation of current and auxiliary buffers are the \(K\) and \(!B\) directives. \(K\) and ! 1 are used for copying lines to a specified auxiliary buffer and for fetching lines from a specified auxiliary buffer.

The following example shows how the current buffer and an auxiliary buffer can be used to repeat lines of a file at the end of the file. The program stored in the file named COBPRG.C is read into the current buffer, and lines 50 through 63 are copied to an auxiliary buffer named 1 through the \(K l\) directive. Note that if any lines exist in the auxiliary buffer at the time that the \(K\) directive is used to copy new lines to that buffer, the old lines in the buffer will be deleted before the new lines are copied to that buffer.

RDY:
ED - PT
E?R COBPRG.C
E? \(50,63 \mathrm{KI}\)
E? \({ }^{\text {A/ }}\) !BIIF
E?W COBPRG.C
E?1,\$D
E?
After the copy is completed, the lines in buffer 1 are appended to the end of the file in the current buffer. The \(\$ A\) directive causes lines to be appended to the end of the file. The ! Bl directive causes the Iines in buffer 1 to be fetched for appending. The \(!F\) directive is used to change to edit mode (after the A directive is used). "Then the \(W\) directive causes the current buffer contents to be copied to the file named COBPRG.C to replace the old contents in that file. Finally, the contents of the current buffer are deleted with the D directive to allow a new file to be read into the current buffer. If no more editing is to be done, the current buffer contents do not have to be deleted. The \(Q\) directive would be sufficient to quit the Line Editor.

The next example demonstrates two editing concepts important to buffer manipulation -- how to repeat lines within a file and how to use a different auxiliary buffer to save the contents in an existing auxiliary buffer.

> E?R CFILE.C
> E?9,17K2
> E?45A1B2IF
> E?W CFILE.C

A file named CFILE.C is read into the current buffer, and lines 9 through 17 are copied to an auxiliary buffer named 2. If there are lines in another auxiliary buffer, such as buffer 1 , the copying of lines to buffer 2 will allow the lines to remain in buffer 1. The lines in buffer 2 are then appended to line 45 in the current buffer (through the 45A directive). The !B2 directive causes those lines to be fetched from buffer 2. Again the \(1 F\) directive causes a return to edit mode. Finally, the changes must be made to the file named CFILE.C through the \(W\) directive.

Moying Lines in a File
The next example shows moving lines within a file. The first situation involves moving lines to a location near the end of the file.

The following example shows how lines 8 through 12 in a file can be moved to follow line 27. A file named FILEN is.gead into the curgent buffer. Lines 8 through 12 are copied to buffer 1. Then the lines are appended to line 27 in the file. Because the lines in the original location remain, they must be removed through the D directive. Then the curgent file contents are written back to EILEN. The current buffer contents are deleted to allow for additional editing of a different file.

RDY:
ED EDT
E? ETEEM
E?8.I2KE
E?27A:BIER
E?8.125
E?W ETLEE
E?I. SD
E?
When lines are moved to a location closer to the beginning of the file than their current location, the deletion of the old lines after the move presents a different problem.

The next example shows the steps taken to move lines 21 through 37 of a file to the beginning of the file. The file named RNGT is read into the current buffer, Iines 21 through 37 are copied to buffer 1 , and lines 21 through 37 in the current buffer are deleted.

The I directive is used to insert the contents of buffer 1 before line 1 of the file. The file is listed. The current buffer is written to RNGT.

The Line Editor keeps track of the actual line numbers of the lines in a buffer. You can add, delete, or rearrange lines and the Line Editor automatically renumbers to keep the count correct.

E? REMET
E?2Im37KI
E?21. 3 7L
E?ETEELE
E?T, SEER
file is listed
E3W RIEGT
E?

\section*{Using Existing Files}

Sometimes a new program must be created and it contains logic elements that are similar to elements in one or more existing programs. In this case, you can call an existing program into the current buffer, delete the unnecessary coding from the current buffer, and build a new file around the useful coding. At other times, you may want to call portions of different programs into the current buffer and use those portions as a basis for building a new program. These Editor and buffer techniques can save program development time.

The following example shows how two programs can be used for developing a single new program. In this example only two buffers are used. It should be noted that all five can be used. Additionally, if necessary, the entire contents of the current buffer can be copied to an auxiliary buffer as different portions of the program are developed. This example shows the steps that can be used to develop the a program from two existing programs.
\begin{tabular}{ll} 
E?R ABPRG.C & Read in ABPRG.C. \\
E?1,8K1 & Copy lines 1 through 8 to buffer 1. \\
E?59,67K2 & Copy lines 59 through 67 to buffer 2. \\
E?1,\$D & Delete contents of current buffer. \\
E?R GGPRG22. & C Read in GGPRG22. C. \\
E?29,32D & Delete lines 29 through 32. \\
E?26,27D & Delete lines 26 and 27. \\
E?1,12D & Delete lines l through 12. \\
E?1, \(\$ 1 P\) & List file with line numbers.
\end{tabular}

\section*{Listing is produced}


The lines are deleted from the end of the file (29,32D) towards the beginning of the file (1,12D). The next step shown in this example is the listing of the current buffer at the terminal. This listing indicates line numbers for the insertion of lines from the two auxiliary buffers. The lines in buffer 2 are appended to line number 5 of the current buffer (5A!B2!f). If the lines from buffer 1 were inserted at the beginning of the file, the line numbers in the current buffer would change. Then you would have to list the contents of the current buffer again to see where the lines from buffer 2 should be appended. After the lines from buffer 2 are appended to line 5 , the lines from buffer 1 can be inserted before line 1 of the current buffer.

To make sure that the current buffer contains all the lines in the proper sequence, list the file contents again. Then you can write the current buffer contents to a permanent file or continue working on the current buffer contents to create a program. The contents of the current buffer are saved to a permanent file named NEWP.C.

\section*{Buffer Status}

The \(x\) directive is used to determine buffer size or current buffer status. Buffer status can be checked at any time during the editing process. The following example shows the use of the X directive:

\section*{E? 2 \({ }^{2}\)}
\(15->(0)\) VOL10 10 EDMOD COBRRG.C
82
The example indicates that there are 15 lines in buffer zero. The second field of the display information is an arrow pointing to the buffer that is the current buffer. In this example, only one buffer is shown; the following example shows two buffers.

E?
15->(0) \({ }^{\text {V }}\) VOLI \(0>E D M O D>C O B R R G . C\)
8
(1)

E?
This example indicates that there are two buffers, one with 15 lines, one with 8 lines. The buffer pointer is pointing at buffer 0 , the current buffer.

If you were to add, delete, change, or substitute lines in the current buffer, MOD would appear, as shown:
```

E?%
15 MOD - (0) `VOL10>MOD>COBPRG.C
8? (I)

```

The next field is the buffer name in parenthesis. The name for the first is 0 (the default current buffer), which was created when the Editor was invoked. The second is 1 , which was created when data was moved into it.

The final field in the buffer status is the absolute pathname used in the last read or write operation using that buffer. Notice in the preceding examples, that the file with the absolute pathname "VOLIO>EDMOD \(>\) COBPRG.C has been read into the current buffer.


\section*{Saying Modified Buffer Contents}

The following example shows part of a terminal session where a file has been modified using the Line Editor. You attempt to quit the Line Editor with the \(Q\) directive. Because you have not saved the current buffer contents with the \(W\) directive, the system displays the QUIT DEFERRED message. This message indicates that modifications have been made to the current buffer but the current buffer contents have not been saved.
```

E?Q
MODIFIED BUFFERS EXIST, QUIT DEFERRED
E?W TESTFL
E?Q
RDY:

```

In this case, you respond to the message with the entry \(W\) TESTFL and to the E? prompt with the \(Q\) directive to return to the command level of processing. If you responded to the QUIT DEFERRED message with the \(Q\) directive, the system would have accepted the directive, the current buffer contents would have been destroyed, and processing returned to comand level.

USING SYSTEM COMMANDS IN THE_EDITOR
The escape directive (E) allows you to use system commands while you are working with the Line Editor.

The Line Editor must be in edit mode. Then an \(E\) followed by any system command causes the Line Editor to pass that command to the Command Processor. After executing that command, the system returns control to the Line Editor.

Writing to Line Printer
To write the contents of the current buffer to the line printer, first reserve the line printer as the user output file. This is done with the \(F O\) command explained earlier. The following example shows the commands used to reserve a line printer.

E?EFOLLPTOO
E?
After executing the command shown in the example, the Line Editor sends all output that would go to the screen (except for the ready display and errors) to the line printer. To get hard copy of the current buffer, type the directive line that prints the entire contents of the buffer.

The next example shows that once user output is directed to a princer any variation of the \(p\) directive will cause printing to take place at the printer. In this case, the entire file ( \(1, \$\) ) is printed with line numbers (! \(P\) ).

E?EFO LEPTA
E? \(\mathrm{H}_{\mathrm{a}}\) SE:
E?
After printing the contents of the current buffer on the line printer, to change output back to the terminal (or default device) enter the \(F O\) command with no pathname.

The following example shows the Escape (E) directive is necessary to execute the FO command while the line Editor is invoked.

E? \(1, \$!P\)
E?EFO
E?
The execution of commands from the Line Editor is similar to the execution of commands at command level. Two of the differences include:
- The E? prompt instead of the RDY: prompt to indicate system readiness to execute a command or directive.
- The need for the \(E\) directive prefix when commands are exe* cuted from the Line Editor.

Date and Time

When the lines of the current buffer are listed on the line printer they are printed as is. There is no date or time displayed with the printing. Sometimes it is helpful or important to know when a listing of a file was made, particularly when various updates of files must be compared.

To display a date and time heading with your listing on the line printer, use the system command TIME after directing output to the line printer.

TIME is a system command. Therefore, the Escape (E) directive must be entered too.

The command ETIME will cause the system date and time to be displayed on the output device. This display becomes a header for the file listing which follows. For example, as a result of the following entries, the entire contents of the current buffer are listed at printer LPTOO with a date and time header.
```

E?EFO ILPTOG
E?ETTME
E?I_\$EP
E?

```

\section*{Important considerations}

When using the Escape (E) directive you can execute any system command. However, if the E prefix is omitted, certain problems can occur. For example, if the E prefix is not used, the Line Editor will not pass the entry to the Command Processor. As a result, the Line Editor will try to execute the entry as a Line Editor directive. For this reason, accidentally entering a command to the Line Editor without the E prefix can cause problems. Accidentally entering a command that begins with any of the following characters can be particularly problematical: \(W_{p} L W, D, I, C\), and \(A\).

For example, an entry beginning with a \(C\) will change line contents. An I or an A will cause additions to a current buffer file. A W will copy the current buffer contents to a permanent file. Using the E directive prefix is important.

For instance, if LWD is entered without the preceding \(E\), the Line Editor will cause a line feed and write the contents of the current buffer to a file called D under the working directory. The correct way to enter the LWD comand is shown in the example:

\section*{E?ELWD}
^VOL3>DIR23
E?
\[
\begin{aligned}
& \text { : }
\end{aligned}
\]
\[
\begin{aligned}
& \pm \\
& \text { こ }
\end{aligned}
\]

\section*{Appendix B USING COBOL}


This appendix describes procedures for using COBOL. The following information is provided:
- Explanation of the compile, link, and execute procedures for COBOL programming, including a sample program illustrating these steps
- Programming tips for communications via COBOL, including a sample program.

COBOL COMPILE, LINK, AND EXECUTE PROCEDURES
To compile a COBOL program, invoke the Advanced COBOL (COBOLA) COMpiler and the Linker. Input to the COBOL compiler consists of a source program written in COBOL and optional control information.

- COBOL object (. O) unit
- COBOL listing and diagnostics.

Input to the Linker is the relocatable object unit.
Output is a:
- Bound unit
- Link map.

Figure \(B \times 1\) illustrates the compile and link operation，prom ducing an execubable module．


Figure B－I．Compiling and Linking a COBOL Program

\footnotetext{
あった On，
}
\[
\begin{array}{ll} 
& \\
\mathrm{B}-2 & \mathrm{CZ15-00}
\end{array}
\]

\section*{Invoking the COBOL Compiler}

The command used to invoke the COBOL compiler is:
COBOLA path [ctl_arg...]
where:
path
The pathname of the source file that is to be compiled by the Advanced COBOL compiler. If path does not have a suffix of . C, then one is assumed. However, the suffix . C must be the last component of the name of the source file.
cti_arg
None or any number of control arguments. (See the Advanced CobOL Reference manual.)

For example, the source file might be PROGl.C shown in Figure \(B-2\) 。

To compile PROGI.C, enter: 350.

COBOLA PROGI
This causes compilation of the source file PROGI.C that, in this case, is in the current working directory.

The terminal dialog is:
COBOLA PROGI.
COBOLA 2.0 02/28/0057
NO FATAL ERRORS, 1 WARNING IN PROGI. A warning is issued 11 DATA DIVISION.

1
** 1 2-3 A PERIOD IS REQUIRED PRIOR TO THIS WORD
RDY:
Invoke the compiler
...........

```

PROGRAM-ID. PROG1.C

```

```

CONFIGURATION SECTION.
SOURCE=COMPUTER. LEVEL-6 .
OBJECT-COMPUTER. LEVEL=6.
SPECIAL-NAMES.
INPUT-OUTPUT SECTION.
FILE-CONTROL.
1-O-CONTROL.
DATA DIVISION.
FILE SECTION.
WORRING-STORAGE SECTION.
O1 WORD PICTURE X(72).
01 GOOD PICTURE X(72).
77 BLANKER PICTURE X(72) VALUE SPACES.
01 TEST1 PICTURE X(3). {u g:u
01 TEST2 PICTURE X(4).
PROCEDORE DIVISION.
READING-ROUTINE.
- DISPLAY "WHAT WORD?".
MOVE BLANKER TO WORD.
ACCEPT WORD.
MOVE WORD TO TEST2.
IF TEST2 EQUAL TO "DONE* GO TO END-CARD; ELSE NEXT
SENTENCE.
DISPLAY "YOUR WORD WAS * WORD.
DISPLAY "CORRECT"*.
ACCEPT GOOD.
MOVE GOOD TO TEST1.
IF TESTI EQUAL TO "YES" GO TO READING-ROUTINE; win
ELSE NEXT SENTENCE.
- MOVE GOOD TO TEST2.
IF TEST2 EQUAL TO "DONE" GO TO END-CARD;
ELSE NEXT SENTENCE.
DISPLAY "TOO BAD". . E;%"
GO TO READING~ROUTINE.
END-CARD.
DISPLAY "THAT'S ALL FOLKS!".
STOP RUN.

```

Figure B-2. COBOL Source Program PROG1.C

\section*{COBOL List Eile}

Unless you specify otherwise, the Advanced COBOL compiler produces a list file for the program being compiled. Specify NOLIST on the COBOLA command line to delete the list file. The list file contains the source listing, the cross-reference listing, and the object map or object listing.

\section*{LIST HEADER}

The list file begins with a header containing the program name, date and time of compilation, the compiler version used, and arguments, if specified, in the format shown in Figure B-3.

SOURCE LISTING
The source listing is a line-numbered, printable ASCII listing of the source program. The entire source line image for each line is presented, always in the fixed reference format. The line number shown with each line, referred to as the external line number, represents the relative position of that line in the source file (i.e., the relative record number). This is a two part number if it represents a line from a COPY file. The first portion is the relative number of the COPY statement in the program (the first COPY statement in the program is 1 , the next 2, etc.). The second portion, separated by a hyphen from the first, is the relative line number within the COPY file (e.g., 13-126). This is the line number permanently associated with the statement(s) on that line for the reporting of run-time errors.

SAMPLE LISTING
Figure B-3 shows the listing produced by compilation of PROGI.C.



\section*{Iayoking the finker}

Once the source program is compiled, it can be linked. The command used to invoke the linker is:

LINRER progname -PT [ctI_arg]
where:

\section*{progname}

The bound unit pathname (simple, relative, or absolute) of the bound unit to be created (usually the program name, may be up to 62 characters in length).
-PT
Requests the Linker issue a prompt (L?) for input. ctl_arg

Other valid control arguments for the Linker (see Section 6.

For example, to invoke the Linker for PROGl (compiled above), enter:

LINRER PROGI -PT
Figure \(B-4\) shows the dialog used to link PROGl."
```

RDY:
IINKER PROGI -RT Invoke the Linker with prompt
LINKER -1982/06/18 0912:50.5
Linker responds with version and
date
L? \ Linker prompts for input
EIB>EDD>ZCART
L? Linker prompts for input
EINK PROGI
L?
QOIT
ROOT PROGI : Linker responds with name of root
LINK DONE
Link the object program
Linker prompts for input
Quit the Linker

```

Figure B-4. Linking PROG1

\section*{Executing a COBOL Program}

To execute the compiled and linked COBOL program, type in the program name. Figure B-5 illustrates a sample manual execution of PROGI.
```

PROGI
WHAT WORD?
MARY
YOUR WORD WAS MARY
CORRECT?
YES
WHAT WORD?
MANUAL
YOUR WORD WAS MANUAL CORRECT?
NO
TOO BAD
WHAT WORD?
DONE
THAT'S ALL FOLKS
RDY:

```

Figure B-5. Execution of PROGI

If data files are used they must be made available to the program by using the GET command before typing the program name. When execution terminates, use the REMOVE command to release the data files. For more information on GET or REMOVE, see the commands manual.

\section*{RROGRAMMING TIPS FOR COMMUNICATIONS VIA COBOL}

The File System interface provides the logical transfer between the COBOL program and an external device (terminal or another computer). The COBOL run-time routines issue File System macro calls according to the corresponding input/output statements in the compiled programs.

Interactive Devices and Files \(t \rightarrow\)
The Executive defines commnications devices and local TTY terminals in COBOL commanications processing as "interactive."

Interactive devices are considered sequential files in COBOL. Data is read or written with the same COBOL read/write interface as for a file on a noninteractive device.

Aside from the use of various COBOL 1/O statements you should be aware of other considerations in using the File System within a communications environment. These considerations are detailed in the System. Programer's Guide, Volume I.

Source Program Entries in Communications
This subsection refers to certain COBOL source program entries in the context of COBOL commuications. The Advanced COBOL Reference manual describes the COBOL source program language in detail.

\section*{SPECIFYING FILES IN THE SOURCE PROGRAM}

You must describe every file with a separate SELECT statement in the FILE-CONTROL paragraph of the Environment Division. File organization and access mode must be stated as sequential.

Each file must have a unique name and, in the ASSIGN clause, be identified by a 2-character COBOL internal file name (IFN) consisting of a combination of the letters A through I and the digits 0 through 9: one letter must be included. The logical file number (LFN) is specified in the GET command (before execution) to connect the COBOL internal file name to the external file. This LFN is the same as the COBOL internal file name with letters A through I replaced by the digits 0 through 9 . For example, a COBOL IFN of OC would correspond to an LFN of 03 and an IFN of \(O D\) to an LFN of 04 , as in the commands.

GET 03 !VIPl
GET 04 1TTYI
USE OF GET COMMAND
In addition to connecting the internal file name to the external file, the GET command reserves the interactive file for processing until it is removed via the REMOVE command. GET guarantees exclusive use of the file prior to program execution and maintains use of the file until the corresponding REMOVE command.

\section*{ASSIGNING A FILE TO A DEVICE/TERMINAL}

A device-type name of MSD used in the ASSIGN clause of the SELECT statement is the way to inform COBOL that the internal file is assigned to a terminal/device file.

For data entry applications (TTY or VIP) the file should be opened in INPUT mode.

For output-only terminals such as the receive-only printer (ROP) the file should be opened in OUTPUT mode. Bidirectional devices, such as the BSC 2780 can be opened in INPUT mode or OUTPUT mode but not for both INPUT and OUTPUT at the same time.

For interactive applications (TTY, VIP or BSC3780), the file can be opened in I-O mode allowing both input and output operations.

SELECT AND ASSIGN EXAMPLES
Figure B-6 shows an example of a FILE-CONTROL paragraph with SELECT and ASSIGN statements for the input file COMIN and the output file COMOUT. The internal file name for COMIN is \(O C\) and for COMOUT is OD. Before the program is executed, associate these files with the appropriate device(s) with either GET command. In this example, the comands could be:

GET 03 1TTYI
GET 04 !TTY1 *:
Although these are different files, they can be associated with the same interactive device; i.e., TTYI, by matching the logical file numbers ( 03 and 04 for the device pathname 1TTYI) with the internal file name \(O C\) and \(O D\), respectively.
```

FILE-CONTROL.
SELECT COMIN
ASSIGN TO OC-MSD ORGANIZATION IS SEQUENTIAL WITH VLR ACCESS MODE IS SEQUENTIAL FILE STATUS IS IN-STATE.

```

\section*{SELECT COMOUT}
```

ASSIGN TO OD-PRINTER
ORGANIZATION IS SEQUENTIAL WITH VLR ACCESS MODE IS SEQUENTIAL FILE STATUS IS OUT-STATE.

```

Figure B-6. COBOL SELECT and ASSIGN Examples

The print carriage control of some devices can be changed by the application program. If the device-type name is MSD, the application program controls the carriage directly by inserting a program-accessible control byte as the first character in each output record. This byte is the first character in each level-01 record description entry for the output file. It is counted as part of the record area and is directiy accessible through statements in the COBOL application program.

\section*{RRINTER EMULATION}

Printer emulation is the capability of assigning printer characteristics to other terminal devices. If the device-type name is PRINTER in the ASSIGN clause COBOL will automatically generate the carriage control byte as a result of an ADVANCING phase in the WRITE statement. This one byte print control character is inserted before each data record being written to the file. It is not counted as part of the record area and is not directly accessible to the application program.

SPECIFYING ASYNCHRONOUS OR SYNCHRONOUS READ AND WRITE EXECUTYON
If the device is configured (see STTY directive) or modified (see STTY command) for synchronous I/O, READ and WRITE statements are always executed synchronously (i.e.. the application is placed in the wait state until the read or write is complete).

If the device is configured (see STTY directive) or modified (see STTY command) for asynchronous 1/O, READ and WRITE statements may be executed synchronously or asynchronously, as indicated through calls to the COBOL run-time routines ZCASYN (asynchronous execution) or ZCSYNC (synchronous execution). If neither call is specified, reads and writes are executed asynchronously.

A separate call to ZCSYNC or to ZCASYN is not necessary for each read or write, but when first issued, remains effective until changed by another call. However, if the same run unit is to execute several COBOL programs, each program must separately define its own synchronous or asynchronous condition.

\section*{NOTE}

With either the ZCSYNC or ZCASYN Call, the -CC argument must not be specified with the COBOLA command. The -CC argument causes CALL statements to refer only to overlays. (See the Advanced Cobol Reference manual.)

In synchronous operation, the COBOL routine issues a read or write order without any file status checks. This puts the application program in the wait state until the read or write operation is complete, thus allowing other tasks to be executed.

The source language for synchronocs read and write execution is:

\section*{CALL "ZCSYNC"}

Synchronous operation is not useful for a program application that interacts with more than one terminal since each read from or write to a terminal must be satisfied before the next terminal can be processed.

ASYNCHRONOUS READ AND WRITE OPERATION (CALL "ZCASYN")
In asynchronous operation COBOL READ/WRITE runtime routines issue a test-file call prior to issuing a read or write order. For READ orders, a 91 return status is returned to the application if no data is available to be read. Likewise, for a WRITE order, a 91 status is returned to the application if the device is busy with the previous output. This permits the COBOL program to support terminal \(1 / O\) without giving up control of the central processor until the \(1 / 0\) is complete. Note that this facility is only available for terminals which have been configured (see STTY directive) or modified (see STTY command) to allow asynchronous I/O.

WAIT FOR COMPLETION FOR ASYNCHRONOUS INPUT AND OUTPUT
For a multiterminal application, you can control asynchronous read and write operations by calling the COBOL runtime routines ZCWIN and ZCWOUT.

A call to 2CWIN results in a Wait File (\$WIFiL) macro call, which waits until input is available from one or more of the specified terminals.

A call to ZCWOUT results in a Wait-File (\$WOFIL) macro call, which waits until output is complete to one or more of the specified terminals.

NOTES
1. With Advanced COBOL programs, the -OC argument must not be specified with the COBOLA command for compilation when ZCWIN or ZCWOUT are called. ZCWIN and ZCWOUT must be called with dope vectors.
2. With the ZCWIN or ZCWOUT call, the -CC argument must not be specified with the COBOLA command. The -CC argument causes CALL statements to refer only to overlays.
3. See the Adyanced COBOL_Reference manual.

The System Programmer's Guide, Volume II describes the wait file macro calls, their format and arguments in detail. Note that the macro call arguments are similar to the values for the data-name description for the CALL statements (see below).

The source language to call ZCWIN or ZCWOUT is:
CALL \(\left\{\begin{array}{l}\text { "ZCWIN }{ }^{2} \\ \text { "ZCWOUT" }\end{array}\right\} \quad\) USING data-name
Data-name is defined as follows:

\begin{tabular}{|c|c|c|c|c|c|}
\hline & \multirow[t]{3}{*}{01} & \multicolumn{4}{|l|}{data-name} \\
\hline & & 02 & list-length & USAGE & COMP-1. \\
\hline * & & 02 & LEN-entryol & USAGE & COMP-1. \\
\hline 3: & & & -: & & \\
\hline ;- & & 02 & LFN-entry-n & USAGE & COMP-1. \\
\hline
\end{tabular}

The values for out-LFN, list-length, LFT-entry-1, and LFN-entry-n are identical to those for the wait file (\$WIFIL and \$WOFIL) macro calls, and are passed by the 2 CWIN or ZCWOUT routine to the file system.

When CALL "ZCWIN" is specified, the list of LFNs may refer only to those devices for which READ statements have been issued. When call "ZCWOUT" is specified, the list of LFNs can refer only to those devices for which WRITE statements have been issued.

When an input/output operation is completed on any device in the list of LFNS, the application program resumes execution following the CALL statement. The LFN for the device for which input/output is complete is stored in the out-LFN data item.

Figure B-7 provides simplified program logic for processing multiple terminals. The call to "ZCWIN" stalls program execution until input is available from at least one of the terminals.


Figure B-7. Simplified COBOL Program Logic for' Multiple Interactive Terminals (Asynchronous Input/Synchronous Output)

The following example illustrates portions of a COBOL program processing two temminals. This processing allows asynchronous input and synchronous output operations. The call to 2CWIN gives up control of the central processor unit input is available from one of the terminals.

IDENTIFICATION DIVISION.
PROGRAM=ID. TESTB.
AUTHOR. HONEYWELL.

\section*{***COMMENTS***}

THIS BROGRAM PERFORMS COMMUNICATIONS VIA COBOL. TWO TERMINALS ARE TREATED AS SEQUENTIAL FILES. DATA IS ASYNCHRONOUSLY READ EROM AN SYNCHRONOUSLY WRITTEN TO EACH OF THESE TERMINALS, DEPENDING UPON WHAT IS TYPED AT THE TERMINAL.

WHEN TGE DATA IS READ - IT IS ECHOED BACK, EVALUATED, AND EITEER WRITTEN OUT AGAIN WITH A MESSAGE (I.E. *TERMINAL ONE:") OR PROCESSED THROUGH AN ERROR ROUTINE OR A HALT PROCEDURE.

DATE-WRITTEN. DECEMBER 10. 1980.
ENVIRONMENT DIVISION.
CONEIGURATION SECTION.
SOURCE-COMPUTER. LEVEL-6.
OBJECT-COMPUTER. LEVEL-6.
INPUT-OUTPUT SECTION.
FILE-CONTROL.
SELECT COMI
ASSIGN TO OC-MSD
ORGANIZATION IS SEQUENTIAL WITH VLR
ACCESS MODE IS SEQUENTIAL
EILE STATUS IS Cl-STAT.
SELECT COM2
ASSIGN TO OD-MSD
ORGANIZATION IS SEQUENTIAL WITH VLR
ACCESS MODE IS SEQUENTIAL
FILE STATUS IS C2-STAT.
DATA DIVISION.
FILE SECTION.
FD COMI
LABEL RECORDS ARE OMITTED.
01 COMI-REC.
02 DA-TAL BIC X(40).
02 FILLER PIC X(40).
FD COM2
LABEL RECORDS ARE OMITTED.
01 COM2-REC.
02 DA-TA2 PIC X(40).
02 FILLER PIC X(40).

WORKING-STORAGE SECTION.
01 MESI.
02 FILLER PIC \(X(01)\) VALUE "A".
02 FILLER PIC X(13) VALUE "TERMINAL ONE:".
02 INSI PIC X(40) VALUE SPACES.
02 FILLER PIC X(26) VALUE SPACES.
01 MES2.
02 FILLER PIC X(01) VALUE "A".
02 FILLER PIC X(13) VALUE "TERMINAL TWO:".
02 INS2 PIC X(40) VALUE SPACES.
02 FILLER PIC X(26) VALUE SPACES.
01 DONE.
02 FILLER PIC X(04) VALUE "DONE".
02 FILLER PIC X(76) VALUE SPACES.
01 LFN-IISTI.
02 WHICH PIC 99 USAGE COMP-1
VALUE ZEROES.
02 NUMB USAGE COMP-I
VALUE IS 02.
02 LFNI USAGE COMP-1 VALUE IS 03.
02 LFN2 USAGE COMP-1 VALUE IS 04.
01 LFN-LIST2.
02 WHICH2 PIC 99 USAGE COMP-I VALUE ZEROES.
02 NUMB2 USAGE COMP-1 VALUE IS 01.
02 LFNIA USAGE COMP-1 VALUE IS 03.
01 LFN-LIST3.
02 WHICH3 PIC 99 USAGE COMP-1 VALUE IS ZEROES.
02 NUMB3 USAGE COMP-1 VALUE IS 01.
02 LFN2A USAGE COMP-1 VALUE IS 04.
01 MSG.
02 FILLER PIC X(01) VALUE "A". 02 FILLER PIC \(X(11)\) VALUE "ENTER DATA*: 02 FILLER PIC X(28) VALUE SPACES.
01 ECHO.
02 ECHOL PIC X(O1) VALUE "A".
02 ECHO2 PIC X(39) VALUE SPACES.
01 Cl-STAT PIC \(\mathrm{X}(02)\) VALUE SPACES.
01 C2-STAT PIC X(02) VALUE SPACES.
PROCEDURE DIVISION. BEGIN.
* tHIS CALL CAUSES THE SYNCHRONOUS OPENING OF
* THE TWO FILES (TERMINALS).

CALL "ZCSYNC"
OPEN I-O COMI.
OPEN I-O COM2.

SCRI.
MOVE MSG TO DA-TAI.
* ENTER DATA MESSAGE IS WRITTEN ON SCREEN 1. WRITE COMI-REC. MOVE SPACES TO COMI-REC.
SCR2. MOVE MSG TO DA-TA2.
ENTER DATA MESSAGE IS WRITTEN ON SCREEN 2. WRITE COM2-REC. MOVE SPACES TO COM2-REC.
\(R=D\).
"ZCASYN" CAUSES ALI" I/O TO BE ASYNCHRONOUS.
"ZCWIN" CAUSES A WAIT UNTIL INPUT IS AVAILABLE
FROM 1 OR MORE FILES (TERMINALS). THE EIRST
TIME THROUGY THE LOOP IT IS WAITING FOR THE ANTICIPATORY READ FROM AT LEAST ONE OF THE OPEN STATEMENTS TO BE COMPLETED.

CALL "ZCASYN"。
CALL "ZCWIN" USING LEN-LIST1.
READ COMI AT END GO TO EOFI.
READ COM2 AT END GO TO EOF2.
IF CI-STAT IS EQUAL TO "gI" GO TO ROD2.
IF CI-STAT IS EQUAL TO "OO" GO TO WRI.
IF CI-STAT IS EQUAL TO "10" GO TO EOF1.
GO TO ER-ROR.
R-D2.
IF C2-STAT IS EOISAL TO "OO" GO TO WR2
IF C2-STAT IS EQUAL TO "10" GO TO EOF2. GO TO ER-ROR.
WRI.
MOVE DA-TAI TO ECHO2.
MOVE ECHO TO DA-TAI.
WRITE COMI-REC.
* THE WRITE IS ASYNCHRONOUS BUT THE CALL
* TO "ZCWOUT" CAUSES THE I/O TO BE PERFORMED
* SYNCHRONOUSLY BECAUSE IT CAUSES A WAIT UNITL
* THE WRITE IS COMPLETE.

CALL "ZCWOUT" USING LFN-LIST2.
IF ECHO2 IS EQUAL TO DONE GO TO EOPI.
MOVE ECHO2 TO INSI.
WRITE COMI-REC EROM MESI.
CALL "ZCWOUT" USING LFN-LIST2. \(\because: \quad 2\)
MOVE SPACES TO INSI, DA-TAI, ECHO2.
GO TO R-D.
WR2.
MOVE DA-TA2 TO ECHO2.
MOVE ECHO TO DA-TA2.
WRITE COM2-REC.
CALL "ZCWOUT:" USING LFN-LIST3.
IF ECHO2 IS EQUAL TO DONE GO TO EOP2.

MOVE ECHO2 TO INS2.
WRITE COM2-REC FROM MES2.
CALL "ZCWOUT" USING LFN-EIST3.
MOVE SPACES TO INS2, DA-NA2, ECHO2.
GO TO R-D.
动各:
ER-ROR.
DISPLAY "ERROR IN COMM PROCESSING.".
CLOSE COM1.
CLOSE COM2.
STOP RUN. \(\quad \mathcal{=}\)
EOPI.
DISPLAY "TERMINAL ONE TERMINATES PROGRAM".
DISPLAY "BY ONE MESSAGE.".
CLOSE COMI.
CLOSE COM2.
STOP RUN.
EOP2.
DISPLAY "TERMINAL TWO TERMINATES PROGRAM".
DISPLAY "BY DONE MESSAGE.".
CLOSE COMI.

STOP RUN.
EOFI.
DISPLAY "END OF FILE 1 REACHED.".
CLOSE COMI.
CLOSE COM2.
STOP RUN.
EOF2.
DISPLAY "END OF FILE 2 REACHED.".
CLOSE COMI.
CLOSE COM2.
STOP RUN.
END COBOL (GENERATED)
Before program execution, specify these comands to connect the LFNs to the specific terminal files.
\begin{tabular}{llllll} 
GET 3 & !TTY1 & (for IFN & \(0 C-M S D\) ) \\
GET 4 & ITTY2 & (for & IFN & OD-MSD)
\end{tabular}

BINARY SYNCHRONOUS COMMUNICATION (BSC) WITH COBOL
Binary Synchronous Communication (BSC), operating in 2780 or 3780 mode, permits a COBOL program to transmit data over communications lines from one DPS \(6 /\) Level 6 system to another DPS \(6 /\) Level 6 , to a Level 66 system, or to a non-Honeywell host system.

BSC DATA TRANSMISSION CONVENTIONS
BSC Data Codes
. \(\quad\) ot \(\gamma\)
4. ain. \&ivy

Data can be in alphanumeric ASCII, alphanumeric EBCDIC, or binary format. In communication between DPS \(6 /\) Level 6 and remote
host, each system must use the same code set (either ASCII or EBCDIC). When EBCDIC is used, the application programs must know whether transmission is nontransparent or trnsparent (i.e., BSC control characters are interpreted as data).

\section*{BSC Data Transmission Modes}

There are two BSC transmission modes: basic and advanced.
In basic transmission mode there is no control byte. The absence of a control byte limits the functionality of the protocol, e.g., an application cannot send or receive two message blocks or cannot initiate a severse interrupt (RVI) sequence.

In advancea transmission mode there is a control byte which is the first byte in the program's input or output buffer. The control byte is used to control the trammission of data and is used to convey information concerning the receipt of data. With the control byte, the application has complete control over the transmission and reception of data to a remote host.

BSC Multi-block Transmission
The BSC multi-block feature allows an application to send or receive from one to seven message blocks (records) in a single transmission. It is available in both BSC 2780 and BSC 3780, and in both basic and advanced transmission modes. To use this feature, the application must:
- Specify this feature during system build (refer to the System Programer's Guide, Volume I)
- Select this feature at connect time.
- Organize the data buffer.

Unique rules apply to the usage of this feature. Refer to the sections dealing with multi-block trnsmission in the system Programer's Guide, Volume 1 . For example: if the multi-block feature is used during 2780 basic mode transmission, a word must be allocated at the beginning of the application's buffer (for the control byte), even though a control byte is not used in basic mode.

BSC 2780 and BSC 3780
BSC 2780 is a subset of BSC 3780. Technical differences between the two protocols can be summarized as a set of extensions to the 2780 protocol which are:
- Ability to receive a conversational reply without a preliminary bid sequence

- Ability to receive and transmit selected BSC control characters

The differences between the two protocols can be summarized as:

BSC 2780
\(\therefore\) Specified at system building time by the BSC device directive.

Operates in basic or advanced mode. \(\quad\).
Supported with bidirectional use of BSC 2780 communication line. A CLOSE/OPEN sequence must be initiated prior to the reversal of the communication line.
- BSC 3780

Specified at system building time by the XBSC directive. Operates only in advanced mode.

Supported only in receive mode. Transmits must be performed in single-block mode (refer to the System Programmer's Guide, Volume I).

Supported with interactive usage of the BSC 3780 communication line. To terminate a transmission the application must initiate an EOT sequence by setting the appropriate bit within the control byte.

An ETX message transmission sequence can also be terminated if the other application sends a conversational reply. Receipt of a conversational reply is indicated by a bit setting within the transmit control byte. Receipt of a conversational reply forces the application to issue a read order to receive the conversational response. The termination of a read seqeunce is indicated by the AT END condition.

BSC 2780 IN BASIC TRANSMISSION MODE
The following conditions apply in the use of binary synchronous communications in basic data transmission mode:
- An application cannot send an RVI (reverse interrupt) control character through the file system.
- BSC devices in basic transmission mode cannot initiate double (ITB) block transmissions (see "BSC 2780/3780 Line Protocol Handler".)
- An application can send only the ETB (end of transmission block) BSC control character, not the ETX (end of text) BSC control character.
- An application cannot detect the receipt of a DLE EOT (switched line disconnect). Refer to "BSC 2780/3780 Line Protocol Handler".
- An application can send data in either transparent or nontransparent mode.
- An application can send EOT (end of transmission) control characters by a CLOSE call.
- BSC operation assumes that the detab option is set off.

Figure B-8 illustrates the necessary logic to support a BSC 2780 application in basic transmission mode.
 BSC 2780 IN ADVANCED DATA TRANSMISSION MODE

In the BSC advanced daca transmission mode, the first byte of the application program's input or output buffer is a control byte that controls or supplies information about read/write operations. This byte can indicate, for example, whetrer data is to be transfersed in transparent or nontransparent mode, or whether an ETB (end of transmission block) or ETX (end of text) control character is to be sent or received or if data is to be sent in single or multi-block mode (see the System Programmer's Guide, Volume I).

It is not necessary to send EOT control characters through the control byte since the user must close the file in output mode before attempting to read. Closing the file forces BSC if not in idle mode, to send an EOT control character.

BSC 3780 IN ADVANCED DATA TRANSMISSION MODE
The first byte of the application program's input or output buffer is a control byte. The control byte controls or supplies information about read/write operations. As with 2780 in advanced mode, the control byte controls whether data is to be sent in transparent mode, how the data is to be blocked (ETB or ETX), of if the data is to be sent in single-block or in multi-block streams.

The following conventions apply in using 3780 binary synchronous commanication in advanced data transmission mode:
- The racsift of an optional conversational reply is indicated by a bit setting in the transmit control byte. (This can occur if the application has transmitted the last (ETX) block of a message.) The application must issue \(a\) read to receive the conversational response:


Figure B-8. Simplified Program Logic for BSC 2780
\[
\mathrm{B}-23
\]
- The termination of a transmit sequence is signaled (via control byte) by the transmission of an EOT control character following the last block of a message. Once this has been done a read macro call will be needed to receive transmissions from the remote system. (It is not necessary to close and reopen the file to turn the line around.)
- The termination of a receive seqeunce is indicated by the AT END condition. A transmission sequence can be reinitiated by issuing another write macro call. (It is not necessary to close and reopen the file to turn the line around.)
- A line turnaround (receipt of an EOT or DLE EOT) is indicated at the AT END condition. At this point the application can use the line for data transmission by issuing another write request. It is also possible to receive an EOT control character that indicates the abortion of the cursent transmission seqeunce by the remote host. Such an occurrence is indicated by an AT END condition. If this occurs the application must close the line.
- The multi-block feature is only supported for receive operations. Transmit operations must be in single-block mode (refer to the System Programmer's Guide, Volume I).

Figure B-9 illustrates the necessary logic to support a BSC 3980 application.
\(\qquad\)
B-24
c215-00
\[
\varepsilon \leq-\varepsilon
\]


Figure B-9. Simplified Program Logic for BSC 3780



Flgure B-9 (cont). Simplified Program Logic for BSC 3780

\section*{COBOI Program Examoles \\ }

COBOL TTY OR VIP APPLICATION EXAMPLE
The COBOL source program listing in Figure \(B-10\) is an example of an interactive application that involves either VIP or TTY devices.

This program (named CARCOM) processes commands entered from the operator terminal, and includes input/output operations to three comminications terminals (TTY or VIP). An input and output file is assigned to each device. The program uses the operator terminal for entering comands and for receiving error messages. Input/output processing messages are displayed on the line printer.

COMMANDS IN THE COBOL EXAMPLE
The program processes the following interactive commands : received from the operator terminal. The command COMND is entered from terminal 1,2 , or 3 . (See "File Assignments" below.)
\begin{tabular}{|c|c|}
\hline Command & Program_Action \\
\hline OPEN filename & Opens the file \\
\hline CLOSE filename & Closes the file \\
\hline ROUTE & Routes terminal output to other terminals as input \\
\hline GO & Exits command mode, looks for input from terminals \\
\hline COMND (entered from a terminal) & Exits terminal input mode; returns to operator terminal in command mode \\
\hline STOP & Stops execution \\
\hline ASSIGNMENTS IN & OL EXAMPLE \\
\hline
\end{tabular}

The program uses the following file names and corresponding logical file numbers (LFNs):
\begin{tabular}{cl} 
Eile Name & LEN \\
COMIIN & 03 \\
COMIOT & 04 \\
COM2IN & 05 \\
COM2OT & 06 \\
COM3IN & 07 \\
COM3OT & 08 \\
PRINTFILE & 01
\end{tabular}

\section*{Device}

Input terminal 1 Output terminal 1 Input terminal 2 Output terminal 2 Input terminal 3 Output terminal 3 Printer


Figure B-10. COBOL TTY or VIP Application Example


Figure B-10 (cont). COBOL TTY or VIP Application Example


Figure B-10 (cont). COBOL TTY or VIP Application Example


Figure \(B \rightarrow 10\) (cont). COBOL TTY or VIP Application Example


Figure B-10 (cont). COBOL TTY or VIP Application Example

GCOS6 \(4 t 0400-5100-12 / 01 / 1413\) roHOL n20it SOUNCE WHOGRAM


Figure B-10 (cont). COBOL TTY or VIP Application Example
\begin{tabular}{|c|c|c|c|}
\hline cose & －（1）400－SIOn＊ & Cumelt & 0？\({ }^{\text {a }}\) \\
\hline SOURCE & H HOCABA & & \\
\hline
\end{tabular}

361 OPEN INPいI C(INくIN

303 monvt 1 il STAIta2:

365 anvF 1Pは2 10 GFLAAM:
                GII if GPMSG.
    MOVE IN? YU OFLNFW.

    (, 10 OOEGMG.
UPOP2。
    OPF N RuIPII CHMJUS。

                mivf 1 PU STAlOiく:
                EIVE GIT PU GFLAAM:
                GU IU OPMSG.
    GIVE तI? TU OFLNEW.


UOIN3.
\(3,15{ }^{\circ}\)
    GPEN IAPUI CUM 3 IM.

            * NVF 1 TU STAIJNS:
            mnve 1 tit SmITCMI:
            an MF INS TO UFLNAM:
            GII 10 UPक्SG.
        WOVE INJ PO OFLNEP.

        (0) 10 (19temfo
    0POIS。
        OPEA JUTPUT COMJOI.

            mfve j ju Staitis:
                MOVE तIT TO UFLNAM:
                Gก 10 UPMSG。
        MOVE OiF 10 UFLNEか。
        move ots-Sial ig MEyt.m.
        GOTO OPEPAG.
    UPMSt.
                \(+1\)
        DISPLAT OPISSL.
        aOD I IO FILCOUNT.
        IF FILGTUNI GHEAIEN IMAN I CU PO PCEO?
        6010 PCODI .
        OPERMG。
        UISPLAY OPEOOSHL.
        IF FILCDUNT GAEAIEN IHAN I COO TH NGMU?
        Gの 10 PGMたI.

Figure B－10（cont）．COBOL TTY or VIP Application Example


Figure \(B-10\) (cont). COBOL TYY or VIP Application Example
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Figure B－10（cont）．COBOL TTY or VIP Application Example
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Figure B-10 (cont). COBOL TTY or VIP Application Example


Figure B-10 (cont). COBOL TTY or VIP Application Example


Figure B-10 (cont). COBOL TTY or VIP Application Example


Figure B-IO (cont). COBOL TTY or VIP Application Example

GCOS6 MOD400-S100-12/01/1413 COROL 0200 SOURCE PROGKAM
```

755
756
7 5 7
75B
759
760
761
762
703
764
705
706
767
768
769
7 7 0
7 7 1
7 7 2
773
774
7 7 5
7 7 6
77
778
79
780
781
782
783
764
785
786
787
78
7 8 9
790
7 9 1
792
793
794
795
796
997
798
7 9 9
800
8 0 1
802
803
80
805
806
807
808
809
810
811
812

```

Figure B-10 (cont). COBOL TTY or VIP Application Example
```

G6OSO NOS400-5100012/01/1413 COBUL O200

```
SOURCE PROGRAM
A13 PERFOHM NRTS TNHU DEXITS SDCUHNT IIUES.

B14
815
A16
817 818

PEPFOHM NRTS THHU DEXITS SOCUIJNT IIUES． GO TO HFADI． DONEIT．
display sicupcis． STOP QUM． END COBOL


FILE map
LINE LFN IFN
\begin{tabular}{|c|c|c|}
\hline 11 & 03 & OC－MSD \\
\hline 16 & 04 & 00－mSD \\
\hline 21 & 09 & OE－MSO \\
\hline 26 & 06 & OFACSO \\
\hline 31 & 07 & 06 mms \\
\hline 36 & 08 & BHOMSO \\
\hline 41 & 01 & OA－PRIN \\
\hline
\end{tabular}
＊ \(\operatorname{ADNE}\)

\begin{tabular}{|c|c|c|c|}
\hline & & nt ［1］ & SILE \\
\hline \(\cdots\) & & 023A & H0 \\
\hline & & 02G2 & A0 \\
\hline  & ！ & い2＾a & M0 \\
\hline －9＊ 4 & & 02 Hz & A0 \\
\hline & & 0204 & N0 \\
\hline & & 0ゝ0こ & A0 \\
\hline & & 0328 & 120 \\
\hline
\end{tabular}
※t「URI）SILE（DEC．）


Figure B－10（cont）．COBOL TTY or VIP Application Example

\[
B-42
\]
\[
\mathrm{Cz} 15-00
\]

ERROR MESSAGES IN COBOL EXAMPLE
When appropriate, the example program displays error messages in the formats:
\(\left.\left\{\begin{array}{l}\text { OPEN } \\ \text { CLOSE } \\ \text { READ } \\ \text { WRITE }\end{array}\right\} \quad \begin{array}{c}\text { ERROR FILE } \\ \cdots\end{array} \begin{array}{l}\text { COMIIN } \\ \text { COM1OT } \\ \text { COM2IN } \\ \text { COM2OT } \\ \text { COM3IN } \\ \text { COM3OT }\end{array}\right\} \quad 2 z-\) FILE STATUS

Program actions that would occur with these messages are:
OPEN or CLOSE message:
Returns control to the operator terminal. syanta

Tries the \(I / O\) operation four times; then closes the file and returns control to the operator terminal.

STATUS CODES IN COBOL EXAMPLE
The program CARCOM includes checks that verify operation of COBOL error returns and information status returns. The check codes are:

91 - For a read operation, indicates there is no data. For a write operation, indicates that the device is busy.

95 - Record length error.
EXECUTION OF COBOL TTY Or VIP PROGRAM EXAMPLE
When the program begins to execute, the operator terminal displays the message:

TYPE COMMANDS, THEN GO.
At least two files on the same device must be open to proceed to the next level of command input. At this level, the program displays the message:


You may then enter commands to: (1) open files, (2) close files, (3) route (message switch), (4) activate the read/write loop, or (5) stop.

Activating the read/write loop deactivates command input from the console and causes the application to check open terminals for input.

To return to command level, type COMND from an active terminal.

A typein from a remote terminal is echoed back to that terminal and displayed on the second terminal.

COBOL BSC APPLICATION EXAMPLE
The source program listing in Figure B-ll is an example of a COBOL communications program to test BSC file transmission by:

2. Transmitting the records over one communication line
3. Reading them back over another communication line for comparison

The program name is BSCTST. When executed, it displays the following error messages, as appropriate:

Ercor formatin \(\quad \therefore\) : \(\because\) ?
BSC TEST EILE INPUT PROBLEM- OPEN STATUS - zz OUTPUT CLOSE

READ
WRITE
z2=91 - Device busy

Program action: Issues reads and writes four times; then the file is closed and the program terminated.

Error format 2:
BSC - TEST - NO MATCH RECORD nnnn
Program action: Reading application does not receive the expected record; records out of sequence or garbled.

File is closed and the program terminated.


Figure B-11. COBOL BSC Application Example
```
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SOURCE PHOGNAM

```
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Figure B-il (cont). COBOL BSC Application Example

\(\square\)



\section*{Appendix C USING FORTRAN}


This appendix describes procedures for using FORTRAN．The following information is provided
－An explanation of the compile，link，and execute pro－ cedures for Advanced FORTRAN programs，including a sample program illustrating these steps．
－Programming tips for communications via FORTRAN，including a sample program．

INTRODUCTION
FORTRAN programs are compiled with the Advanced FORTRAN com－ piler，linked with standard Linker directives，and executed by optionally specifying the GET command and then specifying the program name．

\section*{EORTRAN COMPILE，LINK，AND＿EXECUTE PROCEDURES}

To compile a FORTRAN program，invoke the Advanced FORTRAN （FORTRANA）compiler．Input to the FORTRAN compiler consists of a source program written in FORTRAN and optional control information．

Output is：
\(\therefore x\) a
－A FORTRAN object（．0）unit
－A FORTRAN listing and diagnostics．

To link a compiled fortran program, invoke the Linker. Input to the Linker consists of the relocatable object program. Output is a:
- Bound unit
- Link map.

Figure \(C-1\) illustrates the compile and link operation, producing an executable module.


Figure C-l. Compiling and Linking a FORTRAN Program

\section*{Invoking the Adyanced EORTRAN Compiler}

The command used to invoke the Advanced FORTRAN compiler is: FORTRANA path [ctl._args]
where:
path
The pathname of the source file to be compiled. The file must have the suffix .F; but this should be omitted from the path.
[ctl_args]
None or any number of control arguments. (See the Advanced FORTRAN Reference manual.)

For example, the source file might be TEST.F, shown in Figure C-2. To compile test.f, enter: FORTRANA TEST

RDY:
FORTRANA TEST
Invoke the compiler
```

FORTRANA 2.0 11/21/0712
000/000 W/E COUNT TEST
There are no errors
RDY:
PROGRAM TEST
CHARACTER WORD*10, GOOD*10,DONE*4,YES*3
DONE= 'DONE'
YES='YES'
50 WRITE (6,100)
100 FORMAT('\triangleWHAT WORD?')
READ (5,200) WORD
200 FORMAT(AlO)
IF(WORD.EQ.DONE) GOTO }60
WRITE (6,300) WORD
300 FORMAT('\triangleYOUR WORDSWAS ',A10,'\triangleCORRECT?')
READ (5,400)GOOD
400 FORMAT(A4)
IF(GOOD.EQ.YES) GOTO 50
IF(GOOD.EQ.DONE) GOTO }60
WRITE(6,500)
500 FORMAT('\triangleTOO BAD')
GOTO }5

```

```

    END
    ```

Figure C-2. FORTRAN Source Program TEST.F

\section*{Sample EORTRAN Listing Format}

The compiler generates the following listings:
- Source and diagnostic
- Allocation
- Cross reference
- Object
- Called subprograms
- Statement label
- Line number listing
- Summary.

The source and diagnostic listing includes a sequential line number, source image, and interspersed diagnostics.

The allocation listing includes the name, class, type, size, and location of each variable. Allocation errors are listed.
\[
c-3
\]

The cross reference listing includes all labels and symbolic names in alphabetic order, and the line number of each reference. The line number is followed by an asterisk (*) if the reference is a possible modification. The line number is followed by a slash (/) if the reference appears on a specification statement or the reference appears as the definition of a label.

The object listing is produced only for the verification of object code by the developers and maintainers. It includes the location, symbolic opcode, and operands of each instruction. It may not sepresent valid input to the assembler but is adequate for analysis.

The called subprogram listing includes the name, number, and type of arguments, and class for each referenced subprogram, intrinsic function, and runtime routine. Subprogram units are classed as intrinsic, runtime, function, block data, and subroutine. The function class is used to describe only user-defined function subprograms.

The statement label listing includes the label, location, and type of use of all statement labels.

The line number listing includes each line number and its location.

The summary listing includes the number of errors, the number of warmings, the program size, and the data size.

STATEMENT ERROR DIAGNOSTICS

During compilation, statements which violates the syntactic or semantic rules of the language are recognized, and error messages are printed.

There are two levels of statement diagnostics: warnings and errors. Warning messages are issued for minor errors where the compiler can make an assumption as to what is to be done and compile the statement. Error messages are issued indicating that more serious source problems exist. In the case of errors, compilation proceeds as if the statement was never encountered. The statement label, if any, remains defined. If an error exists in an executable statement and that statement is executed, program execution terminates and you are notified that an attempt was made to execute a statement with a source error. The line number of the statement is displayed.

For each error or warning, one character of the statement is marked with a currency symbol (\$), output directly beneath the erroneous character. For example:
\[
\mathrm{ZATA}=X+Y \underset{\$}{*}
\]

The * character is marked as an error.
\[
c-4
\]

In the case of a syntax error, the marked character itself is unacceptable, as in the example above. In the case of a semantic error, an identifier or other construct is in error, the mark indicates the last character of the construct. For example, in the line

COMMON ALPHA, BETA, ALPHA, GAMMA aEst
\(\$\)
the mark indicates that the identifier ALPHA is misused.
The compiler attempts all interpretations of statement type before discarding a statement. The marked position indicates the greatest amount of correct information found under the most logical assumption of statement type.

A comment specifying the reason for the failure is printed directly after the marked line. There may be more than one diagnostic per line and more than one diagnostic per mark. The marks are numbered from left to right with the number of a mark preceding the associated comment for the diagnostic. Each diagnostic is followed by a sequence of characters: *E*E*... or *W*W*W... indicating error or warning, respectively. The last diagnostic for a line is followed by the line number of the previous line with a diagnostic, if any.

SAMPLE LISTING
```

                                    1,35-5
    ``` : 3.

Figure \(C-3\) shows the listing produced by compilation of TEST.F.

TEST
GCOS6 MOD400-12.1-09/24/1727 FORTRANA 2.0 11/21/07/12 1981/05/05 0919:17.500 SLJC PAGE 0001
1
2
3
4
5
6
7
8
9
10
11
12
13
14
15
16
17
18
19
20

PROGRAM TEST
CHARACTER WORD*10,GOOD*10,DONE*4,YES*3 ध
DONE='DONE'
itit \(\quad \rightarrow\) yES='YES

100 FORMAT(1X,'WHAT WORD?') READ \((5,200)\) WORD
200 FORMAT (AIO)
IF (WORD.EQ.DONE) GOTO 600 : \#RッN : 㳙. WRITE \((6,300)\) WORD
300 FORMAT(IX,'YOUR WORD WAS', \(1 \mathrm{X}, \mathrm{AlO}, 1 \mathrm{X}\), 'correct?') \(\operatorname{READ}(5,400)\) GOOD
400 FORMAT(A4)
IF (GOOD.EQ.YES) GOTO 500 O IF (GOOD.EQ.DONE) GOTO 600 \(\operatorname{WRITE}(6,500)\)
500 FORMAT(1X,'TOO BAD')
GOTO 50
600 STOP 'that is all folks' END
```

TEST
1981/05/05 0919:17.500 SLIC PAGE 0002
SCALAR ALLOCATION

| LOCN | WORDS | CLASS | TYPE | $\because \because *$ | NAME |
| :--- | :---: | :--- | :--- | :--- | :--- |
| 0006 | $\cdots$ | 2 | SCALAR | CHARACTER*4 | DONE |
| $000 E$ |  | $1+$ | SCALAR | CHARACTER*3 | YES |
| 0010 | -5 | SCALAR | CHARACTER*10 | WORD |  |
| 0015 |  | 5 | SCALAR | CHARACTER*10 | GOOD |

```

PROGRAM COMPILED WITH FOLLOWING COMMAND LINE PARAMETERS:
TEST GCOS6 MOD400-L2.1-09/24/1727 FORTRA
1981/05/05 09/19:17.500 SLIC PAGE 0003

STATEMENT LABELS
\begin{tabular}{lclcccc} 
LABEL & LOCN & USE & LABEL & LOCN & USE & LABE \\
LCL & LOCN & USE & LABEL & LOCN & USE & \\
& & 0042 & & 100 & 0000 & FORMAT
\end{tabular}

\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline \[
\begin{aligned}
& \text { LINE } \\
& \text { ene }
\end{aligned}
\] & \[
\begin{aligned}
& \text { LOCN } \\
& \text { LINE }
\end{aligned}
\] & LOCN &  & LINE & LOCN & LINE & LOCN \\
\hline 3 & 0030 & & 4 & 0039 & & 5 & 0042 \\
\hline \c & 6 & 0052 & & 7 & 0053 & & \\
\hline 8 & 006A & & 9 & 006A & & 10 & 0075 \\
\hline (c) & 11 & 0086 & & 12 & 008C & & \\
\hline 13 & 00A3 & & 14 & 00A3 & & 15 & OOAE \\
\hline 1 c & 16 & 0086 & & 17 & 0007 & & \\
\hline 18 & 0007 & & 19 & \(00 \mathrm{C9}\) & & 20 & 00CF \\
\hline
\end{tabular}

FINAL SUMMARY
PROGRAM SIZE = Z'OOCF' WORDS
DATA SIEE \(=2^{\prime} 006 D^{\prime}\) WORDS
COMPILATION COMPLETE
0 WARNINGS
0 ERRORS


Figure C-3. Listing of TEST.F

\section*{SCALAR ALLOCATION}
\begin{tabular}{lcllll} 
LOCN & WORDS & CLASS & TYPE & NAME & * \\
\(000 C\) & & 2 & SCALAR & CHARACTER*4 & DONE \\
\(000 E\) & \(1+\) & SCALAR & CHARACTER*3 & YES & i \\
0010 & 5 & SCALAR & CHARACTER*10 & WORD & SQ - \\
0015 & 5 & SCALAR & CHARACTER*10 & GOOD &
\end{tabular}

PROGRAM COMPILED WITH FOLLOWING COMMAND LINE PARAMETERS:
TEST
GCOS6 MOD400-L2.1-09/24/1727 FORTRANA 1.0 11/21/0712 1981/05/05 09/19:17.500 SLIC PAGE 0003

STATEMENT LABELS
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline \begin{tabular}{l}
LABEL \\
\CL
\end{tabular} & LOCN & \[
\begin{aligned}
& \text { USE } \\
& \text { USE }
\end{aligned}
\] & \(35 \times 38\) & \[
\begin{aligned}
& \text { LABEL } \\
& \text { LABEL }
\end{aligned}
\] & LOCN & \[
\begin{aligned}
& \text { USE } \\
& \text { USE }
\end{aligned}
\] & LABE \\
\hline 50 & 0042 & & & 100 & 0000 & FORMAT & 200 \\
\hline c & 0009 & FORMAT & & 600 & 0009 & & \\
\hline 300 & 000C & FORMAT & & 400 & 0021 & FORMAT & 500 \\
\hline \c & 0023 & FORMAT & \(\cdots \cdot\) & - & -* & * - . & \\
\hline
\end{tabular}

SMATEMENT LOCATIONS
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline \[
\underset{\mathrm{C}}{\text { LINE }}
\] & \[
\begin{aligned}
& \text { LOCN } \\
& \text { LINE }
\end{aligned}
\] & LOCN & LINE & \[
\begin{aligned}
& \text { LOCN } \\
& \text { LINE }
\end{aligned}
\] & LOCN & LINE & LOCN \\
\hline 3 & 0030 & & 4 & 0039 & & 5 & 0042 \\
\hline S & 6 & 0052 & & 7 & 0053 & & \\
\hline 8 & 006A & & 9 & 006A & & 10 & 0075 \\
\hline 16ヶッ. & 11 & 008C & & 12 & 008C & & \\
\hline 13 & 00A3 & & 14 & 00A3 & & 15 & OOAE \\
\hline lc & 16 & 0086 & & 17 & 0007 & & \\
\hline 18 & \(00 C 7\) & & 19 & 0009 & & 20 & OOCF \\
\hline
\end{tabular}

FINAL SUMMARY
PROGRAM SIZE \(=Z^{\prime} O O C F '\) WORDS
DATA SIZE \(=2^{\prime} 006 D^{\prime}\) WORDS
COMPILATION COMPLETE
0 WARNINGS
0 ERRORS

Figure C-3 (cont). Listing of TEST. \(F\)

\section*{Inyoking the Linker}

Once the source program is compiled, it can be linked. The command used to invoke the linker is:

LINRER progname -PT [cel_argl
where:
progname
The bound-unit-pathname (simple, relative, or absolute) of the bound unit to be created (usually the program name), may be up to 62 characters in length.
-PT
Requests the Linker issue a prompt (L?) for input.
ctl_arg mess
Other valid control arguments for the Linker (see Section 5 above).

For example, to invoke the Linker for TEST (compiled above), enter:

LINKER TEST -PT
Figuce Col shows the Linker dialog:

RDY:
LINRER TEST - PT -MAP Invoke the Linker LINRER 1982/06/18 0912:50.5

Linker responds with version and date
L?
LIB >LDD 7 ZFIRT
Linker prompts for input
Give pathname to runtime library
L?
Linker prompts for input
Link the object program ?
Linker prompts for input
EINK TEST
Quit the Linker
QUIT
Linker responds with root name ins:
ROOT TEST
LINK DONE
RDY:
```

                                    3-
    ```

\section*{Executing a Program}

To execute the compiled and linked FORTRAN program, type in the program name. Figure C-5 illustrates a sample manual execution of TEST.


Figure C-5. Sample Execution of TEST

If data files are used, they may be made available to the program by using the GET command before typing the program name. When execution terminates, use the REMOVE command to release the data files. For more information on GET or REMOVE, see the commands manual.

\section*{PROGRAMMING_TIRS_FOR USING_COMMUNICATION_DEVICES VIA FORTRAN}

The File System interface provides the logical transfer of data between the FORTRAN program and an external device (terminal or another computer). The FORTRAN runtime routines issue file System macro calls according to the corresponding input/output statements in the compiled programs.

\section*{Interactive Deyices and Files}

The Executive defines communications devices and local TTY terminals for processing as "interactive." Interactive devices can be considered as sequential files in FORTRAN. Data is read or written with the same FORTRAN read/write interface as for a file on a noninteractive device.

\section*{ASSIGNING INTERACTIVE DEVICES AT EXECUTION}

Before the compiled FORTRAN program can be executed, you may specify the actual interactive device for the specified file, using the command GET (get file). The logical file number (LFN) specified in the command must be the same as the unit specifier (y) that was included in the control information list (cilist) in the FORTRAN input/output statement READ, WRITE; or PRINT for that Eile. You may also use an OPEN statement with a FILE=argument to connect the actual device. See the Advanced EORTRAN Reference manual for descriptions of FORTRAN statements and the unit speciGier. See the MOD 400 Commands manual for description of the GET and other commands.

\section*{CHANGING TERMINAL'S FILE CHARACTERISTICS}

Using the Set Terminal Characteristics (STTY) command or \$STTY macro call, you can reset the following terminal file characteristics: line length or record size, detabbing, and device type.

\section*{SYNCHRONOUS INPUT/OUTPUT}
smx Fins ris

If the device is configured (see STTY directive) or modified (see STTY command) for synchronous I/O, then an input order to the device is only issued when the application issues a read, and output is only performed when the application issues a write. The application is placed in the wait state until the read or write operation is complete. Synchronous I/O is not useful for an application which processes more than one device since each read from or write to a device must be satisfied before the next device can be processed.

\section*{ASYNCHRONOUS INPUT}

If the device is configured (see STTY directive) or modified (see STTY command) for asynchronous input, then the file System issues anticipatory reads into a system buffer. This is effectively double buffering, since the application can be processing one input record while the system is reading the next one. It also allows the application to process multiple devices efficiently, since it can test each device for input and thus not have to wait for input from one device before being able to process another device.

The FORTRAN subroutine 2lSTIN allows the application program to check the status of the input communications device (file) before issuing a READ statement. Note that the device must have been configured or modified for asynchronous input in order for this check to be meaningful.
\[
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\]

If the device is configured (see STTY directive) or modified (see STTY command) for asynchronous output, then when an application issues a write, the File System moves the application data to a system buffer, queues it for writing, and returns immediately to the application. This is effectively double buffering, since the application can be constructing one output record while the system is writing the previous one. It also allows the application to process multiple devices efficiently since it does not wait for output to one device to finish before being able to process another device. The application can test each device before performing the write operation, to see if the previous output is complete.

The FORTRAN subroutine \(215 T O T\) allows the application program to check the status of the output communications device (file) before issuing a WRITE statement. Note that the device must be configured or modified for asynchronous output in order for this check to be meaningful.

\section*{FORTRAN File Status. Check (ZFSTIN and RESTOT)}

The FORTRAN OPEN statement must precede any other input/ output statement to a file that is a communications device.

When the program issues an I/O request statement (a READ or WRITE), it wajts until that request is completed.

The FORTRAN subroutines ZlSTIN and ZlSTOT, when called before an \(I / O\) request is issued, check the availability of the communications device (file), and can prevent the problem of program inactivation or program termination due to file or device unavailability.

The subroutine ZlSTIN checks the status of the input file, 21STOT checks the output file. Their use monitors the status of the files without loss of program control and prevents the imposition of file system waits.

A CALL statement to either subroutine should be issued before the application issues any I/O requests to ascertain (1) whether the file (device) is available, and (2) any device error status.

The subroutine ZISTIN or ZISTOT, when called, issues a request to the file system, which in turn (without waiting for any pending I/O request to be completed) returns status information about the file's availability. When the file is not busy, the File System will return status information about the previous I/O request.

CALL STATEMENT FOR ZLSTIN OE ZISTOT
The CALL statement for subroutine 21STIN of 2ISTOT is specified as:

CALL \(\{21 S T I N\}(1 f n, a r g)\) (21STOT)

Ifn
The logical file number, in a GET command, that identifies the unit specifier ( \((\underline{)}\) ) for the file to be checked.
arg
The symbolic integer varlable into which the File System will seturn one of the following status values:
\(000_{10}\)
File is available (READ or WRITE can be issued). The last request, if a READ or WRITE, was successful.
\(512_{10}\)
Request rejected; undefined LFN was used, or the file system is not available.
\(516_{10}\)
File is busy (READ or WRITE in progress). If ZlSTIN, then a READ is in progress and not yet complete. If ZISTOT, the previous WRITE is not yet complete.
\(519_{10}\)
File is not open; last request was not successful. Another READ or WRITE will result in an error return.

A call to 2lSTIN or Z1STOT made to a noncommunications file always results in a 000 (not busy) status return. Such a call allows you to debug the application program by first using noncommunications files, then write the program so that it can use either communications or noncommunications files.

The FORTRAN subroutine ZlSTIN, when called before issuing a READ request, checks for the availability of input. It prevents the loss of program control until data is available in a file system buffer. When ZlSTIN indicates that the file is not busy, then a READ can be issued to move the data just read from the File System to the application program area.

The FORTRAN subroutine ZlSTOT, when called before issuing a WRITE request, checks to see if previous output is complete and the terminal is free to accept more data. When ZlSTOT indicates that the file is not busy, then a WRITE can be issued to move data from the application program area to a File System buffer and schedule it to be written to the terminal.

\section*{2ISTIN and 2ISTOT Programming Examples}

The following are examples of (1) coding that causes the program to stall when input from a terminal is not completed before a second READ is issued, and (2) a call to subroutine 2lSTIN to check the file status before the second READ is issued. Note that in each case the first FORTRAN statement is OPEN.

\section*{Example 1:}

OREN(UNIT=8)
\(\operatorname{READ}(8,100)\) IN
\(\operatorname{READ}(8,100)\) IN
100
FORMAT(I2)
Example 2:
OPEN (UNIT=8)
\(\operatorname{READ}(8,200)\) IN
50 CALL ZISTIN ( 8, ISTAT)
IF (ISTAT .EQ. O) GO TO 100
IF (ISTAT .EQ. 512) GO TO 900
IF (ISTAT .EQ. 519) GO TO 900
GO TO 50
\(100 \operatorname{READ}(8,200)\) IN

200 FORMAT (I5)
900 WRITE (4,910)
- 910 FORMAT(' ERROR FOUND')

\section*{FORTRAN Application Example for TTY}

The FORTRAN source program (program name FORCL4) listing shown in Figure \(\mathrm{C}-6\) is an example of a FORTRAN application program involving a TTY remote device.

The program processes eight message groups before terminating. It first issues four data messages to the remote ter minal and to the operator terminal. It issues the write requests from alternate data buffers to ascertain the status of the interfaces among the file System, source program, and the communications subsystem. When the four initial message groups are complete, the program requests input data from the operator terminal.

After you enter a message, the operator terminal displays the message and an acknowledgement message. When the fourth message is received, the application program terminates.

Every input message, which is preceded by a blank or Nut character that is not displayed, may have up to 59 ASCII characters.

The system continually monitors the status register, displaying error condition codes or status messages on the operator terminal. For example, a condition indicating no data available (buffer busy) at the remote device, lasting more than 20 seconds, causes a status return code of 516. The program continues the read attempt since that status is not an error condition. The read statement is issued only after a status code 0 is returned to indicate that data is available (buffer not busy).


\footnotetext{

}
\[
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\(\therefore \quad \because\)
\begin{tabular}{|c|c|c|}
\hline 1 & C &  \\
\hline 3 & C &  \\
\hline 3 & C & ILLUSTRATES USE OF 21STIN AND 2lSTOT \\
\hline 4 & C & \\
\hline 5 & C & WRITES 4 MESSAGES TO THE OPERATOR'S TERMINAL (LFN 4) \\
\hline 6 & C & AND SEND TO A REMOTE DEVICE (IF. TTY) ON LFN 9 VIA MLCP \\
\hline 7 & C & FOLLOWED BY A READ OF 4 MESSAGES FROM THE SAME REMOTE \\
\hline 8 & C & DEVICE (IF. TTY) ON LFN 8. ALL MESSAGES ARE DISPLAYED \\
\hline 9 & C & ON THE OPERATOR'S CONSOLE, AND RECEIVED MESSAGES ARE \\
\hline 10 & C & ACKNOWLEDGED ON THE REMOTE DEVICE \\
\hline 11 & C & DEVICE STATUS IS REPORTED USING, \\
\hline 12 & C & CALL 7FSTIN(I,J) FOR INPUT, AND \\
\hline 13 & C & CALL 2FSTOF (I,J) FOR OUTPUT. - DE \\
\hline 14 & C & ¢ \({ }^{2}\) \\
\hline 15 & & PROGRAM FORCI 4 \\
\hline 16 & & CHARACTER \(* 48\) CW3,CW4 \\
\hline 17 & & CHARACTER CRI (60), CR2 (60) \\
\hline 18 & & DATA CW3/'THIS IS COMM. OUTPUT TO THE TTY - MESSAGE NUMBER'/ \\
\hline 19 & C & \\
\hline 20 & & \(J=0 \quad \therefore\) \\
\hline 21 & & \(\mathrm{N}=0\) \\
\hline 22 & & K \(=9\) - \(\quad\) \%, \({ }^{\text {\% }}\), \\
\hline 23 & &  \\
\hline 24 & & OPEN(UNIT=8) \\
\hline 25 & &  \\
\hline 26 & &  \\
\hline 27 & 15 & \(\mathrm{K}=\mathrm{B}\), it it \\
\hline 28 & C & \\
\hline 29 & C & CHECK COMMUNICATION DEVICE STATUS Oj \\
\hline 30 & C & USING ZFSTIN OR 2FSTOT ROUTINE \\
\hline 31 & C & \\
\hline 32 & 20 & \(\mathbf{N}=\mathbf{N}+1\) \\
\hline 33 & 25 &  \\
\hline 34 & 30 & IF (R.EQ.8)CALL ZFSTIN(R,ISTAT) . .^ \\
\hline 35 & & IF (K.FQ.9)CALL ZFSTOT (K, ISTAT) \\
\hline 36 & & IF (ISTAT \({ }^{\text {EQ }}\) 。 0) GO TO \((70,90,70,90,100,120,100,120), \mathrm{N}\) \\
\hline 37 & & IF (ISTAT - 516) 50,40,50 \\
\hline 38 & 40 & \(J=J+1\) \\
\hline 39 & & IF (J.LT, 10000) GO TO 30 , \\
\hline 40 & 50 & WRITE (4,60) N, ISTAT \\
\hline 41 & 60 & FORMAT(1X,'STATUS RTN MESSAGE NO.', I2,' STATUS TYPE', I4) \\
\hline 42 & & IF (ISTAT . FQ. 516) GO TO 25 \\
\hline 43 & & GO TO 240 (2) \\
\hline
\end{tabular}

Figure C-6. FORTRAN Application Example for TTY


Figure C-6 (cont). FORTRAN Application Example for TTY


\section*{Appendix D \\ USING BASIC}

\section*{\(\because \pi\)}

\section*{-}

This appendix describes procedures for using BASIC. The following information is provided: . ... . . ......
- An explanation of the compile, lank, and execute procedures for BASIC programs.
- A sample program illustrating the compile, link, and execute procedures for BASIC programs.

INTRODUCTION
BASIC programs may be processed in two ways:
- Create and run interactively. These programs are not compiled or linked. They may be saved as source files, read into BASIC, and run from within. BASIC.
- Create and compile under BASIC, then link and execute. These programs are created, normally tested and debugged, and compiled under BASIC. They may be saved as source files. Once compled, an object unit exists. This object unit must be linked using the BASIC Linker EC, LNKBPRG. After successful linking, they are executed by specifying the program name.

\section*{INVORING THE BASIC INTERRRETER/COMPILER}

To create a BASIC progtam, invoke BASIC. Figure D-I shows the dialog used to invoke BASIC and create and save source program PROGI.B.
```

BASIC
BASIC2.0-01/09/1400C
READY
100 INPUT "WHAT WORD", WORDS
200 IF WORD\$ = "DONE" GOTO 900
300 PRINT "YOUR WORD WAS "; WORD\$
400 INPUT "CORRECT", GOODS
500 IF GOODS = "YES" GOTO 100
600 IF GOODS = "DONE" GOTO 900
700 PRINT "TOO BAD"
800 GOTO }10
900 PRINT "THAT'S ALL FOLKS"
1000 END
SAVE FROGI Save the source program
READY

```

Invoke BASIC
BASIC responds with version and date

BASIC prompt
Create a source program

Figure D-1. BASIC Source Program PROGI. 8

If you leave BASIC using the QUIT command, reenter BASIC using the BASIC command shown above and issue the OLD command to bring your BASIC program into memory:

OLD PROGI
If you have not left BASIC, skip this step. PROGI. B has been saved in the file System, and is also still in memory.

At this point, you can run PROGl interactively to find and correct errors. This is done within BASIC.

EXECUTING BASIC_INTEBACTIVELY
You can execute a program within BASIC without compiling and linking. In this case, no object unit or executable module is produced.

In the example below, assume you have entered BASIC, retrieved PROGl. \(B\), and are ready to execute PROGI interactively. Figure D-2 shows the execution dialog:


Figure D-2. Interactive Execution of PROGI

The Interactive Execution looks identical to a compile and link execution. The only difference is the ready message. The interactive execution issues the BASIC prompt, READY, while a compile and link execution results in the system prompt, RDY:.

\section*{BASIC PROGRAMS}

BASIC programs are created, debugged interactively, and compiled within BASIC. Programs with an interactive call can not be debugged interactively; they are linked using the supplied BASIC Linker EC, LNKBPRG. Input to the BASIC compiler consists of a source program written in BASIC and resident in memory. Output is:
- A BASIC object (.0) unit
- Diagnostic messages that appear at the terminal during compilation.

Input to the Linker consists of the relocatable object program. Output is:
- An executable module
- A link map.

Figure D-3 illustrates the compile and link operation, producing an executable module.

Figure D-3. Compiling and Linking a BASIC Program

\section*{Compiling a BASIC Program}

After successful interactive execution, the program can be compiled. Figure D-4 shows the BASIC session continuing to compile the program, then quitting.


Figure D-4. Compiling PROGl and Quitting BASIC

The following points are provided to aid programming in BASIC.

\section*{Making Procedure Calls}

Object units produced by other language processors may be called from object units produced by the BASIC compiler. When making procedure calls, the following programming considerations should be reviewed.
1. The length of a string variable or element of a string array is not constant throughout a BASIC program but is, at any given point in the program, established by the value last given to the string by an assignment or read statement. A string variable or array element may have a zero length if its last usage was in a CLEAR statement or if the last assignment results in a null string.
2. The elements of a string array are not necessarily equal in length.
3. Because string variables and string array elements are not of constant length, they are not allocated to fixed positions in memory; i.e., the addresses of such entities are variable during the execution of a BASIC program. Elements of string arrays are not necessarily allocated in contiguous memory or in any specific order. For this reason, it is not possible to use an entire string array as an argument of a CALL statement.

\section*{Reseguencing Line Numbers}

For convenience in resequencing line numbers within a BASIC source program, a free-standing Resequence utility program is provided. All statements are renumbered using a constant increment; reference line numbers within the source program are adjusted accordingly. The format of the Resequence utility is:

RESEQ pathname [options] \(\because\)..
where:
```

                                    まこ-
    ```
pathname
The pathname of the BASIC source file to be resequenced.
options
One or more of the following:
-START ssss
y"3k:
Starts resequencing with the specified line number ssss; otherwise, the initial line number is set to 10
-INC iiii
Uses a resequencing increment of iiiij; otherwise, the increment is 10
-RANGE LI L2
Resequences a range (L1 through L2) of current line numbers; otherwise, the entire program is resequenced
-NEW path
Gives this pathname to the resequenced program and leaves the original source unaltered. Otherwise, the original source is replaced with the resequenced version
-NO_LIST
-NL
Does not produce a listing of the resequenced program -COUT path

Directs any output to the specified pathname
-SIZE nn
-S2 nn
Uses this size memory for line number table, default is 4 K
- LE lists errors only

\section*{Controlling Screen Processing}

GCOS 6 screen management utilities (forms processing) may be used from BASIC compiled programs. When such programs are terminated by execution of a STOP or END statement, the usual BASIC End-of-Program message is displayed on the screen. To avoid this, terminate your programs by chaining to the program ZBENDT. For information on forms processing, see the Display Formatting and control manual.

The BASIC generated common area, BSCOMM, should not be shared with other programming languages if the COMMON contains string variables or string arrays.

\section*{Linking a BASIC Program}

An EC (LNKBPRG.EC) is provided as a model to aid in linking programs compiled by BASIC. In most cases, you can use it as supplied, but for some applications, specialization may be required. The format is:

EC \(>\) SYSLIB2 \(>\) LNKBPRG pathname [s]
where:
pathname - The name of the program to be linked. The bound unit produced also has this name.
s - Optional; specifies that BASIC run-time procedures in the bound unit BRTNUC configured into the system, are to be used at execution time.

The LINK EC assumes that the run-time library directories ZBRT (containing the real run-time routines) and zBRTS (containing the dummy run-time modules necessary to prevent link errors when using BRTNUC) exist on the directory LDD under the root volume directory.

If you use the tinker directly to link your program, be aware that you may have undetected symbol resolution errors during the link which appear during execution of the program.

The following command is used to invoke the Linker for prew viously compiled BASIC program BPROG:

EC >SYSLIB2>LNKBPRG BPROG
A link map is produced. If you only want to link and execute your program. you may select to put the link map aside. The link map and its extended uses are described in Section 6.

\section*{Executing a BASIC Program}

To execute the compiled and linked BASIC program, type in the program name. Figure \(D-5\) illustrates a sample manual execution of BPROG.
\[
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BPROG
WHAT WORD ? BASIC
YOUR WORD WAS BASIC
CORRECT ? YES
WHAT WORD ? COMPILER
YOUR WORD WAS COMPILER
CORRECT ? NO
TOO BAD
WHAT WORD ? DONE
THAT'S ALL FOLRS
END AT 1000
RDY:

Figure D-5. Execution of BPROG \(\quad \sim\).


\(\ldots 3.2\)

\title{
Appendix E \\ USING THE \\ MULTI－USER DEBUGGER \\ （SYMBOLIC MODE）
}

This appendix guides you through a sample session using the debugger in symbolic mode．You can follow along at a terminal step－by－step．Section 7 of this manual provides a detailed description of the debugger．

The original source program could be written in either Advanced FORTRAN or Advanced COBOL．Before you continue，create an Advanced COBOL or Advanced FORTRAN program．For more information on creating programs，refer to Section 4 on the screen editor or Section 5 on the line editor and Appendix \(B\) （COBOL）or Appendix \(C\)（FORTRAN）describing the comple，link，and execute procedures．

COMRILING A PROGRAM FOR USE WITH THE DEBUGGER
Compile your program with either the Advanced FORTRAN or Advanced COBOL compiler using the－SYMBOL argument．The－SYMBOL argument creates a symbol table file，name．\(Z\) ，where name is the name of your source program．The compiler commands are described next．

FORMAT：
\｛COBOLA（name－SYMBOL（ctl＿arg）
（FORTRANA）

ARGUMENTS:
name Name of your source program.
ctl_arg Other control arguments you wish to use. See the command manual for the complete command description.

If necessary, correct any compilation errors and recompile. grocede with the next step when you have an error-free compilation.

\section*{Sample compilation Dialegs}

To compile the Advanced FORTRAN program NFTYPM, the compilation dialog might be:

EORTRANA NFTYPM -SYMBOE

FORTRANA 2.0 07/09/1302
000/000 W/E COUNT NFTYPM
RDY:

To compile the Advanced COBOL program COMPTV, the compilation dialog might be:

COBOE COMPTV SYMBOL

COBOLA 3.4 07/15/0813
NO FATAL ERRORS OR WARNINGS IN COMPTV RDY:

Invoke the Advanced COBOL compiler specifying that a special symbol table be created.
The compiler is invoked.
There are no errors. Control returns to command level.

\section*{LINKING AN OBJECT UNIT WITH THE DEBUGGER}

Link the object unit.resulting from successful compilation using the -SYMBOL option. -SYMBOL creates a separate link file named buname. \(V\), where buname is the name of the bound unit created by the link.
\[
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FORMAT: :
LINK buname -SYMBOL [ctl_arg]
ARGUMENTS:
buname , Name of the bound unit to be created.
ctl_arg Other control arguments. See the commands manual for the complete command description.

For more information on the Linker, see Section 6. After you have linked successfully, go on to the next step.

\section*{Sample_tinker Dialogs}

To link object unit NFTYPM, compiled by the Advanced FORTRAN compiler above, the Linker dialog might be:

LINRER NFTYPM -SYMBOL -PT Invoke the Linker specifying creation of a special debug link map and a prompt for the user. The Linker is invoked.
LINRER 1982/06/18 0912:50.5
L? -r ッッ
LIE >EDD>ZF1RT

L?
IINK NFTYPM
You are prompted for a directive.
Include the standard Advanced FORTRAN runtime library, 2FlRT.

Link the object unit.
L?
QUIT Terminate the Linker.
ROOT NFTYPM . . : . . . \(!\) : \(\rightarrow\) The bound unit is created.
LINR DONE
RDY: \(\cdots: \dot{r} \cdots \dot{\theta}^{\prime} \because\) Control returns to command level.

To link object unit COMPTV, compiled by the Advanced COBOL compiler above, the Linker dialog might be:

WINKERCOMRIX

LINKER 1982/06/18 0912:50.5
L?


Invoke the Linker, speciflying a special debug link map be created and a prompt be given. The Linker is invoked. You are prompted for a directive. Include the standard Advanced COBOL runtime library, ZCART.

Link the object unit.

Terminate the Linker. The bound unit is created. The Linker is finished. Control returns to command level.

\section*{INVOKING THE DEBUGGER}

To initiate the debugger and set breakpoints in the program to be debugged, issue the Debug command.

FORMAT:
DEBUG buname
ARGUMENTS :
buname
\[
\square: 10
\]

Name of the bound unit to be debugged.
The debugger responds with a prompt (the greater-than sign, breakpoints. They will be numbered from 31 to 0 in descending order. During initialization you can also list the breakpoints with the List directive and clear erroneously set breakpoints with the Clear directive.

When you are satisfied with the breakpoints you have set, issue the Sleep (SP) directive to temporarily suspend the debugger and return to the command processor. Now you can begin execution of your program with the debugger.

\section*{Sample Initialization Dialog}

The debugger initialization dialog for NFTYPM might look like this:

DEBUG NFTYPM

AT 12
BP 31 SET
\(>\)
IIST *
BP 31 BU=NFTYPM CU=NFTYPM
\(>\)
AT 19
BP 30 SET
\(>\)
AT 24
BP 29 SET
>
CL 29
BP 29 DELETED
\(>\)
AT 25
BP 29 SET
>
IIST"*
BP 31 BU=NFTYPM CU=NFTYPM LINENO=12
BP \(30 \mathrm{BU}=\mathrm{NFTYPM} \mathrm{CU}=\mathrm{NF} T Y P M\) LINENO \(=19\)
BP \(29 \mathrm{BU}=\mathrm{NFTYPM} \mathrm{CU}=\mathrm{NFTYPM}\) LINENO \(=25\)
>
SP. Temporarily suspend the debugger and return to the command processor.

\section*{Debugging Multiple Bounc Units}

The debugger can be invoked for one bound unit. After that, the debugger must be turned off before other bound units can be debugged. To turn off the debugger, issue the command sequence:

DEBUG QT

Then another bound unit can be debugged by re-invoking the debugger with DEBUG new_bound_unit_name.

Execute your program by entering the bound unit name. Execution is suspended at the first breakpoint set during debugger initialization. The At directive allows you to specify a list of debugger directives (a request list) to be executed when the specified breakpoint is reached. If you included a request list when you set the breakpoint, the request list executes. If not, the debugger enters interactive mode and issues the greater-than prompt ( \(>\) ). You can then enter any valid debugger directives to check out the program.

\section*{SAMPLE EXECUTIQN DIALOG}

Assume you initialized the debugger using the previous example, your execution then might look like this:

NETYEM
```

*BRKPT 31 AT LINE I2

```
\(>\)

DEMiP x

\section*{YY 81 \\ \(>\)}

\(>\)
 made.

Continue execution. If you found an error, you could issue the quit (QT) directive to terminate the debugger.

Execution resumes until the next breakpoint is encountered.
The debugger prompts for a directive. ... \(1^{\prime \prime}\)

IF \(Y Y=81\)

\section*{TRACE}
\(>\)
GO
*TR AT LINE 52
>
RDY:

Check the value of \(Y Y\) and terminate if \(Y Y\) is not equal to 81. YY was not equal to 81 , so you return to the Command Processor, which issues the standard ready message.

-
: \(\checkmark\)
-
\[
\begin{array}{r}
\text { Appendix F } \\
\text { USING EXECUTION } \\
\text { COMMAND (EC) FILES }
\end{array}
\]

The EC file is a user-created file that contains a sequence of frequently used commands. For example, an \(E C\) file may contain the commands used to compile, link, and execute a program.

\section*{EC EILE ADVANTAGES}

The EC file provides the following advantages:
- Less time spent in interactive dialog \(\because \cdots \cdots\)
- Fewer typing errors
- Less confusion over what to do next
- More control over the processing environment.

EC file capabilities and guidelines for generating and using EC files in the applications programming environment are presented below.

\section*{EC_EILE_EEATURES}

You can create an EC file using the screen editor or the line editor. Each line within the file contains a command (or series of commands) that instruct the command processor to perform processing according to the arguments supplied in the command line.

EC control directives (described later) are written into an EC file to maintain control over file execution.

Active functions (described later) can be included in the command line to specify values in the argument string.

EC file names can be up to 12 characters long. The name must include the suffix . EC (e.g., FILEA.EC).

\section*{EXECUTING_AN_EC_EILE}

Enter the Execute command (EC) and the name of your EC file (without the .EC suffix) to process the EC file.

\section*{DEVELORINGA SIMPLE EC EIEE}

Working in the application development environment, assume that you are writing a FORTRAN program called AREA. The commands that you will use most often are:
```

ED (to invoke the Editor)
FORTRANA (to invoke the FORTRAN compiler)
LINKER (to invoke the Linker)
AREA (to execute your program)

```

A simple EC file that can take you through the above program development stages into program execution is shown in Figure \(\mathrm{F}-1\).


Figure F-1. Sample EC File: Command-Only

To perform the program development stages shown above, you create the source code using the Editor. When you enter the Editor directive "Q", the command processor automatically reads the next command in the file; i.e., FORTRANA AREA, and begins compiling your program.

When compilation is completed, the command processor invokes the Linker that reads ies directives from a file called LNKDR. Upon a successful link, the program AREA executes.

The EC file used above contains only commands and is the simplest form of EC file. More control over your applications can be gained by using active strings within your ECfile.
```

:%*O %;

# 5l:% %.7

```

\section*{ACIIVE STRINGS}

An active string is part of a command line that is evaluated during command interpretation. Any MOD 400 command or any active function (described later) can be used in an active string. The command processor substitutes the resulting value(s) for the active string(s) in the command line. The value(s) is then interpreted as the control argument(s) for that command. For example, if you are working under a directory other than your home directory and you want to return to your home directory, you could issue (or have included in your EC file) the command

CP [LHD] > ** \(=\)
This command causes all files in the user's home directory to be copied to the current working directory.

\section*{Note that all active strings are bound by left and right brackets.}

Active strings can be nested. For example:
\[
\text { LS }-\mathrm{P} \text { [CWD [LHD]] -BF }
\]

1. Interpret the active string [LHD] and insert the correct character string into the command line. At this point, the command line reads:
LS -P [CWD ^2SYS5I>PROGS>JSMITH] -BF
2. Interpret the active string:
[CWD "ZSYS51>PROGS \(>\) JSMITH]
The command line now reads:
LS -P ^ZSYS51>PROGS>JSMITH -BF
3. Execute the LS command. A brief listing of the directory will be written to the current user-out file.

Command-only EC files allow minimal control over command processing. After practice with small command-only EC files (their creation and execution), you can add active strings or active strings in combination with EC control directives (described later in this section) to increase control of your processing environment.
\[
x+\sin ^{2} \mathrm{ctan}=
\]

\section*{ACTIVE EUNCTIONS}

An active function is a command explicitly designed for use within an active string. Just as single (or multiple) commands are evaluated in command-only active strings, each active function is evaluated and its resulting value is substituted in the command line prior to execution. EC directives and active functions within your EC file control the sequence of processing. EC directives must begin with an ampersand (\&) and must be followed by a.space or a tab character. Active functions and their use in EC files are defined below.

\section*{Using EC Active Functions}

Active functions can have arguments of their own. For example:
[MINUS a b]
subtracts the value of \(b\) from the value of ac. The result is * feturned to the conmand line and the command is processed.

\section*{Nested Active Functions}

Active functions can be nested. For example, to find the value of:
\[
3(2(5+1)-6)
\]
the active string reads:
[TIMES 3 [MINUS [TIMES 2 [PLUS 5 1]] 6]]
If active functions are nested, the innermost pair of brackets is evaluated first, then the next pair of brackets out from those, etc. In this example, the value 18 is returned.

Mutiole_Active Functions
Multiple active functions can be included in a single active string. In this case, each active function is separated from the next by a semicolon. Only one pair of brackets encloses the entire string. The resulting value is the concatenation of the separate values of each active function. For example, if the active string:
[SUBSTR EXECUTE I 6]
returns the value EXECUT, and the active string:
(SUBSTR DRIVER 3 3]
returns the value IVE, the active string:
[SUBSTR EXECUTE 1 6;SUBSTR DRIVER 3 3]
returns the value EXECUTIVE

\section*{Using Active Functions as Commands}

The following active functions can be used as commands:
- CVD
- LWD
- EQUAL
- LED
- NOW
- VALIDCKPT
- USER
- WH
- . . . Whe...

If an active function (or active string) is used as the only entry on a command line, enter the active function without the enclosing brackets.

Groups of Active_Functions
Active functions are divided into eight groups:
1. Arithmetic
2. Checkpoint
3. Date/Time
4. Directory
5. Logical
6. Question
7. String \(\quad 38 .:\) fie
8. User

The following alphabetic list of MOD 400 active functions indicates the group to which each active function belongs. Active functions preceded by an asterisk (*) can be entered as commands.

\begin{tabular}{|c|c|c|c|c|}
\hline Active． Enction & Group & \(\because \quad\) ： & 14： & \\
\hline AND & Logical & & & \\
\hline BDATE & Date／Time & & & \\
\hline ＊CVD & Date／Time & ， & & \\
\hline DATE & Date／Time & 6 & & \\
\hline DIVIDE & Arithruetic & 2 & & \\
\hline ＊EQUAL & Logical & \(\pm\)＊ & & \\
\hline EXISTS & Logical & & & \\
\hline EXSW & Logical & \(\cdots\) & ＊ & \\
\hline GREATER & Logical & A＂どき & － & \\
\hline INDEX & String & ＊ & & \\
\hline LENGTH & String & & & \\
\hline LESS & Logical & ． & & \\
\hline ＊ 2 HD & Directory & － & & \\
\hline ＊LWD & Directory & & & \\
\hline MINUS & Arithmetic & & & \\
\hline NOT & Logical & & & \\
\hline ＊NOW & Date／Time & & & \\
\hline OR & Logical & & & \\
\hline PLUS & Arithmetic & ＇1． & & \(\checkmark\) \\
\hline ＊QUERY & Question & & & \\
\hline RESPONSE & Question & & & \\
\hline RETCODE & Logical & & & \\
\hline SUBSTR & String & & & \\
\hline TIME & Date／Time & & & \\
\hline TIMES & Arithmetic & & & \\
\hline ＊USER & User & & & \\
\hline ＊VALIDCKPT & Checkpoint & & & S \\
\hline ＊WH & Disectory & & & \\
\hline
\end{tabular}

\section*{Arithmetic Active Functions}

The arithmetic active functions perform arithmetic operations on their arguments．The arithmetic active functions are：
－plus
－MINUS
－TIMES
－DIVIDE
The values of the arguments can range from -32767 （decimal）to +32767 （decimal）．A character string is returned as the result． If the operation produces an overflow result，the character string OVEL is returned．Note that division by 0 produces an overflow．

Example：
\＆IF［EQUAL［PLUS 3 2］（MINUS 9 4］！\＆THEN \＆ELSE \＆G FINISH
In this example，the value returned for both arithmetic func－ tions（PLUS，MINUS）is 5.

The checkpoint active function returns a character string that specifies whether or not a valid restartable checkpoint was found in a specified pair of checkpoint files. If a valid checkpoint was found, the character string TRUE is returned; otherwise FALSE is returned. The checkpoint active function is:

\section*{VALIDCRPT}

When used in conjunction with the EC control directive \&IF (described later), if a valid restartable checkpoint is found, the VALIDCKPT active function can activate a restart when a task group invocation has abnormally terminated.

Example:
[VALIDCKPT CPOINT]
If either the CPOINT. 1 or CPOINT. 2 checkpoint file contains a valid checkpoint, TRUE is returned; otherwise FALSE is returned.

DATE/TIME ACTIVE FUNCTIONS
Date and time active functions return a character string that represents the date and time. The date and time active functions are:
- bDATE
- CVD
- DATE
- NOW
- time

Example:

\(\therefore \because:\) \&IF [EQUAL [TIME] 09:05] \&THEN \&ELSE \&G FINISH
If the time is \(9: 05\), the value returned for the TIME active function is 09:05.

DIRECTORY ACTIVE FUNCTIONS
A directory active function returns a character string that represents information about an entry in the directory hierarchy. Directory active functions are:
- LHD
- LWD
- WH

Example:
GET [WH DATA] 8
The value returned is the full pathname^PAYROLL>OVERTIME>DATA. LOGICAL ACTIVE FUNCTIONS

These active functions are used in conjunction with the \&IF,\&THEN, \&ELSE directives of the Execute comand (EC). (These directives are described later in this section.)

Logical active functions return character strings TRUE or FALSE. The argument strings are compared character by character according to their ASCII code value. The first instance of an unequal ASCII code value returns FALSE. Thus, the sequence:
[EQUAL \& 04]
although arithmetically equal, returns FALSE because the first ASCII comparison is between 4 and 0.

Unequal string lengths aiso return FALSE.

- AND
- EQUAL 159 ?
- EXISTS \(=1\)
- EXSW
- GREATER " je *
- LESS *
- NOT
- OR *
- RETCODE *

QUESTION ACTIVE FUNCTIONS
\[
\rightarrow 3.7 n x
\]

Question active functions return a TRUE/FALSE representation of user-supplied answer to a specified question. The question active functions are:
- QUERY
- RESPONSE

Example:
\&IF [EQUAL [QUERY "DO YOU WANT TO CONTINUE?"] TRUE] \&THEN \&ELSE \&G FINISH

If your response to the question "DO YOU WANT TO CONTINUE?" is YES, the character string TRUE is returned to the active string.

String active functions return the results of operations performed on a character string. String active functions are:
- INDEX
- LENGTH
- SUBSTR

\section*{Example:}

LS [SUBSTR AB* 3 1;SUBSTR ABC.EC 4 3]
The first active function returns the string found beginning at the third position of the character string \(A B^{*}\), and of length 1 . The result is *. This value is concatenated with the string found beginning at character 4 of the string \(A B C . E C\) and of length 3 (.EC). The returned value for the entire active string is *.EC.

USER ACTIVE FUNCTION
The user active function returns information about the current user of the system. The user active function is:

USER
Depending on the argument supplied, selected information can be retrieved from system data base.

Example:
[USER NAME]
This example returns the name of the current system user.

\section*{CREATING_A MORE COMRLEX EC FILE}

With careful planning you can create EC files that control the type of processing to be done; i.e., as specified in the command line. The simple EC file described earlier in this section controls processing with a step-by-step procedure. The EC file shown in Figure F-l, earlier, allows you to develop, compile and link a FORTRAN program. This EC file assumes that there are no errors in your source code and that the compilation of the source code is error-free. If there are errors in your source code, how can you check to make sure that your object code will enter the Linker session with a "clean compile"? This can be accomplished by using EC control directives explained below.

You can control certain operational aspects of the comand processor to provide a degree of control over the logic of command execution by using EC control directives within your EC files.

These directives begin with an ampersand (\&) and are followed by a space or a tab character. Each EC control directive is described briefly below. (For more detailed information on each directive, see the commands manual.)
\(\varepsilon\)
Specifies a comment line that is not processed. The line is visible only on the listing of the EC file.
\&IF, \&THEN,\&ELSE
Specifies a series of conditional execution directives of the form:
```

\&IF [active_function]
\&THEN then_clause
\&ELSE else_clause

```

The active function in an \(\& I F\) control directive is evaluated. If the value of the active function is the string TRUE, then_clause is executed, otherwise else_clause is executed.

NOTES
1. The \&IF, \&THEN, and \&ELSE directives cannot be used independently of each other.
2. The \&ELSE else_clause directive is optional.
3. Then_clause is optional. Without it the next command is executed. An \&ELSE else_clause if present, is skipped as usual.
4. Then_clause and else_clause can be any command line or control directive except \&L, \&IF, \&THEN or \&ELSE.
5. The EC processor terminates execution if any problem is encountered in an \(\& I F\) statement. This includes improper syntax, an error from the active function, or an error from the then_clause or else_clause. Major commands, e.g., ASSEM, MACROP, and TRAN should not be used as a then_clause or else_clause because they have a higher likelihood of errors. The \&G directive is recommended instead.
\&A [ pathname]
Changes the current user-in file to the specified pathname. If the pathname is not specified, the current command-in, i.e., the EC file is used as the user-in file.
\&D
Restores the user-in file to what it was when the EC file was first invoked.

NOTE
This directive should be used before each \(\& Q\) in your EC file to return the system to the state in which you began your session.

Turns on the printing of command lines to the user-out file before the commands are passed to the command processor.
\(\$ F\)
Turns off the printing of commands to the user-out file. This is the default.
\&G label
Provides a "go to" capability. This directive is used in conjunction with the \&L and \&IF,\&THEN,\&ELSE directives, or can be used alone. The next command that is processed is the first command (or EC directive) after the first \&L directive that defines the label.

Example:
\(\& I F[E Q U A L A B] \& T H E N\) \&ELSE \&G END
\& E END
\& D
\(\$ 0\)
In this example, if \(A\) is not equal to \(B\), the \(E C\) directive routine goes to the label END. The next command read is \&D, the first command after the label END.
\[
\mathrm{F}-11
\]
\&L label
Defines a label that may be the object of an \&G directive. (See the \&G example above.) sia *
\(\& P\)
Prints a line. Any character string entered after \&P is printed on the current user-out.

\&P LINKER SESSION BEGINS
In this example, the character string LINKER SESSION BEGINS is written to user-out.
\& 8


Stops execution of the current EC file.

\section*{CREATING A GENERALIZED ECGEILE}

Every program you design may not be written in FORTRAN, and it is unlikely to name all bound units AREA. A convenient way of tailoring your program development EC file is by using substitutable parameters in argument lists.

A substitutable parameter in the command-in file is an ASCII character string whose first character is an ampersand (\&), followed by one or more digits. The value indicates the position in the argument list of the data element to be substituted. For example, the format of the EC command is:
```

EC path arg, arg_...

```
where the substitutable parameter for path is \(\& 0\), the substitutable parameter for arg, is \(\& 1\), etc.

To further illustrate, assume you want to create, compile, and link a COBOL source program. You can still use the basic outline of the \(E C\) file shown in Figure \(E-2\), but with some minor modifications.

```

\&CREATE, COMPILE, AND LINK A FORTRANA PROGRAM
\&P BEGIN EDITOR SESSION
ED -PT
\&P COMPILATION BEGINS
\&IF [EQUAL [RETCODE] 0000] \&THEN \&ELSE \&G ERRORI
\&P LINRER SESSION BEGINS
\&A LINKDR
LINKER
\&IF [EQUAL [RETCODE] 0000] \&THEN \&ELSE \&G ERROR]
\&P LINK COMPLETE
\&G FINISE
\&L ERRORI
\&P ERROR ENCOUNTERED IN DEVELOPMENT SEQUENCE
\&P EC TERMINATED
\&D
\&
\&L FINISH
\&D c
\&Q

```

Figure F-2. Sample Complex EC

You can initially create (or subsequently modify) the EC file to accommodate all programming languages. Figure \(\mathrm{F}-3\) shows a generalized program development EC file. To execute the EC file for a COBOL program development session, you invoke the EC file by entering:

EC PROG_DEV COBOLA PAYROLI
The path PROG_DEV is substituted for all occurrences of \(\& 0\) (there are none in this EC file); COBOLA is substituted for all occursences of \(\& 1\); and PAYROLL is substituted for all occurrences of \&2. The changed lines in the generalized EC file now read:
\& CREATE, COMPILE, AND LINK A COBOLA PROGRAM

COBOLA PAYROLL

LINKER PAYROLL

Similar EC command formats can be used for each programming language.

If you are reading in system software directives (e.g. Linker directives) from the EC Eile, you must enter the fA directive before the command line that calls the component (see figure F-3). This attaches the user-in file to the comand-in file (i.e., the EC file itself). It is recommended that you enter an \&D directive before each \(\& Q\) directive in your EC file. The \(\& D\) disective returns user-in to what it was before you entered the EC command.

\& CREATE, COMPILE, AND LINR A 81 PROGRAM \&P BEGIN EDITOR SESSION
ED -PT
\&P COMPILATION BEGINS
\(\& 182\)
\&IF [EQUAL [RETCODE] 0000] \&THEN \&ELSE \&G ERROR]
\&P LINER SESSION BEGINS
\& A
LINKER \&2
LINK \& 2
QT
\&IF [EQUAL [RETCODE] 0000] \&THEN \&ELSE \&G ERROR]
\(\&\) LINK COMPLETE
\&G FINISH
\& L ERRORI
\&P ERROR ENCOUNTERED IN DEVELOPMENT SEQUENCE
\&P EC TERMINATED
\&D
\&
\&L FINISH
\&D
\(\& Q\)

Figure F-3. Sample Generalized EC File: Application Development
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\section*{9 ? \\ Appendix G \\ BACKUP AND RECOVERY}

MOD 400 supports facilities that enable you to save and restore disk files, preserve the execution environment during a power failure, perform file recovery at the recovery level, and restart a program from a previously established point.

The save/restore facility allows you to preserve selected disk files and directories on magnetic tape or another disk volume and, when later required for processing, to restore the files, directories, and associated structures to disk.

The power resumption facility uses the memory save and autorestart unit to preserve the memory image through a power failure lasting up to two hours. If power is restored during this time, the power resumption facility reconnects the previously online peripheral and communication devices and restarts the tasks that were running when the power failure occurred. If the power failure lasts more than two hours, the memory image is destroyed and the power resumption facility disabled. When power is restored, the user can reinitialize the system and use the file recovery and checkpoint facilities to restart the system from a previously established restart point.

File recovery enables you to dynamically save record images before they are updated and, if necessary, later write the images back to the file, thereby returning the file to its unaltered state. File recovery provides file integrity in the event of a system failure.

File recovery is provided through three distinct functions:
- "Before image" recording, which preserves a record prior to its being updated.
- "Cleanpoint" or "checkpoint" declarations, which are issued in your program and define a point at which all updates are complete. When the updates are complete, the associated before images are destroyed.
- "Rollback" or "restart" functions, which return the files to their unaltered state by applying all before images that have been recorded since the last cleanpoint.

The cleanpoint and rollback functions should be used to provide file regovery in a transaction-oriented environment. They are best suited for applications in which a single transaction causes a number of record updates. In a batch processing environment, the checkpoint and restart procedures should be used for file recovery and program restart.

The checkpoint restart facility enables you to establish a point in the program to which you can return at a later time and continue processing. The return point (checkpoint) is used to save the current status of the task group. You issue a checkpoint call in the program when you reach a point in processing where the program could be restarted. A restart can be performed at the most recently completed checkpoint at any time during processing. If the task group is abnormally terminated for any season, it can be restarted at the most recent valid checkpoint.

\section*{DISK EILE SAVE AND RESTORE}

The Save and Restore programs allow you to save and restore disk files and directories. Save is used to save disk files and directories on a disk or magnetic tape volume for later restoration by Restore.

The Restore program reconstructs the file structures copied by the Save program. If a file being restored already exists on the volume (or volumes), the Restore program replaces the current file contents with the file data saved by the Save program. (The access list is not altered.) If a file being restored does not exist on the volume; the Restore program creates the file and loads the saved data. (Access is set as defined in the saved file.)

\section*{ROWER RESUMPTION}

Power resumption is an optional facility that allows the system execution environment to be automatically restarted after a power interruption. The Level 6 central processor must have the memory save and autorestart unit. This unit can preserve the memory image through a power failure lasting up to two hours.
(It cannot, however, preserve the state of the I/O controllers nor ensure that no operational changes have been made to the mounted volumes.)

If fewer than two hours have elapsed when power is returned to the central processor, the power resumption facility will perform the following functions:
- Reinitialize the system software.
- Reconnect peripheral devices.
- Reconnect communication devices serviced by the asynchronous terminal device (ATD) line protocol handler or the teleprinter (TTY) line protocol handler (see the system Building and Administration manual and System. Programer's Guide, Volume I for information on line protocol handlers).
- Restart application tasks that were active at the time of the failure if these are display formatting and control facility tasks or are tasks containing user-written code to handle power failure/power resumption.

\section*{Implementing the Power Resumption Facility}

The power resumption facility must be included in the MOD 400 Executive at system building. The Level 6 central processor must contain a memory save and autorestart unit that has been activated by the operator (see the System User's Guide for activation procedures).

When power resumption is specified in the system building dialog, all peripheral devices and all communication devices associated with the ATD and TTY line protocol handiers are designated as reconnectable and will be automatically reconnected when power is restored. If any ATD/TTY-associated device is not to be automatically reconnected, you must edit the CLM file to remove the -RECONNECT argument from the STTY directive generated for the device.

\section*{Power Resumption Procedures}

The power resumption facility automatically performs the following functions:
- Restarts the device drivers, clock, communications subsystem, and display formatting and control facility.
- Reconnects all peripheral devices that were online at the time of the failure.
- Reconnects ATD/TTY-associated comunication devices that were online at the time of the failure, except for those devices designated as not reconnectable.
- Restarts the screen forms on reconnected terminals controlled by the display formatting and control facility.
- Resets the system date and time if the date/time clock has a separate battery backup unit.
- Reloads the memory management unit (if any).
- Reestablishes the integrity of mounted volumes.
- Restarts application tasks that were active when the power failure occurred if they are display formatting and control facility tasks or tasks containing user-written code to handle power failure/power resumption.

In order for an application task to be notified when a power resumption has occurred, it must connect its own trap handier and enable trap 53. Trap 53 condition will be signaled when the task becomes active and is issuing its own instructions (not executing Executive instructions). See "Trap Handling" in the MOD 400 System Concepts manual.

After a power resumption has occurred, peripheral devices and reconnectable ATD/TTY-associated devices that were online at the time of the failure are again brought online. The system operator may be required to initialize certain peripheral devices. A terminal user may be required to reenter the input line if he had not pressed the RETURN or XMIT key when the failure occurred. Se'e the system User's Guide for details.

\section*{EILE RECOVERY}

File recovery enables you to save record images from a file before it is updated and to later write these images back to the file, eliminating the alterations made during the updating. Every time a record is updated, a copy of the record, as it exists before the update, is written to a system-created file. The system-created file is called a recovery file; the records it contains are called before images. The system uses the recovery files to bring data files to a consistent state following a software failure or a system failure such as that caused by a loss of power. When the before images are applied in reverse chronological order to the data files, the data files are rolled back to a previously established state.

\section*{Designating Recoverable Files}

File recovery is optional. You can designate a file as recoverable through the -RECOVER argument of the create file (CR) command. Files not created as recoverable can be made recoverable by specification of the -RECOVER argument of the modify file attribute (MFA) comand.

Recoverable files can be made non- recoverable through the specification of the -NORECOVER argument in the MFA command.

\section*{Recovery Eile Creation}

Each task (or task group in some cases) having a data file designated as recoverable has associated with it a recovery file. The recovery file is created by the system when the first before image for a recoverable file is about to be written.

If the tasks in a task group have only sharable files, only one recovery file exists for the group. If any task in a task group has an exclusive file, one recovery file is created for each task in the group.

All recovery files are created subordinate to your working directory. The names of the files are recorded in the RECOVERY directory, which is positioned under the root directory of the system volume. This directory is maintained by the system. Each recovery file is assigned a name of the form:
\$\$RECOV.ggtt
where:
gg - Group identifier
tt - Task identifier
Eile_Recoyery Process a. ait
The system recovers a data file (i.e., erases the updates made to \(i t\) ) by writing the before images back to the file.

You can declare points in your processing (called cleanpoints) at which all file updates are considered valid. When a cleanpoint is declared, all before images taken up to that point are invalidated. New before images are written when you begin to update the file.

You can perform a rollback at any time during processing. When a rollback is requested, the before images are written to the file, wiping out updates made since the last cleanpoint.

Use of the cleanpoint and rollback functions is recommended in a transaction-oriented environment.

\section*{TAKING CLEANPOINTS}

When you consider the data in your file to be consistent and valid, you declare a cleanpoint in your program. Cleanpoints are established by CALL "ZCLEAN" statements in COBOL programs or SCLPNT macro calls in assembly language programs.

When a cleanpoint is declared, the system performs the following actions:
- Writes all modified buffers to disk
- Updates all directory records
- Invalidates the recovery file before images that have been taken for the data file
- unlocks all records previously locked by the user (tasks waiting for these records are activated).

Note that the file system performs a cleanpoint when a recoverable file is closed.

\section*{REQUESTING ROLLBACK}

Rollback initiates the recovery of a file to the condition in which it was at the last cleanpoint. If programming in COBOL, you request a rollback by coding a CALL "ZCROLL" statement. If programming in assembly language, you request a rollback by coding a \$ROLBK macro call. When a rollback is requested, the system performs the following actions:
- Takes before images from the recovery file and wites them to the data file, thereby wiping out updates made since the last cleanpoint.
- Invalidates the before images on the recovery file.
- Unlocks all records previously locked by the user. (Tasks waiting for these records are activated.)

The file system performs a rollback when a task group terminates abnormally.

\section*{RECOVERING AFTER SYSTEM EAILURE}

When the system is reinitialized following a system failure, it checks for the existence of recovery files. If recovery files do not exist, files had not previously been declared as recoverable or updates had not previously been made to recoverable files. If recovery files do exist, the system failure occurred while updates were being made to a file that had the recover attribute. If secovery files exist, the operator should issue the Recover command so that the system will perform a rollback of all recoverable data files. See the System User's_Guide for details.

\section*{CHECKPOINT RESTART}

The checkpoint restart facility allows you to provide a file recovery and program restart capability in a batch processing environment. Through checkpoint restart you can establish a point in your program to which you can return at any time and continue processing. This return point (called a checkpoint) is used to save the current status of the task group request. You can perform a restart to the most recently completed checkpoint after the abnormal termination of the task group request or at any point during the processing of the task group request. A restart cannot be performed from an earlier checkpoint, nor can it be performed after the normal termination of a task group request.

Checkpoint restart does not support the use of the listener secondary login facility.

\section*{Checkpoint}

When a task requests a checkpoint, the system records the current contents of your memory and the current state of tasks, files, and screen forms onto a checkpoint file previously assigned. The system then takes a cleanpoint so that recoverable files are synchronized with that checkpoint. See "File Recovery" earlier in this section for a description of recoverable files and cleanpoints.

The system supports one checkpoint task and any number of other tasks that are dormant or are waiting on requests placed against other tasks in the task group. (Thus, a single active command executing under the command processor and/or any number of nested ECs can be checkpointed.)

Checkpoint File Assignment
You can enable the checkpoint restart facility for your task group and designates where its checkpoint images are to be recorded by issuing the checkpoint file assignment (CKPTFILE) command.

Checkpoints are written alternately to each of a pair of checkpoint files. This technique ensures the availability of the previous valid checkpoint if a failure occurs during the process of taking a checkpoint. The system locates and uses only the most recently completed successful checkpoint from the pair of checkpoint files that you have specified.

When designating the checkpoint file, you specify a single pathname (the last element of which can be a maximum of 10 characters). The system appends the suffixes . 1 and .2 as appropriate. If the system cannot find one or both of the specified checkpoint files, it creates it/them.

\section*{TAKING A CEECRPOINT}

When a checkpoint is taken, the system writes a checkpoint image and performs a cleanpoint for all recoverable files. If programming in Advanced COBOL, you request a checkpoint by coding a CALL "ZXCKPT" statement of using the RERUN clause in the I-O-CONTROL paragraph. If programming in assembly language, you request a checkpoint by coding a \$CKPT macro call.

Your task group must be in a "checkpointable" state when it requests a checkpoint. A cask group is in a checkpointable state when each task that is part of the group has requested a checkpoint, is waiting on a request issued to another task in the task group, or is dormant (i.e., there are no current requests for the task).

Once a checkpoint is recorded by a task group, it remains available as a restart point until the next checkpoint request is completed, the curfent checkpoint file is disassigned (by the -DISASSIGN argument of the CXPTFILE command), or the task group request is terminated normally.

The lead task of the group may be waiting on both another task, which is a member of the group and a "break" request.

CHECKPOINT PROCESSING
When a task group takes a valid checkpoint, the system records the following information on the checkpoint file established for that group.
1. Executive information, including data structures, user pool memory blocks, data segments of bound units linked with separate code and data, and floatable overlays. ."
2. Status and pathnames of the standard I/O files and of nonsharable bound units.
3. Memory locations and pathnames of sharable bound units.
4. Current state of screen forms for terminals operating under the display formatting and control facility.
5. Status and position of all active files (i.e., files that have been associated, reserved, or opened).

When your file information has been recorded, the checkpoint image is completed and a cleanpoint is taken. You must ensure that files to be synchronized with the checkpoint restart process have been designated as secoverable. Since the file system performs a cleanpoint when a recoverable file is closed, you may have to take a checkpoint prior to closing the file to keep checkpoint restart synchronized with the state of the recoverable file. (Temporary files cannot be designated as recoverable.)

Checkpoints cannot be taken while an active local mail message group exists (i.e., a checkpoint cannot be taken in the period between message initiation or acceptance and message termination).

Checkpoints are not made automatically obsolete by the normal termination of the task under which they were issued. To invalidate a previous checkpoint (taken during the execution of one command) before processing a new command, you must take a checkpoint immediately prior to the termination of that command.

\section*{Restart}

You can perform a restart at the following times:
- During the processing of the task group request that issued the checkpoint restart.
- During the processing of a task group request that was scheduled after the abnormal termination of the task group request in which the checkpoint was taken.
- When the system is reinitialized following a system failure.

When a restart request is issued, the task group issuing the request is terminated abnormally and the task group request recorded on the checkpoint file is again put into effect.

The system locates the most recently completed checkpoint and reads the checkpoint image from the file, rebuilding the Executive data structures and memory blocks, reloading bound units, and repositioning active files.

Procedural code and workspace must occupy the same physical memory locations that were used when the checkpoint was taken. In general, task groups that are to be restarted must be the sole users of exclusive memory pools. Sharable bound units referred to by these groups must be permanently loaded (through the Load command in the system startup EC file). The configuration under which the restart is performed must be identical to that which existed when the checkpoint was taken.

REQUESTING A RESTART " \(\ddagger\)
To restart from the last completed checkpoint (and to abort the current task group request if restarting during the session), you issue the Restart command. The operator can restart an existing task group that has a valid checkpoint by using the -GROUP argument of the Restart command. If the memory blocks required to effect the restart are not available, the restart will be aborted. Specification of the -WTMEM argument of the restart command will cause the system to wait until the specific memory blocks required to perform the restart become available.

If this is a restart following a system failure, the Recover command must have been issued by the operator or through an EC file to perform a system-wide rollback of all recoverable files.

If a restart is performed during a session, the abort (termination) of the group request will cause a rollback of all recoverable files in your task group. The abnormal termination of the group request causes the last completed checkpoint image to be retained as a valid checkpoint. The Abort Group and Abort Group Request commands force an abnormal termination; the Bye command causes a normal termination. The normal termination of the command processor with a nonzero value in the \(\$\) R2 register is treated as an abnormal termination for checkpoint file purposes.

\section*{RESTART PROCESSING}

When the Restart command is issued, the system performs the following steps:
1. Locates the most recently completed checkpoint.
2. Validates that the restart is being performed under the same user id as that used when the checkpoint was taken.
3. Rebuilds Executive data structures. ."y
4. Reads nonsharable bound units, data segments, floatable overlays, and memory blocks that were obtained by get-memory operations from the checkpoint image into the same memory locations they occupied at the time the checkpoint was taken.
5. Reloads sharable bound units in the system memory pool. Only the code segment is reloaded if the bound unit was linked with separate code and data. Unless it was linked with the restart relocatable attribute (Linker RR directive), the code segment is reloaded at the same system pool memory locations occupied when the checkpoint was taken.
6. Associates, gets, opens, and positions active user files recorded on the checkpoint image. Rollback should have been performed already; see "Requesting a Restart" above.
7. Restores the screen content of terminals that were operating under the display formatting and control facility and were active at the time of the checkpoint.
8. Reissues the break request if such a request had been issued by the lead task at the time of the cherkpoint.
9. Turns on the task that issued the checkpoint request at the next sequential instruction after the checkpoint.
G-10

The checkpointed state of the standard \(I / O\) files is reestablished at restart time. Modifications made to files (e.g., EC files) between the checkpoint and the restart must be restricted to those that do not invalidate the repositioning of the files. A command being restarted must remain in the same position in the file; only those commands that follow the restarted command have any effect on the restarted task group request.

Sharable bound units being used by a checkpointed task group are reloaded and not restored from a checkpointed memory image (except for the data segments of bound units linked with separate code and data). Thus, all such bound units should contain only code. All sharable bound units in use by a restarting task group must be identical to the versions that existed at the checkpoint. They cannot be relinked. If an overlay area table (OAT) is in use for such a bound unit, no overlay area can be reserved at the time the checkpoint is taken.

If the application programs that issue physical I/O orders for communication devices, you must reissue connects to those devices before issuing read and write orders to them.
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This appendix provides procedures for requesting memory dumps, as well as procedures for analyzing, interpreting, and resolving errors using memory dumps. The following memory dump utilities are described:
- MDUMP



The MDUMP is a stand alone utility that allows you to obtain a memory dump with no requitement for system functions. MDUMP may be used when it is not possible or practical to use the debug utility dump facility.

GDUMP Requirements
To use MDUMP, you need a disk that contains an MDUMP bootstrap record on sector 0, and a file (DUMPFILE) large enough to contain the complete memory image. The Create Volume command is used to prepare this disk (see "Preparing to Execute MDUMP", below).

To dump memory to the disk file, bootstrap the prepared disk as described under "Procedure for Using MDUMP," below. This procedure loads and executes MDUMP. When MDUMP terminates, an image of memory is contained in DUMPFILE.
\[
\mathrm{H}-\mathrm{I}
\]

This file can be edited and printed using the Dump Edit utilicy, also described later in this section.

\section*{Preparing to Execute MDUMP}

Before loading the program for which a memory dump is required, enter the Create Volume comand:

CV path \(\left.\left\{\begin{array}{ll}-M D O M P & n n \\ -M D & n n\end{array}\right\}\left[\begin{array}{ll}-B O O T & X^{\prime} h h h h \\ -B T & X^{\prime} h h h h^{\prime}\end{array}\right\}\right]\)

\section*{ARGUMENTS:}
path
Designates the pathname to the disk volume being prepared for MDUMP. The pathname may be !sympd or !sympd>volid. If >volid is specified, the volume label is checked. The volume must have been previously formatted via a Create Volume command. (This command is described in detail in the commands manual.) The volume can contain other data.
\(\left\{\begin{array}{l}\operatorname{MDUMP} \mathrm{nn} \\ -\mathrm{MD} \operatorname{Mn}\end{array}\right\}\)
Wiites the MDUMP bootstrap record to the volume specified in the path argument and allocates a file (DUMPFILE) large enough to contain nn \(4 K\) word modules to be dumped. The resulting dump volume may be used for any configuration of memory less than or equal to the value nn \(x 4 K\) words.
\[
\left\{\begin{array}{l}
-\mathrm{BCOT} \text { X'hhhh' } \\
-\mathrm{BT} \text { x'hhhh' }
\end{array}\right\}
\]

Creates bootstrap records and intermediate loader records and writes them to disk sectors 0 through 6. The optional X'hhhn' field defines certain available bootstrap options. See the commands manual for details.
\begin{tabular}{|c|}
\hline  \\
\hline
\end{tabular}

This argument can be used in conjunction with the -MDUMP argument to obtain a combination bootstrap/MDUMP (described below).

\section*{Procedure for Using MDUMP}

Once an executing program encounters a problem or a halt occurs, you can obtain a memory dump by taking the following actions:
1. Bootstrap MDUMP, which then sends the memory dump to the disk file DUMPFILE.
2. Rebootstrap the system.
3. Use the Dump Edit utility program (DPEDIT) to print all or a portion of the memory dump from the disk volume that contains MDUMP's output.

\section*{Procedure for Bootstrapping MDUMP}

To bootstrap the MDUMP bootstrap record into memory, perform the procedure shown below. MDUMP then transfers to the disk file (DUMPFILE) the amount of memory image specified in the -MDUMP argument of the Create Volume command.
1. Mount the disk containing, the MDUMP bootstrap routine on the device to be used in bootstrapping.
2. Press Stop and CLear.
3. Set the P-register to 0004
4. Enter the channel number of the bootstrap device (i.e., the disk mounted in step 1) in register Rl.

If -BT was specified when creating the MDUMP dump device, bit 12 must be on in the Rl value (i.e., Rl is set to CCC8, where CCC is the channel number). This causes the MDUMP bootstrap record to be selected.
5. Enter the initial address of the memory area into which MDUMP is to be held in register BI. MDUMP requires one sector of the disk device type on which it is stored. The initial address of Bl should be greater than 100 to ensure that hardware dedicated locations are not overlayed.
6. Press Load, then Execute. MDUMP is read into the memory location specified in step 5 above, and dumps the amount of memory image that fills DUMPFILE. The dump is
* complete when an end-of-job halt occurs (see Table H-1).

\section*{NOTE}

The size of DUMPFILE is limited by the capacity of the storage device. A maximum of 120 K of memory can be stored on a diskette file.

\section*{MDUMP Halts}

No messages are issued during execution of MDUMP. If a halt. occurs during execution, the contents of the P-register and R6 register must be displayed to determine the significance of the halt, as indicated in Table H-l.

Table fol. MDUMP Halts
\begin{tabular}{|c|c|c|c|}
\hline PaRegister & R6 Register & Condition & Operator Action \\
\hline 003E & \(=0\) & End of job & No operator action required. For information only. \\
\hline 003 E & \(\wedge 0\) & Disk error & Reboot MDUMP. (R6 contains the disk status word.) \\
\hline 03 nn & - 0 & Trap handler error has occurred. & For a description of trap messages, see the "Trap Handifing" section of the System_Programmer's Guide, Volume \(I\). \\
\hline
\end{tabular}

Address relative to the initial address of MDUMP as stored in memory.

\section*{DUMP EDIT UTILITX (DPEDLIL}

Dumps produced by the Dump Edit utility are written to the user out file, which must be capable of receiving a 132-character line.

There are two sources of dumps:
- Files created by the previous execution of the MDUMP utility. (All or selected portions of the file can be dumped.)
- Main memory. (A dump of main memory allows you to determine the configuration under which Dump Edit is executing.)

Dumps produced by Dump Edit may be logical (edited format) dumps or physical (memory image format) dumps. Control arguments in the DPEDIT command (described later in this section) allow you to request either a logical or physical dump. If these control arguments are omitted, execution of Dump Edit produces a full logical dump followed by a full physical dump.

Logical and physical dumps are printed in both hexadecimal and ASCII notation. Duplicate lines, if any, are suppressed. Suppressed lines are designated as described under "Dump Edit Line Format".

\section*{Page_Header}

The page heading contains the following information:
- Indicates whether the dump is from main memory or a dump file
- The date and time of the edit
- The version of DPEDIT used
- The version of the system DPEDIT is executing on
- Indicates the pool and group currently being dumped for a logical dump
- The page number

\section*{Dump Edit_Line_Format}

The format of a basic dump edit line for both logical and physical dumps is as follows:


\section*{Physical Dumps}

In a physical dump, the leftmost six columns of data
designate real memory addresses. When the Memory Management Unit (MMU) is in use, there may be ranges of invalid virtual addresses (columns 9-14; discontinuities) in a physical dump from main memory. When an invalid virtual address is encountered, a message within the physical dump contains the physical address for which no valid virtual address exists.

The virtual address is displayed whenever possible. If it does not appear, it means that the virtual and physical addresses are the same (in low memory) or that DPEDIT could not discover the virtual address corresponding to a given physical address. When the physical dump resumes, the valid virtual address is known and the left column continues to designate real memory addresses as if the discontinuity did not exist.

A physical dump from an external dump file does not display invalid virtual address messages, and the left column of addresses is an uninterrupted continuum of physical addresses.

A physical memory dump in Figure \(\mathrm{H}-1\) was produced by Dump Edit in response to the command:

> DPEDIT 'DMPVOL>DUMPFILE - NL - TO X'0731'

\section*{Logical Dumps}

A logical dump can be tailored by selecting (or suppressing) task group information on a group identification basis. File system information can also be suppressed. Logical dump tailoring is specified using DPEDIT command control arguments.

The main addresses in a logical dump are virtual addresses (columns 9-14). The leftmost six columns of data are physical addresses, and will be displayed whenever they differ from the virtual addresses. This applies to dumps of disk files as well as to dumps of main memory. For disk files, Dump Edit calculates the virtual address in the same way as the Memory Management Unit would under the same conditions.

The arrangement of information in a logical dump is described in the following paragraph and illustrated in Figure \(\mathrm{H}-1\).

The information contained in a logical dump includes: . \(\therefore\) :
- Location and contents of hardware-dedicated main storage
- System time of dump
- Time of system boot
- Time of power-fail restart (if it occurred)
- Hardware configuration
- Location and contents of System Control Block (SCB)
- Model number of central processor
\(\$\)
- Presence (or absence) of the Commercial Instruction Processor, the scientific Instruction Processor, and the Memory Management Unit
- Value of the real-time clock scan cycle
- Presence (or absence) of an operator's terminal
- High address of virtual memory
- High address of physical memory
- Software Configuration
- Name and version of operating system
- Presence (or absence) of the error message library
- Size of trap save area (TSA)
- Size of interrupt save area (ISA)
- Number of indirect request blocks (IRBs) in IRB pool
- Presence (or absence) of the batch task group.

\section*{ascil mepregentation}

 0
0
0
0
0
0
0
0
0
0
0
0
0
0









\(\infty\)





\begin{tabular}{|c|}
\hline \multirow[t]{2}{*}{\[
\begin{aligned}
& 40 \\
& 0 \rightarrow 0 \\
& 0
\end{aligned}
\]} \\
\hline \\
\hline
\end{tabular}






























SミIE• LW.Intu

rown

要要

Figure f －1（Cont）．Memory Dump Example要点

\(m 3\)

7


ccost modagi－l3．0004／03／1930 PAGE cege
\(6 \mathrm{COS6}\) nodane－l3．0－04／23／1430

\section*{ascis memanemtarion}













\(2 n\)
0
0
0
9
9
0
7
3
0
0
0
0 15
03
60
23
73
33
33
93

N00FuF


 1
43
43
3
3
3
3 OLULR
0.65 いどうl
u420
voud
uもu

 0 ave uvu0
u0poyu u045
ưb


 ． 00111

23







333
 －t ent＊＊＊






0
0
0
0
0
0
0
0
0
0
0
0
0
0
0
0
0
0





 Memory Dump Example





边：
証
Figure H －1（Cont）．

1902／00／28 3532849.0
 -
\(\bullet\)
-
-
ת
23 ExcC
\(6 H 10 \mathrm{wn}\)
cocsza Locatiun 53
0
0
0
0
0
0
0
0
0 2
3
3
3
3
0
0
0
0
0告 2
3
3
3
5 そ
NHJVF307
NHIIF307
3
3
0
0
0


 wnt
Nnt
wnt
 5 를․․\(\mathrm{N} N\)
NO
wnそうそうそそうき
\[
\text { HEAL VIAJUAL } 0
\]



muund File oump


ascit abpagetwition


miduap file cump

\section*{neal vaziunt}
 04E\＆が
TKEK UF VU－UML，USEECIUKY，AND FILE OESCAICIOM ULUCAS



 FILE DESCAIPIOR LLOCK
UEFTH OL OCATLOM OHOCO


\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline 03 & 00 & O00u & & & & & & & 4098 & & & & & & & \\
\hline U21400 & 0008 & ou0 & 0800 & 9000 & 0004 & 4343． & 040 & 0005 & 1908 & defe & & & 1648 & & 4，488 & \\
\hline uslcau\％ & 2020 & 4F B ¢ & NOF 5 & 0208 & 0000 & 9AFC & 0116 & －p06 & 9000 & Ot &  & & & & & \\
\hline 0512301 & 0000 & 0005 & 0000 & 0090 & 041E & 0008 & 9008 & 0 & －9009 & \({ }^{+1}\) & 9801 & & & & & \\
\hline 0318401 & 6002 & 000u & 0450 & 0200 & 0090 & O4st & goge & 00 & 0088 & \({ }^{1368}\) & 0000 & & & & & \\
\hline 0 & 0000 & 0008 & 0000 & 0000 & 0000 & 0 & & & 1090 & Heto & & & & & & \\
\hline
\end{tabular} t＊con
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline & & 008 & 000 & 000 & & & － & & & ［971 & & & & & & \\
\hline － & 401 & 300 & 600 & －2 & 02 & ） & 02 & \＃8 & ¢t & 000 & 00 & 000 & coat & 5000 & onon & \\
\hline － & 900 & 0900 & 006 & －80 & 120 & 000 & \(00 \%\) & \＄200 & 00 & 10po & 00 & 108 & ando & cron & & \\
\hline 06 & 9ve & 0 & 1800 & 0008 & 0000 & 0000 & 0000 & 3600 & 880 & 0000 & －voo & 50 & snon & sonn & กJ9 & \\
\hline & W0 & & & & & & & & & 0202 & & & & & & \\
\hline & 0000 & 7000 & 8000 & \({ }_{6} 008\) & cser & & & & 070 & 0000 & 000 & 1000 & on & noto & & \\
\hline & & & & & & & & & & & & & & & & \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline & & & flle UEt In & \[
\underset{01}{\text { DESCA }}
\] & Wiplor & \[
\begin{aligned}
& R 100 \\
& A O C A 1 \\
& 0.00
\end{aligned}
\] & & 000 C & & & & & & & & \\
\hline 3ucus & & 025 & \({ }_{3 C F}^{* *}\) & －8BCO & 000 & \({ }^{\text {an＊}}\) & \({ }_{\text {atat }}\) & than & 9090 & & & & & & & \\
\hline ouscius & 0090 & 6000 & 0000 & 0100 & 4000 & 0600 & acs 7 & 0000 & 0000 & 0001 & 9008 & 0880 & 5ayz & Agsa & 4848 & 5354 \\
\hline 0uJcas & 4950 & 454 L & 0782 & 0100 & 0100 & 0000 & 9011 & 008c & 0090 & 0049 & 力naE & 0e0e & FF\％ & Ofac & 400： & 0000 \\
\hline nusabut & nous & 000w & H000 & 9000 & v090 & 0000 & 2000 & 0000 & 0908 & 0000 & 0090 & 0000 & 0914 & OPAF & 096 & 0801 \\
\hline OuTi40／ & ysua & 000） & 00eso & 045 C & 4100 & 0009 & 0480 & 0400 & 0000 & 9000 & \＄000 & \(009 \%\) & 0000 & 0800 & 8008 & 9009 \\
\hline 603t5w & 0000 & Qubu & ＜0＜60 & 6000 & 0003 & OCso & 0306 & 9100 & 0909 & 9838 & 4008 & 4080 & 4040 & gege & & 8864 \\
\hline 00）icur & nova & OVOU & 0000 & 0000 & 0000 & 0 CO 4 & gevo & 0000 & 8012 & 90e＊ & 9898 & 0098 & 0090 & 9900 & 0086 & 0000 \\
\hline
\end{tabular}

58948

\section*{8}
 8最解是



\({ }^{4888}\)


\section*{}

H－14
C215－00

\section*{htal Vitiunt}

Burfth tun Nants srs2so
Humptn uF jokns (tilts) voot

\section*{}



 6
68
68
68
06
68
68
68
68
68
 \(0003202 E 0003\) LCF2 0000000080400000

 \(\begin{array}{lll}0000 \\ 0000 & 282 & 0041 \\ 0\end{array}\)
 431300


\[
\begin{array}{r}
0000 \\
353180
\end{array}
\]
sviiso
\begin{tabular}{|c|c|c|}
\hline \multicolumn{3}{|l|}{\multirow[t]{3}{*}{}} \\
\hline & & \\
\hline & & \\
\hline
\end{tabular}
 srszSo 03icce
vadu 00000000
000000200005 \begin{tabular}{l}
\(0 E 01\) \\
00003 \\
0000 \\
00000 \\
0000 \\
\hline
\end{tabular}
 duttck Luvinut
LULNs fon PGuL srsest osicice


 vouv 0vou u0vo
 \(00000015+000000000010000\)


 8
8
8
8
8
0
5
0
0
0
3
3
3
3
0
0
3
0
0

 0005 iN1O 004S IFOt 00000000

\footnotetext{
\(\begin{array}{rr}3 y S 236 & 0323 \mathrm{E} 3 \\ 00 C 90000 & 0000 \\ 648 \mathrm{C}\end{array}\)



 ow w

}





3

 영




abcil repacaentation
6 © F abcil repreaentation
\(\leftrightarrow\) GUMPLDAT - \(3.0-06 / 22 / 1715\)

0

\section*{HE \(D\) DURGE EUNIRUL DAELE IAFGRNATIUN FUR TME SYSIEM TASK GROUP}

由EAL V\&ztial
WUUKP FILE DUFP
5942/00/28 1538849.0
\[
2
\]

LUGical pt SuUnce nurinera 0000

LASt DEVICE SIAILS LOADS OOUO CRDUA LUG
RESOUACE
YSIEN TASK EROUP
 TASK CDHINJL CLUCA ADUAESSI UOUFBE
CRDUA LUG ELLCK ADUAESSI

LUGICAL HE SULINCE T.LABERI WOOI DEVICE IUEVIIFICAIIUV: 2305 OHIVEN INLILAIOK FLGGSI 1640
LASI UEVICE SIAIUS WUKO, GOUO

TASK CO.,itKT ELLCA ARCRESS: 000802



LOGical pe suunte munteki 000A

 LAST UEVICE STATUS ADRDS OOOD TASK CONTKJL DLOCK AODRESS: 00008s ERESOURCE :UNIROL TABLE OOGFZ9
 ascil hepaegentation "re \(\theta\)









 00
0
80
0
0
0
0
0
 MEOFAVEO OVEMLAY ANEA IS LLCATED AO 000000





" . JAyR Cu'virul BLOCK
WUUS UUON UOLO OVOU



 3
3
0
0
\(\vdots\)
\(\vdots\)
0
0

\section*{44 irdet
\(4.2570 /\)}

005042
AN MCL AT
  \(04 a 8 t 9\)
00000


 EF REDDHACKenoceolotocet Fouceco




 abcil repreasentation




 000800600000 ef00 5000028380008000

气.



ngancso
ingacso

\section*{} "sound



050


-





-308A0







 (Cont). Menory Dump

ascis atpactaintation

－ 0 （5） 0 A OLUNN UNIF DLSCRIPFIGN O4CSEB

患


－©









 FEHIJKLMMOPQRBTUYWXYZ．．．．．．－AREg






 8
8
0
0
0
0
0
8
8
8
8
8
4
4
0
4
4
4
4












 fojetro 103taso
\begin{tabular}{l}
3 \\
\multirow{2}{3}{} \\
3 \\
3 \\
3 \\
3 \\
3 \\
3 \\
3 \\
3
\end{tabular}


0くすことい

\section*{}

 \(+0.0 .0+0.0000000000000 \mathrm{ANT}\)




\section*{}


353
040
0
30
30
8 908
800
500
6010
0030
6870
\(051<8 w 1\)
0512001
\(631210 \%\)


\section*{－（7uOD）［－\＆21．－！}
 ：et


\footnotetext{


068903
960108


}
 ninh Iaxe Leveli ouzo
O18 TAP UF E DAOLED THAP MUNEEAGB 0060000000000000
SEGMENE DEsCuIPTORA
3anjsk gatam oy3y 3218 38ve








\section*{(yure H-1 (cont). Memory Dumy :ample}

日-24
CZ15-00
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline MDUMP & Fite \＃ump & & 1912 & 134 & 858 & 9＊＊ & & 0un & 17＊ & ．0－ & 22 & 18 & & & C086 & MOO4 & －15 & 04／02／8430 & 1242 & PACE 0j0t \\
\hline sEal & vivival & － & 1 & 2 & \％ & － & 5 & 6 & 1 & － & － & 4 & 6 & C & 0 & \(\varepsilon\) & F & ascIf & REPAE & A110N \\
\hline & －34ce0／ & 0000 & 0000 & 0000 & 0000 & 0004 & cecz & 0009 & 0000 & 0004 & 6843 & ． 0000 & 0000 & 0005 & 9843 & 0005 & 0863 & & & \\
\hline & 0346901 & 0000 & 0000 & 0000 & 0060 & 0904 & 0900 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 904＊ & －09＊ & 0090 & & & \\
\hline & O3ACA0／ & 0300 & 1400 & 0003 & 0321 & 0000 & 0000 & 0000 & 0000 & 0epe & 0000 & 0000 & 0000 & 0000 & 0000 & 0090 & 0000 & & & \\
\hline & \(034680 /\) & 0000 & 0000 & 0000 & 0000 & 0000 & 0003 & ACFF & 0003 & \({ }^{\text {ACPF }}\) & 0007 & 0026 & 9000 & 9008 & 9800 & 0000 & 0000 & & & \\
\hline & 03 CcO & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0009 & 0090 & 0000 & 0003 & acce & 0006 & 0223 & 0000 & 0000 & & & \\
\hline & \(034600 \%\) & 0000 & 0000 & 0000 & 0000 & 0000 & 0006 & 0193 & 0006 & 0193 & 0006 & 0193 & 0060 & 0800 & 0090 & 0000 & 900A & & & \\
\hline & \(03460 \%\) & 0238 & 0000 & 0000 & 9479 & 60C7 & 0004 & OBC & 0000 & 0000 & 0006 & 0303 & 0004 & 0000 & 0000 & 0000 & PfFF & & & \\
\hline & 034CFO／ & 0003 & O0E5 & 0004 & 0ucs & 0000 & 0003 & \({ }_{\text {AFF }}\) & 0003 & acFa
0000 & 0000
3506 & 0000
6003 & 0093 & 4005 & 0026 & 0300
0140 & 9020
0000 & \(\cdots\) & & \\
\hline & \(034000 \%\) & 0003 & \({ }_{0}{ }^{\text {a }}\) as 6 & 0000 & 0000 & 8904 & 0000 & FFFF & 8703 & 0000 & 3506
0000 & 6003
4314 & 0000
0000 & \(696 C\)
0007 & 0000
0000 & 0140
0000 & 0000
0000 & 5＊＊ & & \\
\hline & 034010／ & 3509
0020 & FF000 & 1AES
FF00 & 0000
\(F 600\) & 0000 & 0003 & ACFF
FFOO & 0003
\(F 500\) & ACFA
0000 & 0000
044 & 431A & 0000
0000 & 0007
0000 & 0000 & 0000 & 0000
0000 & & & \\
\hline & 0stusel & 0009 & 0000 & 0000 & 0008 & 0000 & 0000 & 0040 & 0000 & 0009 & 0000 & 0000 & 0000 & 0000 & 0090 & \＄000 & 0080 & & & \\
\hline & 0 Stuay & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0040 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & 0000 & ． & & \\
\hline
\end{tabular}
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\begin{tabular}{llllll}
0000 & 0006 & \(032 A\) & 0006 & 0318 \\
0000 & 0000 & 0000 & 5350 & 5355 & 2156 \\
\hline
\end{tabular}
}
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- Batch Group Data (shown if batch group is present)
- Virtual address of beginning of background
- Virtual address of the end of background
- Rollout status (cursently rolled out or not)
- Number of completed rollout/roliin events
- Size of background memory given to foreground
- Mermory Pool Data*
- Pool identification
- Starting address of pool
- End address of pool
- Total size of pool
- Physical start address
- Total available space
- Maximum contiguous available space
- Number of available fragments (pieces) of pool space
- Number of users
- Table of attributes for each pool
- Additional pool information
- Memory pool descriptor
- Bit map (unless it is a queue managed pool)
- Segment descriptors
- System Symbol Table

The names and values of all symbols that have an entry in the system symbol table are displayed. Symbols are grouped according to the bound unit(s) in which they occur.

\section*{Eile System Structures}

The logical dump displays the location and content of the following file system structures:
- Record locking pool control block
- Volume descriptor blocks (VDBs)
- Directory descriptor blocks (DDBs)
- File descriptor blocks (FDBs)
*Supplied for each memory.
An "X" appears beside pool name that can cause the batch group to be rolled out.

The pool name for the batch group is BATCH.
- Currency control blocks
- Remote extent blocks
- Wait control blocks
- User control blocks
- Semaphore control blocks
- Record locking control blocks
- Device descriptor blocks (DDBs)
- Buffer control blocks
- Public buffer pool headers (BPHs)
- Buffer control blocks (BCBs)
- Buffers.

The hierarchy of these structures is indicated by the dump as shown in Figure \(\mathrm{H}-2\), which is an abridged section of a logical dump. Each block is assigned an integer that corresponds to the level of the block in the hierarchy. The headings of all blocks are indented according to the depth of the block. This makes it easy to see which files belong to volume major directories and which belong to subordinate directories.

The display of the tree of file system structures may be suppressed by the -NF argument.
- Free indirect request block queue (only when editing a. . dump file)
- Globally sharable bound units
- Bound unit description
: - Bound unit attributes
a. - Bound unit

The preceding logical dump information is obtained from the operating system area of memory and occurs once within a logical dump. The following information can be repeated more than once depending on the number of active pools, task groups, and tasks. This information is presented in the following order:
1. Memory pools (as allocated at CLM time) if there are task groups assigned to them.

2 Task groups within a memory pool. 3nj Xest botybr *
3 Tasks within a task group. :1 :

\section*{MEMORY POOL STRUCTURES}

The following information is repeated for each pool with assigned task groups:
- Sharable Bound Units
- Bound unit description
- Bound unit attributes
- Bound unit.

\section*{TASK GROUR STRUCTURES}

The following information is repeated for each task group in a pool.
- Edited Task Group Information
- User name, account id, and mode
- Assigned memory pool
- Bit map switches
- Outstanding requests to system group
- Address and name of control block for current working directory, error-out, and user-out
- Group control block
- Logical resource table
- Logical file table

- File control blocks (if there are active files)
- work space blocks.

\section*{NOTES}

For the system task group, IRBs (and hence also RBs) are displayed only when DPEDIT is processing a dump file; i.e., the display is suppressed when the input is from current main memory.

Work space blocks and FCBs for the batch task group are not displayed when the batch group is rolled out.

\section*{TASK STRUCTUBES}

The following information is repeated for each task in a group:
- Edited Task Information \(\quad\). . Fit "
- Bound unit name, location, and start address \(\varepsilon\)
- Hardware level
- Logical resource number
- Enabled trap bit map
- Reseried and current overlay area locations
- Control block name and address for user-in and command-in
－Segment descriptor table（swap pool only）
－Memory control block for each segment（swap pool only）
－Task control block
－Trap save area
－MCL word space（for an MCL trap）
－Bound unit description
－Bound unit attributes
－Bound unit
－Overlay areas（if an overlay area table was used）．
The firmware－defined fields（instruction，P－counter，I＇，Z， A，R3，and B3）for each trap save area（TSA）are displayed．If the instruction is a monitor call，the function code is also displayed．

In addition，a possible context of the remaining data and address registers（R1，R2，R4，R5，R6，R7，B1，B2，B4，B5，B6， and B7）is displayed for each trap save area．This context， which is extracted from the work space area of the trap save area，may not be valid in all cases but in general，is correct due to internal conventions of the Executive．

\section*{DPEDIT Command}

The DPEDIT command loads the Dump Edit utility program． Immediately after Dump Edit begins executing，a message is issued to the error～out file giving the unique version number in the following format：DPEDIT－nnnn－mm／da／hhmm．The message＂DUMP COMPLETE＂is issued to the error－out file immediately before the execution of Dump Edit terminates．The format for the DPEDIT command is：

DPEDIT［path］［ctl＿arg］
ARGUMENTS ：
path
Pathname of the memory dump file to be printed．Either the path argument or the－MEMORY control argument must be specified．

ッ：－．• ：：ジ

Control arguments；zero，one，or more of the following control arguments may be entered，in any order：
\(\left\{\begin{array}{l}-\mathrm{NO} \\ -\mathrm{NL}\end{array} \mathrm{LOGICAL}\right\}\)
－！s
No logical dump of system control structures produced．

Default：Logical dump produced．\(\therefore\) ：raiz


No physical dump of memory produced．
Default：Physical dump produced．
\(\left\{\begin{array}{l}\text {－FROM X＇address＇} \\ \text {－FM X＇addess＇}\end{array}\right\}\)
Low－memory address of area that will appear in physi－ cal dump；must be specified in hexadecimal．The specified address must be a virtual address if processing memory，and a physical address if processing a dump file．

Default：Absolute 0． 2 なった \(\therefore\) ar
－TO X＇address \({ }^{\text { }}\) d
High－memory address（up to five hexadecimal digits） of area that will appear in physical dump；must be specified in hexadecimal．The specified address must be a virtual address if processing memory，and a physical address if processing a dump file．

Default：Bigh memory address of the dump file．
\(\left\{\begin{array}{l}\text {－MEMORY } \\ \text {－MEM }\end{array}\right\}\)
Produces a dump of main memory．If both the path argument and this argument are specified，an error message appears at the terminal．If the－FROM （and／or－TO）control argument is used in conjunction with the－MEMORY control argument，then the address that is specified must be a virtual address．

Default：A dump is produced of the file specified in the path argument．

Requests the logical dump to contain task group-related information for the specified group(s) only.

Default: Task group information for all groups is included in the logical dump.
\(\left\{\begin{array}{l}\text {-NO_FILES } \\ -\mathrm{NF}\end{array}\right\}\)
No tree of file management structures is produced.
Default: A tree of file management structures is produced.
-ME
Dump only the group in which DPEDIT is running in the logical dump. Suppress all system information. This is equivalent to: DPEDIT -MEM -NO_SYS -NP -GP my_group-id
-NS
.... Do not dump the sharable or globally sharable bound units in the logical dump. \(-\mathrm{NO}_{-\infty} \mathrm{SYS}\)

Do not dump the system area in the logical dump. -" - BSYS

Limit the physical dump to the system area.
-FORCE
If the error "DUMPFILE IS INCOMPLETE" (defined below) appears, this argument causes DPEDIT to ignore this
sha condition and to try to process the file anyway. Note that since part of the memory image is missing, it may not be possible to get a logical dump.

NOTE
Either the path argument or the -MEMORY control argument must be specified.

Example 1:
DPEDIT "DMPVOL>DUMPFILE -NL -TO X'3000'
This command loads the Dump Edit utility and requests only a physical dump of the first 12 R locations of the specified dump file.

Example 2:
DPEDIT -MEM
This command loads the Dump Edit utility and requests a logical and physical dump of current main memory.

Example 3:
DPEDIT -MEM -GROUP \(\$\) S \(\$ \mathrm{D}\)-NP -NF
This command loads the Dump Edit utility and requests a logical dump of only the System and Debugger groups from curcent main storage. This command suppresses display of the file management structures.

Example 4:
\[
\dot{x} \downarrow
\] - "本
\[
\text { DPEDIT } \propto M E M=G R O U P X X-N P=N F \quad E \therefore
\]

By specifying a group that does not exist (i.e., XX) this command requests an abbreviated logical dump consisting of only the System sumary of the currently executing system.

\section*{Operating_Rrocedure for Dump Edit}

The following steps must be performed before the Dump Edit program can be executed.
1. Mount the disk volume containing Dump Edit.
2. If Dump Edit is being used to print MDUMP output, mount the disk volume that contains the memory image obtained from the MDUMP memory dump.
3. Execute Dump Edit by specifying the DPEDIT command described previously.

DPEDIT processing can be stopped at any time by pressing the "BREAK" key. A **BREAK** message appears on the user's terminal display when processing stops. A GCOS 6 command may be specified at this point. If the Unwind (UW) comand is specified, the end-of-processing details are automatically handled and control returns to the command processor with a successful subtask completion status. If the Start (SR) command is specified, DPEDIT resumes processing.

If DPEDIT appears to be looping, the loop can usually be broken and DPEDIT can be made to recover by forcing a **BREAK** and entering the Program Interrupt (PI) command. Note, however, that it is normal for DPEDIT to run for five or ten minutes while dumping a large memory or dump file.

\section*{DPEDIT Error Messages}

Fatal errors terminate DPEDIT processing, return control to the command processor, and post an unsuccessful subtask completion status. Fatal errors include logical I/O errors and physical I/O errors as well as DPEDIT-specific errors. Fatal error messages are written to the error-out file. Error messages specific to DPEDIT are listed below. Additional information on error messages can be obtained in the System Messages manual.

Immediately after execution of DPEDIT begins, and immediately before execution terminates, a message is written to the errorout file. These messages are explained in the description of the DPEDIT command.

Informational messages that generally reflect some condition peculiar to the data within the dump file may be interspersed with the dump information in the user-out file. These messages are provided to facilitate analysis of the dump and are listed below. A brief explanation of each message is provided. "^" in a message indicates that a parameter is supplied.
-mem and pathname not allowed on same invocation
Memory and dump file can not both be processed during a single invocation of DPEDIT.

ARGUMENT NOT RECOGNIZED
An invalid argument was given in the DPEDIT command line.

\section*{attempt to increment a virtual address beyond fffff}

An internal error has occurred; the memory block dump routine has incremented beyond the largest virtual address.

DPEDIT CONTINUES AFTER A PI OR TRAP. P: ^ I: ^ LOAD ADR: ^
DPEDIT has trapped or a break, program interrupt has been executed. The Paregister, I-register and load address at the time of the interruption are displayed and DPEDIT recovers.

DPEDIT MUST EXECUTE IN THIS POOL TO DUMP THIS STRUCTURE FROM MEMORY

Because DPEDIT is executing in a different memory pool, it does not have visability to the structure. Either execute DPEDIT from the current pool or take an MDUMP.

DUMPFILE IS INCOMPLETE
Either MDUMR did not complete properly or the dump file was too small to hold the complete memory image (see the -FORCE argument).

The dump file must be a non-UFAS relative file
ILLEGAL NUMBER OF ARGUMENTS
Too many group names follow the -GROUP argument.
LAST VALID DUMP LOCATION REFERENCED:
Indicates the last valid dump address processed before an invalid dump address was found.

NEED MOD400 REL2.1 DPEDIT TO PROCESS THIS DUMPFILE
A release 3.0 version of \(\operatorname{DPEDIT}\) has accessed a release 2.1 (or earlies) MDUMP file.

NULL BUD POINTER IN THE TCB \#
The pointer to the bound unit description in the task control block is null.

NULL LINK IN THE " QUEUE
A null link was found in the specified hardware queue.
PHYSICAL ADDRESS IS NOT IN PHYSICAL MEMORY:
DPEDIT has encountered a physical address which is higher than the highest physical address of the system being dumped.

REQUIRED ARGUMENT MISSING
n:
The address has not been specified for the \(-T O\) or \(-F R O M\) argument. THE BAD VIRTUAL ADDRESS IS AT ^

An invalid virtual pointer was encountered by DPEDIT at the \({ }^{19}\) specified address.

THE SEGMENT IS ^ IN MEMORY
DPEDIT has found an invalid segment descriptor and the segment is or is not currently in memory, as indicated.

THERE WERE ERRORS DURING THE EDIT
If the output of DPEDIT was directed to a file, errors that tend to appear frequently are only written on the file. If the errors occurred during the dump, this error is issued to the user's terminal.

THIS ADDRESS DOES NOT FALL WITHIN THE DUMP FILE: "
The specified address is not within the scope of the dump file.
THIS BOUND UNIT WAS PREVIOUSLY DUMPED IN *
The bound unit was previously dumped in the specified group or pool.

THIS SWAP POOL STRUCTURE CANNOT BE DUMPED FROM MEMORY
DPEDIT does not have visability to the current structure. An MDUMP is required.

VIRTUAL ADDRESS EXCEEDS PHYSICAL MEMORY:
The specified virtual address represents a physical address which exceeds the highest physical address in the system being dumped.

VIRTUAL ADDRESS IS INVALID:
The specified virtual address exceeds fFFFF.
VIRTUAL ADDRESS NOT FOUND FOR ^. DUMP FILE IS SUGGESTED.
During a physical dump of memory, the specified physical address could not be translated into a valid virtual address for DPEDIT. An MDUMP is needed.

VIRTUAL ADDRESS OFFSET EXCEEDS SEGMENT SIZE:
The specified virtual address exceeds the segment size in the corresponding segment descriptor.

VIRTUAL ADDRESS REFERENCES INVALID SEGMENT: ^
The segment descriptor for this specified virtual address is invalid.

\section*{INTERRRETING_AND USING MEMORY DUMPS}

This subsection describes significant locations in memory dumps, how to interpret the contents of locations on memory dumps, and how to use memory dumps to perform the following procedures:
- Finding the location in memory of your code
- Determining where a trap occurred
- Determining the state of execution of your code.

A trap is a special software or hardware-related condition that may occur during the execution of a task. Many traps are caused by an error, but a few, such as the Monitor Call, are not. The above procedures may have to be performed if a trap message is issued. Traps and trap messages are described in detail in the System Programmer's Guide, Volume I.

\section*{SIGNLEICANT LOCATIONS ON MEMORY DUMPS}

Table \(\mathrm{B}-2\) describes memory locations on the dump that may be useful to refer to during debugging. It is assumed that you are familiar with the data structures referenced. Brief definitions of these data structures are contained in the glossary of the System concepts manual. Figure H-2 illustrates a map of systems data structures.
\[
A>A
\]

Table \(\mathrm{H}-2\). Significant Locations on Memory Dump
\begin{tabular}{|c|c|}
\hline Memory Address & ...: Meaning \\
\hline 0010/0011 & Head of queue of available trap save areas (TSAs). \\
\hline 0018/0019 & Pointer to system control block (SCB). This is the key to locating all system data structures. \\
\hline 0020-0023 & Level activity flags for levels 0 through 63. Bits ON indicate which levels are ready to execute; the lowest (numerically) of these levels is the level currently executing (i.e., the active level). The level 63 bit always is on. The clock level bit (4) may be on, and the debug level bit is on if the dump resulted from a Multiuser Debugger or a SD DEBUG DP directive. \\
\hline 0024-007F & Trap vectors. Each trap vector is associated with a specific trap condition and points to that trap handler's entry address. The trap vector for trap number 1 is in location 007F (7E/7F). The trap vectors for subsequent trap numbers are in descending, contiguous locations; i.e., the trap vector for trap number 2 is in location 007. \\
\hline 0080-00FF & Pointers to interrupt save areas (ISAs) for levels 0 through 63, respectively. A null value means there is no dedicated task (i.e., driver) or nondedicated task ready to execute on the specified level. \\
\hline
\end{tabular}


Figure H-2. Data Structure Map
\(\cdots\)
. \(\cdot\)... ,
\[
\because \because-7
\]
\[
\begin{aligned}
& \text { - } . . \quad=\therefore \dot{\square} \\
& \text { - . - .... } \\
& \text { - i } \\
& \therefore: \\
& \text { •• } \because, \ldots, \cdots
\end{aligned}
\] Block
\(S C B+6 / 7\)
GCB+0/1
\(G C B+2 / 3\)
\(G C B+D / E\)
Pointer to LFN 0 of logical file table (LFT).
\(\mathrm{GCB}+\mathrm{B} / \mathrm{C}\)
Pointer to LRN 0 of task group's logical resource table (LRT).
\(6 C B+5 / 6\)
Pointer to first task control block (TCB) of the group.

LRT-1


LRT \(+0 / 1\)
Pointer to LRN 0's resource control table (RCT); the RCTs for subsequent LRNs are in contiguous, ascending locations (LRT+1 points to LRN l's RCT). A null entry indicates that the associated LRN is not used.

NOTE
Within an RCT, location 0 is the channel number of the resource if it is an input/output device.

RCT-2/-1
Pointer to task control block (TCB) for that resource.

Locations Relative to the Task Control BIock (TCB) Pointer of the Resired Priority Level

TCB-8
Hardware-assigned priority level of the task.

TCB-1C/-1B
Pointer to current bound unit BUD.

TCB-10/-F
- ?

Pointer to top of queue of requests for the task.

TCB-E/-D
Pointer to end of queue of requests for the task (e.g., I/O requests for a driver).

Pointer to the group control block (GCB) for the group to which this task belongs.

Pointer to next \(T C B\) in this group.

Pointer to last TCB on this priority level.
\(T C B-C /-\) ... : - \&
15/
\(\pi n\)

Link to other task control blocks (TCBs) of the same or different task groups assigned to the same level.

Pointer to the queue of trap save areas (TSAs) for the task. (Trap save areas are described in detail in the System Programmer's Guide.) If a TSA is present, the task is executing system code or a user trap; if no TSA is present, check the program counter in the interrupt save area (ISA) portion of the TCB to determine the task's progress.
\(T C B+0\)
\(T C B+1\)

Device word, including channel number and level number. This entry is null if the task does not drive a device.

Hardware interrupt save area.

This subsection describes memory dump interpretation when the DEEDIT logical dump format is used.

\section*{Einding the Location in Memory of Your code}

Locate your groupeid and the TCB for your bound unit (BU). The first six characters of the Bu filename are printed beside each TCB of the group in a logical dump.

The address at TCB-1A/-19 is the address of the bound unit (BU) description. The load address of the bound unit is found at this address \(+\mathbb{A}\). Calculate relative zero of the \(B U\) by subtracting the relative start address on its link map from this address.

Determining the State of Execution of Your Code at the Time of the Dump

Dump analysis begins with gathering all relevant information: the dump itself, the console hard-copy (if any) of the activity of a particular group (or groups), copies of the CLM_USER and >START_UP.EC files, plus any link maps.

These materials are required to understand the environment of the system represented in the dump.

Three conditions are discussed below:
1. Halt at level 2
2. User level active at the time of dump
3. No level active at the time of dump, except level 63.

HALT AT LEVEL 2
Examination of the level activity indicators at locations 20-23 confirms that level 2 is active. The system will force this condition to occur if either TSA or IRB resources are exhausted (see CLM SYS directive). Note that once level 2 becomes active, other lesser priority levels may activate but will not receive CPU time.

The Dl register contains an ASCII "IR" (4952) when IRB exhaustion has occurred. Location \(10 / 11\) is zero when TSA exhaustion has occurred.

If this symptom persists after augmenting the number of TSA/ IRBs available to the system, it is possible that either your code or the system is improperly altering the TSA/IRB chains.

To verify this, take a memory dump immediately after system startup. This allows easy location of the TSA chains from location \(10 / 11\) and the IRB chains from the first location of the SCB. Compare this dump to one taken after all TSA/IRBs are supposediy exhausted to verify that they really are. If the system is suspect, supply both dumps to Honeywell. TSAs can also be exhausted by a recursive trap. A recursive trap uses up all available TSAs. Adding TSAs simply allows for greater recursion. In this instance, the system is suspect and dumps should be supplied to Honeywell.

The optionally configured defective-memory trap handler may also force a level 2 halt if a defective memory trap indicates the operating system's trap save area is exhausted. In this case, \(\$\) RI will contain X'DEFA'; \(\$ B 1\), the physical address of the defective memory; and \(\$ B 2\), the logical address of the defective memory.

USER LEVEL ACTIVE AT THE TIME OF DUMP
This often indicates a halt or software loop condition on the active level. When a level is active, the pointer to the TCB associated with the code running is in the interrupt vector for that level. Match the TCB pointer with the TCBs listed for the groups present in the system. When a level is active, use the Pocounter in the ISA portion of the TCB to locate the software running at the last time this level's context was saved. Since the system clock is active on level 4 , the P -counter in the ISA for this level is usually helpful. It is also helpful to record the contents of \(R / B\) registers and \(E O\) when entering STEP mode at the control panel prior to taking the dump.

NO LEVEL ACTIVE AT the time of dump
This condition usually indicates a system failure in that all tasks have been suspended and none are being reactivated. In this situation it is helpful to determine the conditions existing at this time. To do this, examine all TCBs in groups other than the \(\$ S\) group. If the TCB under examination has not experienced a default trap condition, it may or may not have an associated TSA. If a TSA is shown, DPEDIT will display the monitor call function code if the trapped instruction is 0001 (monitor call generic).

When the system is called for a monitor function, only those registers that must be preserved by the system are saved in the TSA workspace. The saved registers are: B7, B6, B5, Bl, R5, R4, Ml, beginning at TSA location E/F.

\section*{Determining Wheremarap Rrocessed by the System Default Handier occureed in Your code}

If a trap message occurs on the operator terminal from the system default tgap handler, i.e., (id) BUname (0303zz) level, the TCB of the referenced task group may be located using the bound unit name (BUname). In this situation, unless the TCB is subsequently requested, the last two areas associated with the TCB are related to the system handling of the trap. The first TSA following the TCB was used by the system to forcibly terminate the task request in progress when the trap occurred. Your information is found in the next TSA associated with the TCB. It contains the hardware information described in the previous section of this appendix, followed by a complete set of registers : current when the trap occursed. The order of the registers, beginning at location E/F of the TSA, is: B7, B6, B5, B4, B2, Bl, I, R7, R6, R5, R4, R2, R1, M1 (B3, R3, I are already in the TSA). When the TCB has been eerequested, only this second TSA remains attached to the TCB.

EINDING THE LOCATION IN MEMORY OF YOUR CODE
The three activities above may be performed from the DPEDIT physical dump presentation. The examination of TCB contents is the same once the TCB is located. Use the following procedure to find the tCBs for your group.
1. Go to location 0018/19; this location contains a pointer to the system control block (SCB).
2. Go to location \(S C B+6 / 7\); this location contains a pointer to the group control block (GCB) queue; \(G C B+0 / 1\) links to the next GCB in the queue. Determine the group id at GCB \(+2 / 3\) is your group id.
3. Go to location \(\mathrm{GCB}+4(+5 /+6)\) to determine the location of the task control block (TCB) queue of the task group.
4. Go to location \(T C B-1 C /-1 B\) to determine the location of your current bound unit descriptor (BUD).
5. Go to location \(B U D+A / B)\). This location is the relocation factor of the bound unit; your code should start at this location.
6. Go to location BUD+8/9; this location points to the location of the bound unit attribute section (BAS).
7. Go to location BAS+0 to determine the bound unit's root name; this name should be the same as the bound unit's file name.
8. If you did not find the root name for which you were looking, go to location TCB-15/-14; this location points to the next TCB of the task group. Follow through the chain of TCBS until you find your task's task control block.

\section*{RRINTING AN INCOMRLETE MEMORY DUMP}

By specifying the DPEDIT command with the -FORCE argument an incomplete memory dump may be printed. See the DPEDIT command definition earlier for information on requesting the incomplete memory dump.
\[
\begin{aligned}
& \text { 二小别 } \\
& . \\
& \text { \& }
\end{aligned}
\]

ABSENTEE
ABSENTEE PROCESSING, 3-27

\section*{ACCEPT}

ACCEPT SINGLE LINE FROM A TERMINAL (!R), 5-68

ACTIVE
ACTIVE FUNCTIONS, F-4
ACTIVE STRINGS, F-3
ARITHMETIC ACTIVE FUNCTIONS , F-6
CHECKPOINT ACTIVE EUNCTIONS, \(\mathrm{F}=7\)
DATE/TIME ACTIVE FUNCTIONS. E-7
DIRECTORY ACTIVE FUNCTIONS, F-7
GROUPS OF ACTIVE FUNCTIONS, F-5
LOGICAL ACTIVE FUNCTIONS, F-8
MULTIPLE ACTIVE FUŃCTIONS F-4
NESTED ACTIVE EUNCTIONS, E-4
NO LEVEL ACTIVE AT THE TIME OF DUMP, H \(=43\)
QUESTION ACTIVE FUNCTIONS, F-8
STRING ACTIVE FUNCTIONS, F-9
USER ACTIVE FUNCTION, \(\mathrm{F}-9\)
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LINKING TEST (EIG), C-8
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SAVING MODIFIED BUFFER CONTENTS, A-25

SCREEN
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SEARCH (*), 5-104
SEARCH (SEARCH OR S), 4-31
SEARCH BACKWARD (SEARCH BACKWARD OR SB) , 4-33
SEARCH FORWARD (SEARCH FORWARD OR SF), 4-35
SEARCH NOT (^*), 5-105
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COBOL SELECT AND ASSIGN EXAMPLES（FIG），B－11
SELECT AND ASSIGN EXAMPLES， B－11

SENDING
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SESSION
COBOL SESSION CALLS，8－3 COBOL SESSION CONTROL I／O REQUEST BLOCK CALLS，8－3 INITIATING A LINE EDITOR SESSION，A－I
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STATUS REGION，4－6
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LINE EDITOR SUFFIX トツ CONVENTIONS，5－3
SCREEN EDITOR SUFFIX CONVENTIONS，4－3
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SYMBOLIC DATA PATCH，9－36
SYMBOLIC PATCH，9－39
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DEFINING EXTERNAL SYMBOLS， 6－5
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SYNCHRONOUS
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ABBREVIATED LOGIN TERMINAL， 2－3
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AUTOMATIC LOGIC TERMINAL， 2－4
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LOGIN TERMINAL，2－2
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SIMPLIEIED COBOL PROGRAM LOGIC EOR MULTIPLE INTER ACTIVE TERMINALS (EIG), Bol5
TERMINAL AND KEYBOARD REQUIREMENTS, 4-3

TOP
TOR LINE (TOP LINE OR TL), 4-37

TRACE
MAINTAINING A TRACE
HISTORY, 7-8
TRACE, 7-24
TRANSMISSION
BSC 2780 IN ADVANCED DATA TRANSMISSION HODE, B-22
BSC 2780 IN BASIC TRANSMISSION MODE, B-21
BSC 3780 IN ADVANCED DATA TRANSMISSION MODE, B-22
BSC DATA TRANSMISSION CONVENTIONS, B-19
BSC DATA TRANSMISSION MODES, B-20
BSC MULTI-BLOCK TRANSMISSION, B-20

TRAP
DETERMINING WHERE A TRAP PROCESSED BY THE SYSTEM
\(\therefore\) DEFAULT HANDLER OCCURRED IN YOUR CODE, H-44

TTY
COBOL TTY OR VIP APPLICATION EXAMPLE, B-27
COBOL TTY OR VIP APPLICATION EXAMPLE (FIG), B-28
EXECUTION OF COBOL TTY OR VIP PROGRAM EXAMPLE, B-43 FORTRAN APPLICATION EXAMPLE FOR TTY, C-13
FORTRAN APPLICATION EXAMPLE FOR TTY (EIG), C-15

UP
CURSOR UP ( ), 4-70
WINDOW UP, 4-60
UPPER
UPPER CASE (UPPER CASE OR UC), 4-39

UPPERCASE
UPPERCASE (!U), 5-64 3
UTILITY
DUMP EDIT UTILITY
(DPEDIT), \(\mathrm{H}-4\)
MDUMP UTILITY, \(\mathrm{H}=1\)
PATCY UTILITY, 9-1
USING THE PATCH UTILITY, 9-1

VDEF ••
VDEF, 6-79
VDEF, 9-42
VIP
COBOL TTY OR VIP APPLICATION EXAMPLE, \(\mathrm{B}-27\)
COBOL TTY OR VIP APPLICATION EXAMPLE (FIG), B-28
EXECUTION OF COBOL TTY OR VIP PROGRAM EXAMPLE, B-43

VOLUMES
AUTOMATIC TAPE VOLUME RECOGNITION, 3-11
CREATING VOLUMES, 3-13
MAGNETIC TAPE FILE AND VOLUME NAMES, 3-10
RENAMING DISK VOLUMES, 3-15 VOLUME CONTROL, 3-13
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VPURGE
VPURGE, 6-80
WINDOW
WINDOW DOWN, 4-57
WINDOW LEFT, 4-58
WINDOW RIGHT, 4-59
WINDOW UP, 4-60
WINDOW WIDTH (WINDOW WIDTE
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WORKSTATION
WORKSTATION ADMINISTRATION
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WB), 4-44
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[^0]:    *This information applies to 9-track magnetic tape only.

[^1]:    * Using a GET command will override any internal LFN assignments you have included in your FORTRAN, BASIC, or Assembly language program.
    **You assigned these IFNs when you wrote your COBOL program. The system maps these IFNs to corresponding LFNs.

